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| Do you speak SQL? We do, and in this book we provide you with an in-depth yet concise tutorial on using Structured Query Language (SQL), the standard that defines how to create and manipulate databases and the data they store. SQL is a simple yet powerful language, and you’ll be amazed at how many things you can do with just a few lines of code.  We teach you all the basic concepts and provide practical examples relevant to your daily programming tasks. Once you’ve mastered the fundamentals, this book will serve you well as a handy reference on SQL usage. It covers all the major SQL statements you’re likely to need when programming databases and provides example code for five major database systems: SQL Server, Oracle, DB2, MySQL, and Access. In each case, we demonstrate how the database system vendor implements, and often extends, the SQL standard.  We finish off with two complete, real-world case studies that pull together many of the concepts presented throughout the book. We show how to create and query the underlying database for an e-commerce application, as well as how to implement role-based security in your applications.  Whether you’re just starting out with SQL, working with an unfamiliar database, or in need of a desktop reference, this book will provide you with the help and information you need to build effective database applications.  About the Authors  Christian Darie is an independent IT consultant specializing in Microsoft technologies. Having worked with computers since he was a child, he won his first prize at the age of 12 in the first programming contest he ever entered. He was actively involved with the former Wrox Press as a technical reviewer and author, having contributed the OOP parts of Visual C# .NET: ASP.NET E-Commerce with Visual Basic .NET and Visual Studio.NET. He has authored MCAD preparation material and various SkillDrill tests, such as C# programming, Microsoft COM+, and DB2 Development.  Karli Watson is a freelance author and IT specialist with a penchant for multicolored clothing. He started out with the intention of becoming a world-famous nanotechnologist, so perhaps one day you might recognize his name as he receives a Nobel Prize. For now, though, Karli’s computing interests include all things mobile and everything .NET. Karli is also a snowboarding enthusiast and wishes he had a cat. |
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# Introduction

Structured query language (SQL) is the language of the database. It's a standard that defines how to manipulate almost every aspect of database, from creating the database and tables themselves to creating, reading, inserting, updating, and deleting data in the database. This standard is then implemented and extended differently by each database system vendor.

The current version of the SQL standard is SQL-99. Most major database platforms now adhere fairly closely to this standard with a couple of exceptions. Microsoft Access, for example, has only recently (with Access XP) adopted the SQL-92 standard. Previous editions of Access supported only SQL-89.

In this book, we'll walk through all the major SQL statements you're likely to need when programming databases. We'll highlight differences between the standard and implementations used in five major database systems:

* SQL Server
* Oracle
* DB2
* MySQL
* Access

Who is this Book For?

This book is designed to meet the needs of both the novice SQL programmer who needs a bit of syntactical help and the developer using SQL day to day who needs a handy desktop SQL reference. You don't need to have done much database programming before, but some experience with databases will be useful. You should also have one of the five database systems mentioned earlier to gain the most benefits from this book.

## What Does this Book Cover?

This book covers the following topics:

[Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases": Introduces and clarifies key concepts you'll use throughout the book. This chapter also looks at relational database design theory.

[Chapter 2](#Top_of_LiB0013_html), "Retrieving Data with SQL": Discusses the use of simple SELECT statements to retrieve data from a table.

[Chapter 3](#Top_of_LiB0021_html), "Modifying Data": Covers modifying data in a table using INSERT and UPDATE statements.

[Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data": Shows how to use some built-in functions for counting rows and averaging columns and then moves on to look at the GROUP BY and HAVING statements. This chapter also highlights differences between platforms when it comes to displaying selected rows.

[Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions": Describes many more available functions that can be used for performing calculations, manipulating strings, working with dates and times, and so on. It also covers creating your own functions.

[Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries": Talks about subqueries and how to refine queries by combining data from different queries.

[Chapter 7](#Top_of_LiB0039_html), "Querying Multiple Tables": Introduces joins between tables and using the built-in relationships defined in the database to present the correct results when building up a query.

[Chapter 8](#Top_of_LiB0043_html), "Hiding Complex SQL with Views": Discusses creating views for storing queries. It also discusses how you can use views to grant restricted access to data to users without having to worry about them harming the underlying data.

[Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures": Shows how to create and work with stored procedures on each of the supporting database platforms. It also shows how to use conditional execution, loops, and cursors, and how to handle errors.

[Chapter 10](#Top_of_LiB0056_html), "Transactions": Covers the topic of transactions and how they're implemented on different platforms to handle updates to a database. This chapter also covers different locking methods that can be applied to data while a transaction is processed.

[Chapter 11](#Top_of_LiB0062_html), "Users and Security": Discusses the key concepts of user authentication and authorization, focusing on the use of roles and permissions to restrict or enable certain database functionality.

[Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects": Discusses how to create (and delete) databases, tables, temporary tables, sequences, and indexes and how to apply constraints to columns in a table.

[Chapter 13](#Top_of_LiB0083_html), "Triggers": Discusses how to create and use triggers to react to events in databases; for example, the insertion of a row or the deletion of a table.

[Chapter 14](#Top_of_LiB0089_html), "Case Study: Building a Product Catalog": Drawing on much of the knowledge gained throughout the rest of the book, this case study demonstrates how to create and query the underlying database for a real e-commerce application

[Chapter 15](#Top_of_LiB0097_html), "Case Study: Implementing Role-Based Security": Examines how to use SQL and stored procedures to implement a role-based security system.

Also in this book are three appendixes that cover the following:

[Appendix A](#Top_of_LiB0104_html), "Executing SQL Statements": Provides an overview of how to get up and running so that you're ready to start executing SQL statements against each of the database platforms.

[Appendix B](#Top_of_LiB0106_html), "Setting Up the InstantUniversity Database": Describes how to create and populate the InstantUniversity sample database that's used throughout the examples in this book.

[Appendix C](#Top_of_LiB0110_html), "Data Types": Lists the different data types available to SQL programmers on each of the different database platforms.

## What You Need to Use this Book

To run the code in this book, you'll need to have one of the following database platforms installed on a compatible operating system:

* SQL Server
* Oracle
* DB2 UDB
* MySQL
* Access

All the SQL code in the book has been tested against each of these systems. Specifically, the versions we used to test the code were as follows:

* SQL Server 2000
* Oracle 9i R2
* DB2 8.1 beta
* MySQL 4.0 gamma
* Access 2000

## Customer Support and Feedback

We always value hearing from our readers, and we want to know what you think about this book: what you liked, what you didn't like, and what you think we can do better next time.

### How to Tell us Exactly What You Think

You might just want to tell us how much you liked or loathed the book in question. Or you might have ideas about how this whole process could be improved. In either case, you should e-mail <support@apress.com>. Please be sure to mention the book's ISBN and title in your message. You'll always find a sympathetic ear, no matter what the problem is. Above all you should remember that we do care about what you have to say, and we will do our utmost to act upon it.

### What We Can't Answer

Obviously with an ever-growing range of books and an ever-changing technology base, there's an increasing volume of data requiring support. Although we endeavor to answer all questions about the book, we can't solve bugs in your own programs that you've adapted from our code. However, do tell us if you're especially pleased with the routine you developed with our help.

## Downloading the Source Code for the Book

The source code for this book is available to readers at <http://www.apress.com> in the Downloads section.

## Finding Support and Errata on [www.apress.com](http://www.apress.com)

We understand that errors can destroy the enjoyment of a book and can cause many wasted and frustrated hours, so we seek to minimize the distress they can cause. The following sections will explain how to find and post errata on our Web site to get book-specific help.

### Finding Errata

Before you send in a query, you might be able to save time by finding the answer to your problem on our Web site at <http://www.apress.com>. Locate this book in the online catalog or within the book's category and go to the book's Web page. Check to see if there is a Corrections link. If there is, click the link to see the posted errata.

### Adding an Erratum to the Web Site

If you want to point out an erratum or directly query a problem in the book, then click the Submit Errata link on the book's Web page. Please be sure to include your name and e-mail and the chapter number, page number, and a brief description of the problem, as requested.

We won't send you junk mail. We need the details to save your time and ours.

Queries will be forwarded to the book's authors and editor. You may receive a direct e-mail reply, and/or the erratum will be posted to the Web site so all readers can benefit.

## Participating in Peer-to-Peer Forums

For author and peer discussion, join the Apress discussion groups. If you post a query to our forums, you can be confident that many Apress authors, editors, and industry experts are examining it. At [forums.apress.com](http://www.forums.apress.com) you'll find a number of different lists that will help you, not only while you read this book but also as you develop your own applications. To sign up for the Apress forums, go to [forums.apress.com](http://www.forums.apress.com) and select the New User link.

# Chapter 1: Understanding SQL and Relational Databases

At the heart of almost every large-scale application, whether it be a Web application or a corporate intranet, is the database. The modern database has moved on a long way from the flat-file address-card style of database storage, and you now have the ability to store terabytes of information about customers, products, contacts, and so on. It's all very well storing all of this data in a central database, but simply storing data doesn't give you much in return if you can't find some way to organize, access, and work with this data. Structured Query Language (SQL) is a standardized language designed to access and manipulate data stored in relational databases and to work with the databases themselves.

This chapter explains what SQL is and how it works. You'll also be looking at some relational database theory because to be able to work confidently with SQL, you need to understand some of these core concepts.

What is SQL?

SQL is a language that's used for accessing and manipulating databases and, more importantly for the programmer, the data that's contained in databases. SQL statements give you the power to manipulate all aspects of your database using code instead of visual tools.

|  |  |  |
| --- | --- | --- |
|  | Note | SQL is pronounced either "ess-kue-ell" or "see-kwell" depending on your preference. We go for the latter, so no complaints about us writing "a SQL statement" rather than "an SQL statement," please! |

In essence, what you have is a "front end" that sends a SQL statement (or a set of SQL statements) to a "back-end" data store. For a programmer, this SQL statement will most commonly contain coded instructions to perform one or more of the following operations:

* Extracting specific data from the database
* Inserting new data into the database
* Modifying existing data
* Deleting data

Many commercial vendors supply relational databases, including Microsoft (SQL Server and Access), Oracle Corporation (Oracle), and IBM (DB2). There are also several freely available open-source products such as MySQL and PostgresSQL. No matter what platform you're using, several features are common to all relational databases, whatever they contain. All data in these databases is held in rows (also known as records) that span the columns (fields) of a table within the database, and the values for each column are of a specified data type. Because the data is stored in a similar structure on different platforms, you can use similar techniques to access and manipulate the data. Furthermore, each of these platforms uses SQL as the universal language to implement these techniques. In other words, SQL is the language that every relational database understands.

What about your "front end"? Well, you have a variety of options here, too. For example, your front end might be one of the following:

* A Web page that allows a customer to enter information into a Search box. Based on the data entered, a SQL statement will be constructed, sent to the back-end data store, and executed, and the specific data that the customer requested will be returned and displayed on the Web page.
* A business application that allows employees to query a data store for information about employees, product sales, or any number of things.
* A simple SQL editing tool, as provided by every relational database product, that allows you to execute SQL statements against a database on your own computer or a computer to which you're networked.

And here you have the real beauty of SQL: Regardless of the language used to create the front end—be it ASP.NET, Java, Visual Basic, C#, or virtually any other language—SQL is the language that all of these front ends will use to communicate with a relational database.

In addition to all this, you can also use SQL to administer the relational database itself—for example, to create or remove new database storage structures or to access and modify the security settings for that database.

The bottom line is that regardless of the language in which you program or the particular database in which you store your data, knowledge of SQL is an essential skill.

### Introducing the SQL Standard

SQL has quite a long history. It was first invented at IBM in 1974–75 and was used to communicate with mainframe databases. Later, in 1979, the first commercial relational database product that supported SQL was released by Oracle, and in 1986–87 the ANSI and ISO standards organizations worked on a SQL standard that was released two years later, known as SQL-89. This standard was updated in 1991 to a new version, SQL-92, and subsequently to another version, SQL-99 (also referred to as SQL:1999 and SQL3). This book concentrates on this SQL-99 standard.

The standard defines techniques for a variety of operations on relational databases and the data that they contain. Essentially, the SQL standard splits down into three key components:

* Data Manipulation Language (DML): This is the component of the language with which this book is most concerned. It provides four basic SQL statements:
  + SELECT statements that are used to read and extract data from the database. This portion of the language is often given a subheading all its own, namely Data Query Language (DQL); these SQL statements can correctly be referred to as SQL queries.
  + INSERT statements that are used to insert new rows of data into the database.
  + UPDATE statements that are used to modify existing rows of data.
  + DELETE statements that are used to remove rows of data from the database.
* Data Definition Language (DDL): This is used to create, modify, or remove tables and other database objects. It includes such statements as CREATE TABLE, ALTER TABLE, DROP TABLE, CREATE INDEX, and so on. You'll investigate this component of the language in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects."
* Data Control Language (DCL): This is used to manage database security, manage which users have access to which tables and what data, and so on. You'll investigate this in [Chapter 11](#Top_of_LiB0062_html), "Users and Security."

The majority of this book is devoted to the DML component of SQL and more specifically to writing SQL queries.

### How SQL Works

As its name suggests, a large part of the Structured Query Language is dedicated to the process of querying a relational database. That is, you can use SQL to ask certain "questions" of the database and have the "answer" (a row or rows of data) returned. For example, say you have a database that stores information about a particular university and the courses it runs, the people who teach those courses, and so on. You might ask the question "Which courses are offered by the university?" A SQL query such as the following might do the trick:

SELECT \* FROM Courses

What this query is basically saying in database-speak is "Give me a list of all of the information stored for all of the courses in the Courses table." This query would work against any relational database as long as it contained a Courses table. Now, the Courses table might hold a variety of different information, and perhaps you're only interested in the name of the courses offered. Then you might modify your SQL query as follows:

SELECT CourseName FROM Courses

Now, this query would work against any relational database as long as it had a Courses table that contained a column called CourseName . What it's saying is "Give me only the names of all the courses in the Courses table." In other words, give you all the rows stored in the database but only return the values stored in the CourseName column. Any other information stored in the table, such as the number of credits required to pass each course (perhaps stored in a Credits column) would be ignored. Finally, suppose you wanted to see data from all of the columns in the Courses table but only for Chemistry courses:

SELECT \* FROM Courses WHERE CourseName = 'Chemistry'

We won't go any further now, but we hope you can see that, in some circumstances, a line of SQL can often look much the same as a line of English. Of course, there's a bit more to it than that, and complex operations will require far more complex SQL code! Like any language, you have a lot of syntax and usage information to learn, but SQL does have one important advantage: Once you get used to it, the syntax is simple indeed and can often be interpreted even by people who have never seen it before.

One important point to take home from this discussion is that your SQL statements merely define which data you want to retrieve. You don't specify how your database should go about retrieving them. SQL is a declarative language, not a procedural language (such as Java, Visual Basic, and so on). You just specify what you want to do in SQL and let your Relational Database Management System (RDBMS) decide the best way to actually do it.

### Introducing Relational Database Management Systems

The term database is often confused with "the software that makes data storage possible." For example, you've probably heard SQL Server, Access, and Oracle referred to as databases. More accurately, they should be referred to as Relational Database Management Systems (RDBMSs). They're applications that are responsible for the storage of data as well as providing an interface that can be used to access the database(s) they contain. Typically, as well as some kind of user interface, RDBMSs include an Application Programming Interface (API) that can be used by other applications to access data.

Each RDBMS will be capable of maintaining a large number of individual databases (in other words, the data storage constructs and the actual data).

One crucial part of RDBMSs is the database engine. This part of an RDBMS is responsible for accessing data, as opposed to other parts that may relate to manipulating database manipulation more abstractly, dealing with user input, displaying results, and so on. As such, when you programmatically access databases stored by RDBMSs, you're really using the database engine of the RDBMS via the API. It's the database engine that decides how best to carry out the instructions contained in your SQL statements.

Often you'll use an additional layer of abstraction between your applications and the database engine, that is called a data provider. A data provider is usually a service available to all code running on a computer that mediates between your applications and the database engine you're using, making it easier to execute queries. In some cases this can be a great advantage because swapping between databases can be as simple as using a different provider (one for SQL Server instead of one for Oracle, for example). However, this isn't always the case because there may be fundamental differences to overcome with such a migration.

Different RDBMSs are optimized in different ways, and they provide a variety of functionality depending on their purpose. More powerful (and therefore more expensive) RDBMSs will provide better support for concurrency (coping with multiple users accessing data at the same time), provide more simultaneous connections, provide better performance, provide stronger security, provide more versatile backup and failsafe procedures, allow transactions (where single operations may involve several database accesses, and that operation is only successful if all accesses complete), and generally just be a little more robust.

Luckily, mastering the basic use of databases is a bit like learning to drive a car. Unless you learn on an automatic before switching to a manual, you'll be able to drive most vehicles. You might not have the in-car stereo you're used to, but you'll get by. The main reason for all this is that pretty much all RDBMSs that are currently available support SQL, which is of course what this book is all about. You only need to learn SQL once, and you should find that everything is fine regardless of the RDBMS you use.

### Introducing SQL Dialects

The idea that you only need to learn SQL once pretty much holds true for all basic data manipulations. Nevertheless, you'll notice differences as you move from RDBMS to RDBMS. For example, you should note that although the current global standard for SQL is SQL-99, most RDBMSs only fully support the earlier standard, SQL-92. This means that certain parts of the SQL-99 standard may not be supported by your RDBMS. There are also subtle differences in the way the standard is implemented on each RDBMS. One minor difference is that MySQL, DB2, and Oracle require semicolons at the end of SQL statements, but SQL Server doesn't (however, including a semicolon at the end of a statement won't cause any negative effects in SQL Server). This book includes these characters at the end of every statement because omitting them would break the code on the other platforms.

Other times, it'll mean that the statement required to perform a certain task is written slightly differently, depending on the RDBMS. On these occasions, the code in this book may be presented more than once to highlight differences between database platforms.

|  |  |  |
| --- | --- | --- |
|  | Note | The downloadable code for this book includes separate directories containing SQL formatted for use in these different environments. You can access this code from the Downloads section of the Apress Web site (<http://www.apress.com>). |

You may also find that your RDBMS provides additional statements and functions that allow you to do some complex calculation in SQL, which you would otherwise have had to do in another language (obviously, this helps a particular vendor market its own product). In general, this book covers these only where it's the only way (or only sensible way) to achieve a certain task for that RDBMS.

Furthermore, you'll find that some of the RDBMSs provide a language all their own, which you can use to program on that particular platform. For example, Oracle provides the PL/SQL language, and SQL Server provides the Transact-SQL language. As you can probably tell from the names, these languages encapsulate SQL but at the same time provide procedural extensions to the language that allow you to perform more powerful data operations. You can "wrap" your SQL code in these languages, which can perform any related business logic required to make sure that the data manipulation conforms to your particular rules. You can then store this code in the database as a distinct programming unit. Examples of such programming units are stored procedures and triggers, which are covered in [Chapters 9](#Top_of_LiB0049_html) and [13](#Top_of_LiB0083_html), respectively.

Obviously in these cases, the code is RDBMS specific and must be presented separately for each RDBMS—though MySQL and Access don't support stored procedures or triggers.

To fully understand how SQL works, you need to look at how relational databases work, so now you'll take a step back from SQL for a moment and explore relational databases in a bit more detail.

## Introducing Relational Databases

A database is an organized store of data. Many applications, created in any language, need access to a database. For example, without a database of customers and products, e-commerce applications simply aren't possible.

From the point of view of applications using data in a database, the actual mechanism of storage is usually not important. Whether the data is stored on disk, in memory, or in arrangements of trees on a desert island somewhere, the usage will be the same. What we mean by this is that if an application requests some data concerning a customer and subsequently obtains that data, then where it came from doesn't matter. Of course, performance might be increased if you don't have to keep planting trees....

Three concepts you need to understand before learning about how data is stored in a relational database are entities, attributes, and values. An entity represents some object in reality, such as a person or a product. Entities, as objects, represent a class of "things." A Customers entity describes all possible customers, and then each instance of that object represents a specific customer. Each instance of your Customers entity will have identical attributes that define the meaning of that entity. Consider the following collection of attributes:

* Customer first name
* Customer last name
* Postal address
* E-mail address
* Phone number

Each of these attributes will store values, and these values are generally different from one Customer instance to another. One Customer instance could store the values Joe, Bloggs, 12 SQL Street, <jbloggs@email.com>, and 012-456-789. Another instance might store completely different values in each attribute.

In the relational database world, roughly speaking, the following is true:

* An entity is a table.
* An attribute is a column in that table.
* A row describes a particular instance of the entity (it contains values for the various columns that comprise the table).

### Understanding Database Tables

The fundamental data storage unit in a relational database is the table. A single database contains one or more tables. Tables are used to group related data into a single, named unit. For example, an e-commerce application will need to keep track of customers and products. To cater to this, you could use two separate tables, perhaps one called Customers and one called Products, which store relevant information with regard to each entity.

|  |  |  |
| --- | --- | --- |
|  | Note | There's a general disagreement in the programming community concerning whether table names should have plural names. We tend to think they should be because they're likely to contain multiple data entries, but others have told us they like referring to, say, "the Customer table" because it sounds better. Quite honestly, though, you shouldn't worry about any of this too much as long as the name you choose relates to the table content in a reasonably sensible way. |

Obviously, tables require more than just a name before you can store data in them. What data can and can't go into a table, and in what form it's stored, is defined by the schema information for the table. A database will typically include a single schema defining all the tables it contains, including information concerning columns and data types as described next, relationships between tables, and so on. Schemas are usually stored in the RDBMS in some proprietary format, which is fine because you're unlikely to want to manipulate table schemas directly. Instead, higher-level modifications to table structure will be reflected in schema changes.

Tables consist of a series of columns and rows. Columns define what data can be stored in the table, and rows are where you store the actual data.

#### Columns

Each table in a database is made up of one or more named columns (also known as fields). Each column describes one particular facet of your entity (for example, the name of a customer). For example, an entry in the previous Customers table is likely to have the following columns:

* FirstName
* LastName
* Address
* Email
* TelephoneNumber

And so on. Columns might be marked as required, in which case they must contain data for a given data item (for example, you'll probably always want to store the customer's name, address, and e-mail), but they might also allow NULL values (where no data is specified) in some circumstances—you don't necessarily need a customer phone number, for example. In most RDBMSs it's also possible to have columns that aren't maintained by you, such as a column that receives an automatically generated value for each data item, for example. You'll learn more about these topics later in this chapter.

Bear in mind that the columns that make up a table uniquely define that table. If you were to take data from somebody else's Customers table (that is, a Customers table in another database), things might not fit right. Instead of an Address column, for example, a different database might contain multiple columns, columns for each line of the address, like City, ZipCode, and others. This is an excellent example of a common problem—deciding which columns you require in a table. With addresses, the single-column model is more versatile because you could put anything you like in there, but using multiple columns makes more sense in terms of identifying and using the different strings that make up a complete address. However, the exact columns used might not fit in with the methods of addressing used worldwide. For example, United Kingdom addresses use postcodes rather than ZIP codes, which, while serving the same purpose, are formatted differently. This could cause problems both for users (who might not know how to enter data in columns with unfamiliar names) and administrators (who might rely on the validation of address information prior to shipment).

Once the columns in a table have been defined, it can be awkward to add more or remove redundant ones while maintaining data integrity, so a well-planned design at the start is essential.

Each column in a database table has a specific data type. This data type determines what information can be stored in the column. We'll return to this topic shortly.

#### Rows

Data in a database table takes the form of individual rows. Each row in a database is a single data entry, or item, and is often referred to as a record. A single row includes information for each column in a table that requires a value.

So, in the Customer table described earlier, a single row will represent a single customer. Joe Bloggs gets his own row, as would Bridget Jones.

#### Primary Keys

A fundamental tenet of storing data in a relational database is that you must be able to uniquely identify each row of data that you store. As such, each table is required to have a column that's known as the primary key for the table. The data in this column is used to uniquely identify rows in a table, so if you ask for the row with a primary key value of seven (or row 2f7dh—keys don't necessarily have to be integers although they tend to be for simplicity), you'll receive one and only one row. It's usual for RDBMSs to keep track of key values, so if you try to add a row with a duplicate key, you'll probably raise an error.

|  |  |  |
| --- | --- | --- |
|  | Note | Primary keys only need to be unique across a single table. It's perfectly okay to have several tables using the same primary key values. |

Say you had a Friend table where you stored phone numbers for each of your friends. Without primary keys, you could have a Friend table with the following contents:

Name PhoneNumber  
--------------------------- ------------  
Johnny 8989189  
Johnny 2328014  
Emilio 4235427  
Girl nextdoor ???

Of course, this table has a problem. If we were to ask you what Johnny's phone number is, you couldn't answer because you have two records with the same Name value.

The solution is to either make Name a primary key (in which case the database will not allow duplicate values) or add a new column (an ID column) to act as a primary key. With an ID column, the Friend table would look like this:

FriendID Name PhoneNumber  
----------- -------------------------- ---------------  
1 Johnny 8989189  
2 Johnny 2328014  
3 Emilio 4235427  
4 Girl nextdoor ???

In this example, even if you have two people named Johnny, they're regarded as different people because they have different IDs. Because the primary key is FriendID, this is the column on which you'll do the identifying searches on the table.

Although in practice it's easier to say that FriendID is the primary key column of Friend, technically this isn't accurate—a primary key isn't a column but a constraint that applies to a column.

Constraints are rules that apply to data tables and that form part of the integrity rules of the database. The database itself takes care of its integrity and makes sure that these rules aren't broken. As with data types (when, for example, the database doesn't allow you to insert a string value on a numeric column), you won't be able to insert two records with the same ID value if the ID column is set to be the primary key.

Sometimes choosing the primary key of a table can be a tough decision to make, especially because, in most cases, it has deep impact on the design of the whole database. The philosophy of database design says that the primary key column should represent (uniquely identify) the table rows. It's common to have values assigned to this column automatically by the RDBMS. Alternatively, unique properties of records could be used rather than a random value. You could use the Social Security number of a customer, for example. However, this can make things more complicated, and in general it's better to have a completely separate data facet for the primary key.

Primary keys can be formed by combing more than one column. The groups of columns that form the primary key, taken as a unit, are guaranteed to have unique values, even if the individual columns can have repeating values in the table.

There can be only one primary key on a table. A value must be entered for every row of the primary key (it isn't allowed to contain NULL values—see later), and an index is automatically created on its constituent columns. Indexes affect database performance, and we'll talk more about them in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects."

Before moving on, let's recap the terminology you've learned so far (see [Figure 1-1](#ch01fig01)).
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 Figure 1-1: Relational database terminology

### Enforcing Table Integrity

A table has the power to enforce many rules regarding the data it stores, and it's important that you understand these rules, both when using the DML and when using the DDL portions of SQL. You've already seen what you can achieve by enforcing a primary key constraint on a column. There are many other options available. You'll not look at all of them here (you'll be meeting a fair amount of this when you learn about creating tables in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects"), you'll look at some of the most immediately useful areas. Data types are perhaps the most important way to control the stored data, so let's start with them.

#### Data Types

Data types are a fundamental topic we need to discuss simply because you can't avoid them. It's always necessary to specify a data type when creating a new table field. This might mean that a given column can only hold integer numbers, for example. The data types used in RDBMSs tend to be a little more versatile than this, though, often allowing you to specify how many bytes of storage are allocated to an entry in a column, which will put a restriction on, say, the maximum value of an integer or the precision to which a floating-point number is represented. Alternatively, they might restrict data to positive values (we're still talking integers here—we've yet to see a database that restricts string-type columns to values such as "hardworking," "good sense of humor," or "team player"). Often, you'll want to restrict the number of characters allowed to store strings. For example, you might decide to limit a Password field to eight characters.

Choosing which data types to use for different columns can impact the performance and scalability of your database. By restricting values, you can ensure that less memory is taken up in the database because you don't allocate memory for values that can't be used. Data types also provide a low-level error checking capability because trying to put a "wrong" value in a database is likely to generate an error. As with variable types in some programming languages, though, this won't always be the case. Sometimes a round peg will fit through a square hole even though the square peg won't fit through the round hole, and you can't rely on this aspect of database storage to validate all your data. In any case, you can achieve far better and more powerful validation by other means.

One important (and occasionally annoying) point here is that column data types tend to vary between RDBMSs. This can make it difficult to transfer data between databases and might also result in having to change source code in order to access the same data in a different database. Often the difference is minor—perhaps an integer data type in one RDBMS is called int in another while retaining the same meaning—but it can still break code if you're not careful. [Appendix C](#Top_of_LiB0110_html), "SQL Data Types," of this book provides an overview of the data types supported by each RDBMS and offers advice on "equivalent" types if a specific type in one RDBMS isn't supported (or called the same thing) in another.

Although in some cases the actual names differ, the main data types are supported by all databases. Let's see which these are.

##### Numbers

Numbers are everywhere and probably are the favorite type of each database. Numbers come in different sizes, shapes, and internal storage formats.

Integers are usually represented by the INT or INTEGER data type. Depending on your database, you may have access to other integer data types (which differ by the minimum and maximum values allowed), such as TINYINT, SMALLINT, MEDIUMINT, and BIGINT.

Floating-point numbers are stored using the FLOAT, REAL, or NUMBER (for Oracle) data type.

A common issue regarding numeric data types concerns accurately storing monetary information. With MySQL and DB2, the DECIMAL data type is the way to go; with Oracle you use the general-purpose NUMBER, and SQL Server has a specialized Money data type, but DECIMAL (or NUMERIC) can also be used.

##### Text

The second important group of types is the one that stores text and character data.

Usual names for string data types are CHAR, VARCHAR, and TEXT. VARCHAR is a variable-length type for which you specify a maximum size, but the actual size occupied in the database depends on the length of the string you're storing (which might be considerably lower than the maximum size defined for that column).

TEXT usually allows for much longer strings but acts considerably slower than CHAR and VARCHAR.

When creating or altering columns of character data types, you need to specify the maximum length of the string to be stored.

##### Date and Time

Each database knows how to store dates and times.

The actual data types are SmallDateType and Date for SQL Server, DATE for Oracle, and ATETIME, DATE, TIMESTAMP, TIME, and YEAR for MySQL.

#### NULLs

Apart from establishing the data types for your columns, you have to decide whether you have to enter a specific value into a column or whether you're allowed to leave it empty. In other words, can a column store NULL values?

What's NULL? Perhaps the best definition of NULL is "undefined"—simply a column for which a value hasn't been specified. The decision of allowing NULL values is a strategic one: Columns that you mark to reject NULL values will always have a value, and the database engine will require you to specify a value for them when adding new rows. On the other hand, if a column is nullable and you don't specify a value for it when adding a new row, NULL will be automatically assigned to it.

|  |  |  |
| --- | --- | --- |
|  | Note | An empty string ('') and a numeric value of zero are specific values and aren't the same as NULL values. |

Even saying "NULL value," although used frequently, is a bit misleading because NULL isn't a value. NULL specifies the absence of a value, and the database knows that. If you try to find all rows that have NULL for a specific field, searching with something like the following:

SELECT \* FROM Customer WHERE PhoneNumber = NULL

you won't get any results. SQL works with a tri-valued logic: TRUE, FALSE, and UNKNOWN. For the previous query, the database engine will search through the rows and evaluate the values found in the PhoneNumber column against the search condition WHERE PhoneNumber = NULL. It'll return a row only if the search condition evaluates to TRUE. However, when a NULL value is compared to any other value— a definite value or another NULL—the answer is always UNKNOWN.

Instead, SQL has its own syntax for searching NULLs. You can retrieve all records that don't have a PhoneNumber specified with the following query:

SELECT \* FROM Customer WHERE PhoneNumber IS NULL;

If you want to find all records that do have a value for PhoneNumber, this is the query that does the trick:

SELECT \* FROM Customer WHERE PhoneNumber IS NOT NULL;

#### Default Values

Often you'll want to create tables that have default values for some columns. In other words, when inserting new records into a table, instead of NULL, the database should insert a predefined value for the columns if the user specified no value.

Most databases support this option, using the DEFAULT constraint, which we'll discuss in detail in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects." In some cases you can also supply a function for the default value. With SQL Server, for example, you can supply GETDATE (say, to a column named DateInserted) that always returns the current date and time. This way, when a new row is inserted into the table, GETDATE is called, and the current date and time are supplied as the default value for the DateInserted column.

#### Unique Constraints

Like a primary key, UNIQUE is also a constraint that doesn't allow columns containing repeating values. However, there are differences. You can have multiple unique columns in a table—as opposed to a single primary key.

|  |  |  |
| --- | --- | --- |
|  | Note | Unique columns can sometimes be set to accept NULLs on SQL Server (in which case, the column can only accept one NULL value). MySQL and Oracle can accept NULLs on unique columns and can accept more than one row having a NULL for that column, but any data entered into that column on any row must be unique. DB2, on the other hand, won't let you create a table specifying that a column must be both unique and accept NULL values. |

UNIQUE columns are useful in cases where you already have a primary key but you still have columns for which you want to have unique values. This might the case for a column named Email or MobilePhone in the Customer table, in a scenario where CustomerID is the primary key.

### Defining Relationships between Tables

Of course, databases are about much more than stuffing specific types of data in specific columns of a particular table and being able to identify each row. The power of relational databases comes, as the name suggests, from the ability to define relationships between data in different tables. These related tables form the relational database (the database object), which becomes an object with a significance of its own, rather than simply being a group of unrelated data tables. Relational databases store information. It's said that data becomes information only when you give significance to it, and establishing relations with other pieces of data is a good means of doing that. Moving from the concept of a table to that of relational databases isn't a huge leap, but it's a crucial step for any serious SQL programmer.

It helps to think of the entities (the real "things") that database tables need to describe. For example:

You have customers who place orders for certain products.

Straight away, you start to see the sort of entities that you must describe and the relationships that exist between them. You might be able to map these entities directly to tables, creating a Customers table, an Orders table, and a Products table.

In reality, although the underlying concept of identifying entities and their interrelationship is valid, it's likely to be slightly more complex than that. For example, how much information do you store in the Customers table? Do you store customers' billing addresses there? What if they have more than one address?

In fact, there exists a whole bunch of rules that define how you can most effectively store your data to avoid repetition (storing the same information over and over again) and to safeguard against any possible infringement on the integrity of the data. The process is called normalization, and the rules are called normal forms. We aren't going to discuss this in detail in this book because we want to focus on SQL, not on the optimum design for relational databases.

|  |  |  |
| --- | --- | --- |
|  | Note | You can find a good treatment of normal forms in the book Joe Celko's SQL for Smarties: Advanced SQL Programming, Second Edition (Morgan Kaufmann, 1999). |

However, we do need to introduce some of the fundamental relational data storage concepts that you simply must understand in order to write effective SQL queries against relational databases. For example, you'll investigate how to do the following:

* Create relationships between tables (one customer may create many orders...): You can then use SQL to retrieve data that's spread across more than one table (for example, to retrieve all of the orders made by a specific customer).
* Safeguard against fundamental data integrity issues: For example, you can ensure that you don't enter the same order twice (the customer would be unhappy to be billed twice for the same purchase) or enter an order for a customer who doesn't exist.

Primary keys are central to your ability to define relationships. For example, a customer row in your Customer table might refer to credit card details stored in a CreditCards table rather than including the information in a single place. The advantage is that is becomes much easier to make more complex associations between data.

Because one customer may own multiple credit cards, it's important to be able to link those cards to that exact customer who owns them, and primary keys help to ensure that this happens. However, there's more to it than this.

#### Relational Integrity and Data Normalization

As we've discussed, information is rarely stored in a single data table. Most of the time, you try to store relatively independent pieces of information in separate tables—in something that you name to be a normalized form of the data.

Say that you want to create a database where you need to store information about some products and about the departments to which they belong. In a non-normalized database, you might simply create a table named ProductDepartment, containing the data shown in [Figure 1-2](#ch01fig02).
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 Figure 1-2: The ProductDepartment table

Having data stored like this generates more problems than it solves—storing information this way is, most importantly, hard to maintain. Imagine that you had also stored descriptions and other attributes for departments and products.

Also, you're storing repeating groups of information. If you want to change the name of a department, instead of changing it in one place, you need to change it in every place it was used. If you want to get a list of all the different departments, you need to do a resources-heavy query on the ProductDepartment table. And the list of potential problems has just begun....

In the process of data normalization, you split tables such as ProductDepartment into separate tables to eliminate repeating groups of information.

The ProductDepartment table shown earlier contains data about products and departments. In a normalized data structure, you would store them in separate tables, as shown in [Figure 1-3](#ch01fig03).
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 Figure 1-3: The Department table and the Product table

In a normalized database, having primary keys that uniquely identify the records is a fundamental necessity. The problem with the previous tables is that, based on the data they offer, you can't find out which departments relate to which products.

Depending on the kind of relationship you want between departments and products, you may need to do further modifications to the tables' structures. Let's continue the journey by taking a closer look at table relationships and how you implement them in the database.

#### Types of Table Relationships

So, what types of table relationships are there, after all? You always need to decide how your data relates before designing the database.

Let's continue with the example. Again, the problem is that, with the current structure, you have no way of knowing which departments relate to which products, as shown in [Figure 1-4](#ch01fig04).
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 Figure 1-4: Two tables without a relationship

Two tables like the ones you see here can't be very helpful because they don't tell you which products belong to which departments. However, having a figure such as this containing the individual rows without the relationships helps you see what kind of relations should be implemented.

There are two main kinds of table relationships:

* The one-to-many relationship: One row in a table is related to one or more rows in the related table.
* The many-to-many relationship: Multiple rows in one table match multiple rows in the related table.

Although relatively rare, there's also a one-to-one relationship, whereby one and only one row in a table is matched with a single row in its related table. For example, in a database that allowed patients to be assigned to beds, you would hope that there would be a one-to-one relationship between patients and beds!

##### The One-to-Many Relationship

With the one-to-many relationship, one record in a table can be associated with multiple records in the related table, but not vice versa.

If you decide that each department can contain more products, but a product belongs to exactly one department (a product can't belong to more departments), then the one-to-many relationship is the best choice for your tables.

This becomes clearer after visualizing the relationship (see [Figure 1-5](#ch01fig05)).
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 Figure 1-5: A one-to-many relationship

With this graphic, you can see that for each department there are more related products: One department relates to many products, and thus you have a one-to-many relationship.

|  |  |  |
| --- | --- | --- |
|  | Note | The opposite must not be true: A product shouldn't relate to many departments. If it did, you'd have a many-to-many relationship (discussed in the [next section](#ch01lev4sec5)). |

[Figure 1-5](#ch01fig05) showed which products belong to which departments using arrows—it's time to see how you can tell the database to store this information.

|  |  |  |
| --- | --- | --- |
|  | Tip | You implement the one-to-many relationship by adding a column to the table in the many side of the relationship. The new column will store the ID (the primary key value) of the record in the one part of the relationship to which it relates. |

In the sample scenario, you need to add a DepartmentID column to the Product table, as shown in [Figure 1-6](#ch01fig06).
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 Figure 1-6: Adding a DepartmentID column to the Product table

|  |  |  |
| --- | --- | --- |
|  | Note | The table at the many part of the relation (Product in this case) is called the referencing table, and the other table is called the referenced table. |

You can visual this relationship in the form of a database diagram in different ways. For example, [Figure 1-7](#ch01fig07) shows how SQL Server's Enterprise Manager shows the relationship.
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 Figure 1-7: Illustrating primary key relationships

The golden key located next to column names show the primary key of the table. When the primary key is formed using a combination of more than one column, all the columns forming the primary key will be marked with the golden keys; remember that you can't have more than one primary key in a table, but a primary key can be formed from more than one column.

In the relationship line, the golden key shows the table whose primary key is involved in the relationship—in other words, it points to the table on the one side of the relationship. The infinity sign shows the table in the many side of the relationship.

Note that the relationship signs don't also show the table columns involved in the relationship—they only show the kind and direction of the relationship.

The same diagram looks like [Figure 1-8](#ch01fig08) when drawn differently.
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 Figure 1-8: A full representation of the primary key/foreign key relationship

In this figure, primary keys are marked with PK and are listed separately at the beginning of the list, and the foreign keys with FK (foreign keys are discussed in the [next section](#ch01lev4sec5)) are listed next. Because there can be more than one foreign key, they're numbered. Columns that don't allow NULLs are displayed in bold. The arrow points to the table at the one side of the relationship.

After DepartmentID is added to Product, the database has all the information it needs to find out which products belong to which departments. You can then query these two tables to see combined information from both tables. You could use the following SQL query to display a list containing the name of each product along with the name of the department to which it belongs:

SELECT Product.Name, Department.Name  
FROM Product, Department  
WHERE Product.DepartmentID = Department.DepartmentID

This query returns these results:

Name Name  
  
 ---------------------------------- ------------------  
 Warcraft III Games  
 Need for Speed Games  
 Beginning ASP.NET E-Commerce Books  
 Matrix Movies  
 Me, Myself, and Irene Movies  
 ABBA - Greatest Hits Music  
 Ice Age Movies  
 Motorola V60 Electronics  
 Aerosmith - Just Push Play Music

Don't worry too much about how the SQL code works from now, but this should help to show how you can still see the same data you listed before, even though it's now stored in two different but related tables.

##### Enforcing Relationships using the Foreign Key Constraint

You can enforce the one-to-many relationship by the database using foreign key constraints. A column that has a foreign key constraint defined on it is called a foreign key in that table. The foreign key is a column or combination of columns used to establish or enforce a link between data in two tables.

|  |  |  |
| --- | --- | --- |
|  | Tip | The foreign key constraint is always defined for a column in the referencing table, and it references the primary key of the referenced table. |

Remember, the referencing table is the one at the many side of the relationship, and the referenced table is the one at the one side of the relationship. In the products/departments scenario, the foreign key is defined on the DepartmentID column of the Product table, and it references the DepartmentID column of the Department table.

You need to enforce table relationships in order to maintain the database in a consistent state. Without enforcing table relationships using foreign keys, you could end up deleting rows that are being referenced from other tables or referencing nonexistent rows, thus resulting in orphaned records. This is something you need to avoid (for example, you don't want rows in the Product table referencing nonexistent departments).

Unlike the constraints you learned about in the first part of the chapter, which apply to the table as an independent database object, the foreign key constraint applies restrictions on both referencing and referenced tables. When establishing a one-to-many relationship between the Department and the Product tables by using a foreign key constraint, the database will include this relationship as part of its integrity. It won't allow you to add a category to a nonexistent department, and it won't allow you to delete a department if there are categories that belong to it.

##### The Many-to-Many Relationship

A many-to-many relationship happens when records in both tables of the relationship can have multiple matching records in the other table. While studying the many-to-many relationship, you'll see that depending on how the records in your data tables are related, you may need to implement the database structures to support the relationships differently.

With the one-to-many relationship, one department could contain many products (one department/many products). With the many-to-many relationship, the opposite is also true: One product can belong to more departments (one product/many departments).

You'd need this kind of relationship for the scenario if you want to support adding products that can be part of more than one department, such as a product named Selection of Christmas Games and Music. This product should be found in both the Games and Music departments. So how do you implement this into the database?

|  |  |  |
| --- | --- | --- |
|  | Tip | Although logically the many-to-many relationship happens between two data tables, in practice you need to add a third table to the mix. This third table, named a junction table (also known as a linking table, associate table, or bridge table), associates records in the two tables you need to relate by implementing two one-to-many relationships, resulting in the many-to-many relationship. |

The theory might sound a bit complicated, but actually it's quite simple. In [Figure 1-9](#ch01fig09), you can see how the junction table associates the departments and products.
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 Figure 1-9: A many-to-many relationship

This figure shows how the junction table can be used to link products to departments. You can easily see that each department is linked to more products and that the newly added product is also linked to two departments. So, the magic has been done: The junction table successfully allowed you to implement the many-to-many relationship.

[Figure 1-10](#ch01fig10) presents the new database diagram containing the ProductDepartment junction table.
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 Figure 1-10: A full representation of a many-to-many relationship

Because the many-to-many relationship is implemented as two one-to-many relationships, the foreign key constraint is all you need to enforce it. The junction table is the referencing table, and it references the two tables that form the many-to-many relationship.

In the junction table, both columns form the primary key, so each (ProductID, DepartmentID) pair is guaranteed to be unique. This makes sense because the junction table associates one product with one department— a product can either be or not be associated with a particular department. It wouldn't make sense to associate a product with a department twice.

## The Power of SQL

You've covered a fair bit of ground in this chapter, so let's try to round things up by discussing what all this means for the SQL programmer. Mostly, it's good news. As you've seen, SQL statements (including queries) are written in plain text and don't need to be compiled, unlike programming languages (although they'll be parsed in the database to make sure the syntax is correct). The keywords in SQL make it possible for SQL statements to read almost like English, which makes it relatively easy to quickly understand a SQL statement you haven't seen before—when you've grasped the basic syntax.

The fact that you're able to establish sophisticated relationships between your tables means that you can write a single SQL query that extracts and uses data from several tables. You can pull together all of the data you need from the various tables and present it all in a single "report."

In the examples used in this book (based on an InstantUniversity database), you'll see many examples of one-to-many and many-to-many relationships between the tables, and you'll look at example SQL code to extract related data from these and other tables throughout the book. In fact, [Chapter 14](#Top_of_LiB0089_html), "Case Study: Building a Product Catalog," describes a complete product catalog case study. You'll create basic data structures to hold information about products and about their categories and departments, and you'll also see other techniques to gather reports containing related data from your tables.

If you find yourself using the DDL portion of SQL, then, again, you'll find that the syntax is easy to grasp. For example, the following code creates a simple Course table:

CREATE TABLE Course (  
 CourseID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50),  
 Credits INT);

As you can see, you've created three columns: CourseID, Name, and Credits. You've specified that CourseID will hold integer data types and is a PRIMARY KEY column, so each value in this column must be unique. You've specified that the Name column (the name of the course) will hold character data of varying length but with a maximum for 50 characters. Finally, you've specified that the Credits column will hold integer data types.

Of course, if you're charged with making the decisions as to how to actually store the data, what tables must be created, how they're related, what data types to use, and so on, then a lot of careful thought needs to go into this before you start executing the SQL. Your choices can dramatically impact the integrity of your data and the performance of the applications that rely on your data.

If you're responsible for controlling access to the data in your database, then you need to have a good understanding of the DCL portion of the language. We haven't covered the SQL statements that fall in this category in this chapter, but you can learn about them in [Chapter 11](#Top_of_LiB0062_html), "Users and Security," and then see them in action in [Chapter 15](#Top_of_LiB0097_html), "Case Study: Implementing Role-Based Security."

### Getting Started

Okay, before you really get your hands dirty with SQL, you need to ensure that you're ready to start entering SQL statements and that you have a sample database from which to work. To this end, we've included two appendixes in this book that you'll find useful for these tasks:

* [Appendix A](#Top_of_LiB0104_html), "Executing SQL Statements": This appendix describes how to get each of the RDBMS platforms used in this book (SQL Server, DB2, Oracle, MySQL, and Access) up and running and ready to execute SQL statements.
* [Appendix B](#Top_of_LiB0106_html), "Setting Up the InstantUniversity Database": This appendix describes the sample application you'll use throughout the book, the InstantUniversity database. This appendix describes how to create the database structure and populate it with data.

You can download the sample code for each database platform from the Downloads section of the Apress Web site (<http://www.apress.com>).

### A Note on SQL Scripts and Comments

In [Appendix B](#Top_of_LiB0106_html), "Setting Up the InstantUniversity Database," you'll see the basic code you need to create and populate the database tables. However, these processes are RDBMS specific in many cases, so what we've done in the code download is provide separate scripts for each database.

A script is simply a document (say, a Notepad document, usually with a .sql identifier) that gathers all of the necessary SQL statements required to perform a certain action. Therefore, you'll have all the SQL statements you need for each platform, gathered into separate scripts.

A useful technique when coding SQL in general, and especially when putting together scripts containing lots of SQL statements, is to clearly comment your SQL code so that the intent of the code is apparent. A comment is simply some text entered by the creator of the script that doesn't get interpreted as a SQL statement; in fact, RDBMSs ignore comments when processing the SQL statements. As with programming languages, different SQL dialects use different comment syntax; that is, they use different character strings to denote that a block of text is a comment and shouldn't be interpreted as a SQL statement. You'll meet these from time to time as you work through the book, so you'll quickly see how to structure them here.

All RDMBSs, except for Access, use a double dash (--) to indicate a comment:

-- This is a comment in RDBMSs other than Access

Note, however, that comments marked with -- must be followed by a space to avoid any possible confusion.

In Microsoft Access, you use a single quote (') at the start of a line of text, and everything else on that line is ignored:

' This is a comment in Access

Some RDBMSs also use other syntaxes; for example, SQL Server allows you to use C++ style /\* and \*/ delimiters, which enable you to write comments that span several lines. Everything between these delimiters is ignored, for example:

/\*  
 This is a comment in SQL Server...  
  
 ...it can span multiple lines!  
\*/

Finally, it's worth noting that older versions of MySQL only support # to mark a line as being a comment. Although more modern implementations of MySQL also support this syntax, they also implement the -- method.

## Summary

This chapter covered the basics that are required to understand SQL. We briefly discussed how SQL works and its evolution as a global standard for database access.

The chapter then moved on to look at exactly what's meant by the term database, as well as several concepts that together relate to the way data is stored. You saw that databases consist of tables that contain rows of data, where each row contains a single data entry that's made up of entries in several columns. You also saw that a row in a table must have a unique primary key value in order to differentiate it from other rows in the same table.

You then learned how you can relate tables together in a relational database and the types of relationships that can exist between tables.

Finally, you had your first look at the basics of SQL, including comment syntax.

For the rest of this book, you'll look at how to use the SQL introduced in this chapter, and you'll use the terms defined in this chapter continuously. Trust us— give it a few more chapters, and these terms will be indelibly etched in your mind (if they aren't already), so there's no danger of forgetting any of them!

# Chapter 2: Retrieving Data with SQL

Overview

In this chapter, you'll get started with SQL by examining how you can use SQL statements to query a relational database and extract data from it. Here, you'll be querying just one table in a database, but later on in the book (in [Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries"), you'll see how to query data from multiple tables.

The most important SQL keyword used in querying is SELECT. This chapter introduces the basic syntax for a SQL SELECT query and demonstrates the process with some simple code examples. You'll see how to limit your queries to specific columns in a table, how to create column aliases and calculated columns, and how to sort the data returned by your query by applying an ORDER BY clause to the appropriate column.

We'll then move on to discuss how to filter your data—that is, to select or to filter out just the specific rows of data that you're interested in rather than returning every record. You can achieve this by placing various restrictions on the SQL query in a WHERE clause.

To run the code examples in this and every other chapter, you'll need to install one of the five Relational Database Management Systems (RDBMSs) covered in this book and create the InstantUniversity database, all of which is described in [Appendix A](#Top_of_LiB0104_html), "Executing SQL Statements."

## Understanding Simple Retrieval

To extract data from a database using SQL, you use a SELECT statement. All SELECT statements start in the same way, using the SELECT keyword. The rest of the statement varies but generally includes the names of the columns in which you're interested and the name of the table from which you want to extract data. The following sections focus on how to retrieve data for every row of every column of a table and how to limit your queries to a specific column (or columns).

### Returning all Columns

On the rare occasion that you need to obtain all data from all columns in the table, you can achieve it using the following syntax:

SELECT \* FROM   
Table  
;

Here, SELECT and FROM are SQL keywords, \* is a wildcard that means "all columns," and Table is the name of the table that contains the data you want.

|  |  |  |
| --- | --- | --- |
|  | Caution | Some RDBMSs will add a semicolon to the end of your SQL automatically if you don't include it. In some cases, if you're executing SQL statements from an application through a data access technology such as ActiveX Data Objects (ADO) or Open Database Connectivity (ODBC), the driver may add a semicolon automatically so an error would be caused if you add one manually. |

So, to retrieve every row of data from every column of a table called Customers, you could use the following SQL query:

SELECT \* FROM Customers;

This statement would work when executed against any database that contained a table called Customers. It's a good idea to try out some simple SELECT \* queries against the InstantUniversity database. For example, try executing the following query:

SELECT \* FROM Student;

You should see results that look something like this:

StudentID Name  
  
 ----------- ----------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 4 Bruce Lee  
 ... ...

Notice that the column header given to each column in this result set is simply the name of the column as it exists in the database table. The columns are returned in the order they were created in the database.

It's important to note that although this simple SELECT \*... syntax is easy to use, it's rarely the best way to go about things. When you use the \* wildcard, you actually end up putting far more of a strain on an RDBMS than using one of the methods examined later in this chapter. This is because the RDBMS must examine the table itself to find out how many columns there are and what they're called. Moreover, you can't predict in what order the columns will be returned. As a general rule of thumb, you should only use the \* syntax given here for testing.

### Specifying the Target Database

You may have noted that, so far, you haven't specified a particular database to use in these queries. This implies that you're executing your statements against, for example, the Customer table in the database (or schema in the case of Oracle) to which you're directly connected.

SQL Server and Access also allow you to specify the database to find the table in by prefixing the database name followed by two dots to the table name:

SELECT \* FROM pubs..authors; -- SQL Server

With Access, the database name will be the path and filename of the .mdb file:

SELECT \* FROM C:\NWind.mdb..Employees;

MySQL has similar functionality but uses only one dot instead of two:

SELECT \* FROM InstantUniversity.Student;

In SQL Server, Oracle, and DB2, if you want to access a table in a different schema from the one used to connect to the database, you can prefix the schema name to the table name using the syntax Schema.Table. For example:

SELECT \* FROM scott.EMP;  
SELECT \* FROM db2admin.Employee;

This will, of course, only work if you're currently connected under a user account that has access rights to this table (for example, if you're connected as a database administrator). [Chapter 11](#Top_of_LiB0062_html), "Users and Security," covers security in more detail.

### A Note on Table and Column Naming

Occasionally, because of poor initial data design, you may find that you need to access a table or column that contains spaces. If such a situation occurs, then some RDBMSs require you to enclose the names in either square brackets or quotes. In SQL Server and Access, you use square brackets; in Oracle and DB2 (and in MySQL running in ANSI mode), you use double quotes. For example:

SELECT \* FROM [Valued Customers]; -- SQL Server or Access

Or, for example:

SELECT \* FROM "Valued Customers"; -- DB2 or Oracle

Be aware, though, that using the double-quote syntax of Oracle and DB2 means that the table or column name will be treated as case sensitive. Therefore, the following query:

SELECT \* FROM "Valued Customers";

is a different query from this:

SELECT \* FROM "valued customers";

You may also need to use the double-quote or square-bracket syntax if a table or column name is identical to a SQL keyword or a word that your database vendor has "reserved." Again, this is bad design and should be avoided whenever possible, but you may be caught out by future expansions to SQL or by expansions in your database vendor's list of reserved words.

|  |  |  |
| --- | --- | --- |
|  | Note | Reserved words have special meaning to the database and can't be redefined. Therefore, they can't be used to name database objects. For example, Oracle doesn't permit the name of the pseudo-column ROWID to be used as a column or table name. |

Say, for example, that you are accessing a table called Language and then, at a later date, your vendor adds Language to its list of reserved words. You could still use the table in your queries by using the following:

SELECT \* FROM [Language]; -- SQL Server or Access

or using the following:

SELECT \* FROM "LANGUAGE"; -- DB2 or Oracle

Note the use of capital letters for the table name in the second example. If the Language table was created without using the double-quote syntax, both DB2 and Oracle would create it as LANGUAGE, so chances are that the previous query would succeed but that something such as SELECT \* FROM "Language"; would fail. Conversely, if the table was created as "Language" (with quotes), attempting to access it using the statement SELECT \* FROM "LANGUAGE"; would fail.

### Returning a Single Column

With a simple modification to the SELECT \* query used previously, you can obtain all the values from a single-named column. The syntax is as follows:

SELECT   
Column   
FROM   
Table;

Here, Column is the name of the column you're interested in from Table. You can write this column name in several different ways. The simplest is to include just the name as follows:

SELECT CustomerName FROM Customers;

To see this working in practice, try executing the following command against the InstantUniversity database:

SELECT Name FROM Professor;

The results are as follows:

Name  
  
 ----------------  
 Prof. Dawson  
 Prof. Williams  
 Prof. Ashby  
 Prof. Patel  
 Prof. Jones  
 Prof. Hwa

You can also enclose the column name within delimiters. The same arguments apply to the use of square-bracket or double-quote delimiters with column names that apply to table names:

SELECT [Language] FROM Countries; -- SQL Server or Access  
SELECT "LANGUAGE" FROM Countries; -- Oracle or DB2

Sometimes it's useful to include information as to what table the column can be found in, as follows:

SELECT Customers.CustomerName FROM Customers;

Although this is a bit pointless in this example because only the Customers table is being queried, it can be invaluable in more complex scenarios. In later chapters, you'll see how you can extract data from multiple tables simultaneously, and in this case the syntax shown previously serves two purposes. First, it makes it easier for you to see at a glance what information comes from which table. Second, it allows you to differentiate between columns in different tables that have the same name.

### Returning Multiple Columns

Getting data from more than one column is just as easy. Rather than specifying simply a column name, you specify multiple column names separated by commas:

SELECT   
ColumnA  
,   
ColumnB  
,   
ColumnC  
 FROM   
Table

Here ColumnA, ColumnB, and ColumnC are the names of three columns you want from Table.

For example, the following query gets the ID for each student and the ID and comments for each exam they took from the InstantUniversity database:

SELECT StudentID, ExamID, Comments FROM StudentExam;

The first four records in the result set are as follows:

StudentID ExamID Comments  
  
 --------- -------- ------------------------------------------  
 1 1 Satisfactory  
 1 2 Good result  
 2 3 Scraped through  
 2 5 Failed, and will need to retake this one  
 later...  
 ... ... ...

Note that the columns are returned in the order you specify them—although in practice this may not be an issue because when you manipulate data such as this in your own application code, you can ignore such structure and impose your own.

## Using Aliases

You've now seen how to select specific columns from a table and how to control the order in which those columns are retrieved. In addition, you can supply aliases for columns or tables. In other words, you can refer to columns in your returned data set by your own names, not the ones that exist in the database.

This can be useful in making your SELECT statements and the data they return easier to read and understand and in getting data into a form that's more appropriate for your application. In particular, where multiple tables have columns with identical names, you might provide aliases to make it easier for you to differentiate between them.

To do this, you use the AS keyword to provide an alias for a name:

SELECT   
ColumnA  
 AS   
A  
,   
ColumnB  
 AS   
B  
,   
ColumnC  
 AS   
C  
  
FROM   
Table  
 AS   
T  
;

Here you're providing aliases for every name used: A is used for ColumnA, B for ColumnB, and so on. These aliases will appear in the results returned by the query. This is another useful technique for combating situations where you have multiple columns with the same name because you can provide an easily identifiable alternative.

When you provide an alias for a table name, you can use that alias within the same SQL statement, for example:

SELECT T  
.ColumnA  
 AS   
A  
,   
T.ColumnB  
 AS   
B  
,   
T.ColumnC  
 AS   
C  
  
FROM   
Table  
 AS   
T  
;

Where there are more complicated queries from multiple tables with lengthy names, this can make SQL queries a lot more readable and take up much less space!

The ANSI specification for SQL-99 allows you to omit this AS keyword:

SELECT T.ColumnA A, T.ColumnB B, T.ColumnC C  
FROM   
Table T  
;

This format is supported by most database systems (although not by Access) and in fact is the only format supported by older versions of Oracle. However, the current versions of all the RDBMSs used to test the code in the book support AS, so you'll use this syntax throughout. It also makes for clearer, more readable SQL.

|  |  |  |
| --- | --- | --- |
|  | Tip | SQL Server also allows the use of the = operator instead of AS, with the positions of the alias and column reversed. For example, it allows NewColumnName = ExistingColumn. |

As before, you can see how this works in practice by executing the following SQL query against the InstantUniversity database:

SELECT Name AS StudentName, StudentID AS ID FROM Student;

This query should produce the following results (only the first four records are shown):

StudentName ID  
  
 ---------------- ----  
 John Jones 1  
 Gary Burton 2  
 Emily Scarlett 3  
 Bruce Lee 4  
 ... ...

In the database, these two columns are called Name and StudentID. In the result set, you have given them the aliases StudentName and ID, respectively.

## Returning Calculated Columns

It's also possible to execute SELECT queries that return calculated columns. Retrieving calculated columns means getting data that doesn't necessarily exist in the database but can be constructed or calculated from data that's there. You might, for example, combine the FirstName and LastName columns in a database to a single Name column, built from the content of the two original columns.

To do this, you simply specify the new column name in the usual way but equate it to the result of some processing or other:

SELECT   
Details  
 AS   
CustomColumn  
 FROM   
Table  
;

Here you create a column called CustomColumn based on the information specified in Details, which can include all sorts of mathematical and string operations, as well as calling on certain built-in functions for data processing.

|  |  |  |
| --- | --- | --- |
|  | Note | You'll be looking at performing calculations and using built-in SQL functions in more detail in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions." |

### Performing Mathematics

For example, you could perform an automatic calculation as follows:

SELECT ItemName, Amount, Amount \* ItemCost AS TotalCost  
FROM Items;

Here you create a new column called TotalCost, which is the product of the values from two other columns, Amount and ItemCost, taken from the Items table.

As another example, let's return to the InstantUniversity database. Consider the following SQL query that combines data from the Mark and IfPassed columns to give either the actual mark if the exam is passed or zero if not. You place this data in a custom MarkIfPassed calculated column:

SELECT StudentID, ExamID, Mark \* IfPassed AS MarkIfPassed FROM StudentExam;

The results from this query are as follows:

StudentID ExamID MarkIfPassed  
  
 ----------- ----------- ------------  
 1 1 55  
 1 2 73  
 2 3 44  
 2 5 0  
 2 6 63  
 ... ... ...

As you can see, the data returned in the result set looks different from that in the original table. Through your result set, you have access to a column of data, MarkIfPassed, that doesn't actually exist in the database.

### Concatenating String Values

For example, you could perform an automatic calculation as follows:

SELECT ItemName, Amount, Amount \* ItemCost AS TotalCost  
FROM Items;

Here you create a new column called TotalCost, which is the product of the values from two other columns, Amount and ItemCost, taken from the Items table.

As another example, let's return to the InstantUniversity database. Consider the following SQL query that combines data from the Mark and IfPassed columns to give either the actual mark if the exam is passed or zero if not. You place this data in a custom MarkIfPassed calculated column:

SELECT StudentID, ExamID, Mark \* IfPassed AS MarkIfPassed FROM StudentExam;

The results from this query are as follows:

StudentID ExamID MarkIfPassed  
  
 ----------- ----------- ------------  
 1 1 55  
 1 2 73  
 2 3 44  
 2 5 0  
 2 6 63  
 ... ... ...

As you can see, the data returned in the result set looks different from that in the original table. Through your result set, you have access to a column of data, MarkIfPassed, that doesn't actually exist in the database.

#### SQL Server

SQL Server uses the plus sign (+) to perform string concatenation:

SELECT FirstName + ' ' + LastName AS FullName FROM People;

In this example, you create a full name string in a column called FULLNAME by concatenating the strings in the FirstName and LastName columns of People using the + operator. For neatness, you also put a space in the middle, which is achieved by including a literal string value enclosed in ' or " characters.

However, because the + sign is also used for numeric addition, you can't use it for concatenation if any numeric values are involved. For example, this query:

SELECT 'Room ' + RoomID AS RoomName  
FROM Room;

causes the following error:

Syntax error converting the varchar value 'Room ' to a column of data type int.

The easiest way around this is to convert the numeric value to a string explicitly using SQL Server's STR() function:

SELECT 'Room ' + STR(RoomID) AS RoomName  
FROM Room;

JOINING STRINGS (SQL SERVER)

|  |
| --- |
| Start example |

Enter this query into Query Analyzer and execute it against the InstantUniversity database:

SELECT ClassID,  
 Time + ', Room ' + STR(RoomID) AS ClassDetails  
FROM Class;

Here you retrieve the ID for each row in the Class table, together with a new column called ClassDetails, which you create by concatenating the Time field with the string literal ', Room ', followed by the ID for the room where that class is held. Because RoomID is an integer field, you need to convert the value to a string before you can use it in a concatenation. The output from this query is as follows:

ClassID ClassDetails  
  
 -------- -----------------------------------------  
 1 Mon 09:00-11:00, Room 6  
 2 Mon 11:00-12:00, Thu 09:00-11:00, Room 5  
 3 Mon 14:00-16:00, Room 3  
 4 Tue 10:00-12:00, Thu 14:00-15:00, Room 2  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### MySQL

When run in the default (that is, not ANSI) mode, MySQL also uses + as the concatenation operator:

SELECT FirstName + ' ' + LastName AS FullName FROM People;

Naturally, using + has the same drawback as in SQL Server—you'll get unpredictable results if any numeric values are involved. MySQL automatically converts numeric values to strings (and vice versa) as necessary, so it doesn't have any direct equivalent to SQL Server's STR() function. You therefore need a different solution to this problem.

|  |  |  |
| --- | --- | --- |
|  | Note | When run in ANSI mode, MySQL uses the same string concatenation operator as Oracle (||). |

The answer comes in the form of the CONCAT() function. This function takes a variable number of arguments and joins them to form a single string. The arguments will automatically be converted to strings, so you can pass in arguments of any data type.

|  |  |  |
| --- | --- | --- |
|  | Note | This feature allows you to use this function to simulate the SQL Server STR() function—you can concatenate an empty string to the value you want to convert (say, a number), and that value will be returned as a string. |

So, to join the string literal 'Room ' and the RoomID into a single value, you'd use this statement:

SELECT CONCAT('Room ', RoomID) AS RoomName  
FROM Room;

You'll look at using SQL functions in more detail in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions."

JOINING STRINGS (MYSQL)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT ClassID,  
 CONCAT(Time, ', Room ', RoomID) AS ClassDetails  
FROM Class;

Again, you retrieve the ID for each class, together with the calculated ClassDetails that represents the details of where and when the class is held. Again, because RoomID is an integer field, you need to use the CONCAT() function rather than the + operator to perform the concatenation. The output from this query is as follows:

ClassID ClassDetails  
  
 -------- -----------------------------------------  
 1 Mon 09:00-11:00, Room 6  
 2 Mon 11:00-12:00, Thu 09:00-11:00, Room 5  
 3 Mon 14:00-16:00, Room 3  
 4 Tue 10:00-12:00, Thu 14:00-15:00, Room 2  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Oracle

Oracle uses the ANSI standard concatenation operator, ||. Because this operator is reserved for string concatenation, the operands don't need to be cast to a string type—they'll be converted automatically:

SELECT FirstName || ' ' || LastName AS FullName FROM People;

This operator is also used for MySQL when it's running in ANSI mode.

JOINING STRINGS (ORACLE)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT ClassID,  
 Time || ', Room ' || RoomID AS ClassDetails  
FROM Class;

This query returns the ClassID for each class, together with a calculated column containing the time and room number details for each class:

ClassID ClassDetails  
  
 -------- -----------------------------------------  
 1 Mon 09:00-11:00, Room 6  
 2 Mon 11:00-12:00, Thu 09:00-11:00, Room 5  
 3 Mon 14:00-16:00, Room 3  
 4 Tue 10:00-12:00, Thu 14:00-15:00, Room 2  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### DB2

DB2 can use either the ANSI standard || operator or the CONCAT keyword to perform string concatenation:

SELECT FirstName || ' ' || LastName AS FullName  
FROM People;

or:

SELECT FirstName CONCAT ' ' CONCAT LastName AS FullName  
FROM People;

Whichever of these you use, you'll need to convert any numeric data types to strings before performing the concatenation. You can achieve this using the CHAR() function:

SELECT 'Room ' CONCAT CHAR(RoomID) AS RoomName FROM Room;

You can also use CONCAT() as a standard function. It takes two parameters, which both must be string types:

SELECT CONCAT('Room ', CHAR(RoomID)) AS RoomName FROM Room;

JOINING STRINGS (DB2)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT ClassID,  
 Time CONCAT ', Room ' CONCAT CHAR(RoomID)  
 AS ClassDetails  
FROM Class;

Here you use the CONCAT keyword like an operator to join three values into a single string. If you had used CONCAT() as a function, you would have to nest one call to CONCAT() within another because this function takes two arguments:

SELECT ClassID,  
 CONCAT(  
 CONCAT(Time, ', Room '), CHAR(RoomID)  
 ) AS ClassDetails  
FROM Class;

The output from this query is as follows:

ClassID ClassDetails  
  
 -------- -----------------------------------------  
 1 Mon 09:00-11:00, Room 6  
 2 Mon 11:00-12:00, Thu 09:00-11:00, Room 5  
 3 Mon 14:00-16:00, Room 3  
 4 Tue 10:00-12:00, Thu 14:00-15:00, Room 2  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Access

Finally, Access uses the ampersand (&) to perform concatenation. As with || in Oracle, this operator is used only to join strings, so you don't need to convert the operands to a string type before using it.

JOINING STRINGS (ACCESS)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT ClassID, Time & ', Room ' & RoomID AS ClassDetails  
FROM Class;

Again, you join the Time and RoomID columns, separated by the literal string ', Room ', into a single column named ClassDetails:

ClassID ClassDetails  
  
 -------- -----------------------------------------  
 1 Mon 09:00-11:00, Room 6  
 2 Mon 11:00-12:00, Thu 09:00-11:00, Room 5  
 3 Mon 14:00-16:00, Room 3  
 4 Tue 10:00-12:00, Thu 14:00-15:00, Room 2  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Sorting Data

By default, rows are stored in the database in an arbitrary order. Using SQL, you can apply a definite order to the set of rows returned by your query. For example, you can get a set of rows that's sorted in reverse alphabetical order. Obviously, a row in its entirety doesn't have an obvious value to sort by, so instead you need to specify a column for sorting.

The syntax is as follows:

SELECT   
ColumnA  
,   
ColumnB  
,   
ColumnC  
 FROM   
Table  
  
ORDER BY   
ColumnA  
;

Here, the ORDER BY clause is used to specify that ColumnA should be used to sort the data. The values in this column are examined according to their type, which might be alphabetic, numeric, timestamp, or whatever, and sorted accordingly.

The default behavior is to sort rows into an ascending order, so if the column to be sorted by is alphabetic, then rows will be returned sorted from A to Z according to the selected column. The previous query is shorthand for the following:

SELECT   
ColumnA  
,   
ColumnB  
,   
ColumnC  
 FROM   
Table  
  
ORDER BY   
ColumnA  
 ASC;

Although this is the default behavior so you don't need to explicitly specify the ASC keyword, it's a good idea to include it to ensure that your queries are as easy to read as possible.

Alternatively, you may want to sort your rows in descending order, in which case you use the DESC keyword:

SELECT   
ColumnA  
,   
ColumnB  
,   
ColumnC  
 FROM   
Table  
  
ORDER BY   
ColumnA  
 DESC;

For example, if you obtained a list of products from a Products table, you might want to order them according to their names:

SELECT ProductID, ProductName, AmountInStock FROM Products  
ORDER BY ProductName ASC;

The following example shows a query on the InstantUniversity database, which orders the results alphabetically in reverse order:

SELECT Name, ProfessorID FROM Professor ORDER BY Name DESC;

Here are the results of the query:

Name ProfessorID  
  
 ---------------- -----------  
 Prof. Williams 2  
 Prof. Patel 4  
 Prof. Jones 5  
 Prof. Hwa 6  
 Prof. Dawson 1  
 Prof. Ashby 3

## Filtering Data

So far, all the queries you've seen have returned data from all the rows in a table. However, there are times when this isn't desirable. Often you'll want to extract only a subset of the rows in a table, or even a single row, based on specific criteria. SQL includes a whole host of tools to enable this kind of query, and in the following sections you'll examine them.

First, you'll look at how you can filter out any duplicate rows in your result set. Next, you'll look at how to extract certain rows based on simple conditions and how to combine these conditions for a powerful search facility. You'll move on to see how more advanced conditions and comparisons can give you even greater control over the rows returned, even in situations where you need to be vague in the conditions you set (that is, finding records based on small hints). Finally, you'll examine a topic that will come up time and time again: dealing with NULL data (where no value has been entered for that field).

### Eliminating Duplicate Data using DISTINCT

You'll often encounter situations where the same data value occurs multiple times in the same column, whether by design or accident. Sometimes, you may want to ensure that you retrieve only unique rows of data from a query prior to processing. For example, from a Customers table during a purchase, you wouldn't want to charge a customer twice for a single order!

To filter out duplicate rows of data, you use the DISTINCT keyword. Let's start with the simplest case, where you're returning rows from a single column. If you only want to see unique row values for this column, the query would look as follows:

SELECT DISTINCT   
ColumnA  
 FROM   
Table  
;

This can often be very useful. For example, single columns in a database may have a restricted set of values allowed. To find out all the different values in a column, you don't really want to have to read through every row in the table just to find the values that exist. To demonstrate this clearly, say that you wanted to query the Exam table in the InstantUniversity database to get a list of all the dates on which exams have been taken. You might try the following:

SELECT SustainedOn from Exam;

The result would look as follows:

SustainedOn  
  
---------  
3/12/2003  
3/13/2003  
3/11/2003  
3/18/2003  
3/19/2003  
3/25/2003  
3/26/2003  
3/10/2003  
3/21/2003  
3/26/2003  
3/24/2003

This is actually quite a simple case because there are only 11 rows and only one duplicate value, 3/26/2003, but in any event it's much more convenient to issue the following query:

SELECT DISTINCT SustainedOn FROM Exam;

The results are as follows:

SustainedOn  
  
------------  
3/10/2003  
3/11/2003  
3/12/2003  
3/13/2003  
3/18/2003  
3/19/2003  
3/21/2003  
3/24/2003  
3/25/2003  
3/26/2003

This time the duplicate value has been removed and you have a simple list of unique exam dates—and as an added bonus you'll see that the dates have been automatically sorted into ascending order.

Let's move on to the case where you want to retrieve multiple columns. When you do this, you can guarantee that every row you obtain contains unique data for the specified set of columns with the following query:

SELECT DISTINCT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
;

For example, the following query will return only unique combinations of customer names and credit card details:

SELECT DISTINCT CustomerName, CreditCard FROM Customers;

Note that this doesn't mean you won't have duplicates in either column, only that each combination is unique. You could, for example, have several customers with the same name but with different credit card numbers. To illustrate this point, suppose you changed the query on InstantUniversity as follows:

SELECT DISTINCT ExamID, SustainedOn FROM Exam;

You would obtain the full 11 rows from the database. This is because there are 11 different combinations of these two fields, even though there's a duplicate in the SustainedOn column. Always remember that DISTINCT acts on the combination of columns you use in the query.

### Using WHERE Conditions

The WHERE clause allows you to filter queries by demanding that the rows in your result set satisfy a particular condition:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
Condition  
;

Condition is very flexible, allowing you to test for equalities and inequalities in column data, ranges of values to look for, and much more. You achieve all this using a simple syntax that includes various operators and keywords that, when combined, allow you to search for pretty much anything.

Before you get to the more complex usages of this clause, though, you'll look at the simplest: equalities. These are particularly useful because they allow you to constrain the rows you obtain from queries in the tightest way. The syntax is as follows:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 =   
Value  
;

The WHERE clause lets you apply a search condition to the rows of data gathered by your SELECT query. The search condition can take various forms, all of which can be evaluated to a Boolean value. In this case, you're only interested in rows for which the condition ColumnC = Value evaluates to TRUE; in other words, you're interested in those rows in which ColumnC has a value of Value. If this condition is TRUE, then the row is returned. If it evaluates to FALSE or UNKNOWN (because the presence of a NULL value), then it's ignored.

Note that there's no need for a WHERE clause of this type to use a column that's being returned by the query (here only ColumnA and ColumnB are returned for rows). However, in practice, because you know what's contained in ColumnC, there's no need to extract this data from the database.

For example, you might extract a single row from a Customers table based on the ID of the customer (assuming that customer IDs are unique):

SELECT FirstName, LastName, Address FROM Customers  
WHERE CustomerID = 7;

Alternatively, you could extract all the customers with a certain last name:

SELECT FirstName, LastName, Address FROM Customers  
WHERE LastName = 'Smith';

Of course, in many countries, searching for people called Smith in this way could land you with an awful lot of results!

You don't have to use literals in these comparisons. You could, for example, use equalities between columns:

SELECT FirstName, LastName, Address FROM Customers  
WHERE LastName = FirstName;

Here all customers with identical first and last names will be found. For example, Major Major would be there.

Suppose you wanted to query the InstantUniversity database to find the name of the student whose ID is 3:

SELECT Name FROM Student  
WHERE StudentID = 3;

This will yield you the following result:

Name  
  
 ----------------  
 Emily Scarlett

This sort of query is extremely useful when you know the ID of a record and want to get other pertinent data about that record. Rather than extract a lot of potentially useless data in a single query, you can use this technique to home in on the data you actually want.

### Using Other WHERE Clause Comparisons

As mentioned earlier, equalities are just one of the many things you can test for in a WHERE clause. You can use several other operators, which vary by RDBMS, as described in [Table 2-1](#ch02table01).

Table 2-1: Comparison Operators

|  |  |  |
| --- | --- | --- |
| Operator | RDBMSs | Meaning |
| = | All | Used to check if values are equal to one another |
| != | All except Access | Used to check if values aren't equal to one another |
| ^= | Oracle | Same meaning as != |
| <> | All | Same meaning as != |
| > | All | True if the first operand is greater than the second operand |
| >= | All | Used to check if the first operand is greater than or equal to the second |
| !< | SQL Server, DB2 | Same as >= (Means "not less than," which is logically equivalent to "greater than or equal to") |
| < | All | True if the first operand is less than the second operand |
| <= | All | Used to check if the first operand is less than or equal to the second |
| !> | SQL Server, DB2 | Same as <= |

As you can see, there's some redundancy here, with the possibility of a choice of operator to use in some situations. The main reason for this is so you can use the operator that fits in best with your development experience—you're likely to have similar operators available in whatever programming language you're used to using.

WHERE CLAUSE COMPARISONS

|  |
| --- |
| Start example |

An example SQL query that you could run on the InstantUniversity database is as follows:

SELECT ExamID, SustainedOn, Comments FROM Exam  
WHERE SustainedOn > '2003-03-20';

In this example, you extract data from the Exam table, only getting data for exams that occur after March 20, 2003. The results from this query are as follows:

ExamID SustainedOn Comments  
  
   
------ ----------- -----------------------------  
  
 6 3/25/2003  
 7 3/26/2003 They'll enjoy this one  
 9 3/21/2003 Two hours long. They might find it tricky  
 10 3/26/2003 2hr test  
 11 3/24/2003 Part two should be an hour and a half long

It's worth noting here that it's the RDBMS that's responsible for interpreting a date or time format string, and the specific string you need to use will depend on factors such as what the RDBMS can interpret and your operating system's locale settings. However, the format YYYY-MM-DD as used in this query works on all platforms. See [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions," for more details on working with date values.

|  |
| --- |
| End example |

|  |
| --- |
|  |

Access expects dates to be enclosed, Visual Basic–style, within pound characters (#), so this query won't work with Access. Instead, you need to use the following:

SELECT ExamID, SustainedOn, Comments FROM Exam  
WHERE SustainedOn > #2003-03-20#;

### Combining WHERE Conditions

Often a single WHERE clause isn't enough to narrow down the data you require. You might want to get only those rows with specified data in one column and other specified data in another column. Alternatively, you might require rows that have certain data in one column or certain data in another column. Here you need to combine multiple WHERE clauses as follows:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE Condition LINK Condition;

Note that LINK in the previous query isn't a keyword. Instead, it refers to one of the keywords shown in [Table 2-2](#ch02table02).

Table 2-2: Basic Operators

|  |  |
| --- | --- |
| Link Keyword | Meaning |
| AND | Both conditions must be met for the records found. |
| OR | Either condition must be met for the records found. |

For example, suppose you wanted to specify particular conditions on the Occupation and FiscalStatus fields when querying the Customers table. You could ask that both of your conditions be met as follows:

SELECT CustomerID, CustomerName FROM Customers  
WHERE Occupation = 'Carpenter' AND FiscalStatus = 'Loaded';

Alternatively, you could select rows where either one of the two conditions is met or both are met:

SELECT CustomerID, CustomerName FROM Customers  
WHERE Occupation = 'Carpenter' OR FiscalStatus = 'Loaded';

Additionally, the NOT keyword can be applied to a condition, making the condition evaluate to true when it isn't met rather than when it is:

SELECT CustomerID, CustomerName FROM Customers  
WHERE Occupation = 'Carpenter'  
 AND NOT FiscalStatus = 'Bankrupt';

The following SQL statement queries the InstantUniversity database to select only those records from the StudentExam table where the ExamID field is equal to 1 and the IfPassed field is also 1:

SELECT StudentID, Mark, Comments FROM StudentExam  
WHERE ExamID = 1 AND IfPassed = 1;

Here are the results:

StudentID Mark Comments  
  
 ----------- ----------- ------------------------  
 1 55 Satisfactory  
 8 71 Excellent, great work!

### Performing Range Tests

It's possible to combine two comparison operators to select values that fall within a within a specified range. For example:

SELECT ExamID, SustainedOn, Comments FROM Exam  
WHERE SustainedOn >= '2003-03-20'  
AND SustainedOn <= '2003-03-24';

However, it's also possible to use another of the SQL keywords, BETWEEN, to make such range tests more readable:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 BETWEEN   
LowerLimit  
 AND   
UpperLimit  
;

Here the value of ColumnC is checked to see if it's greater than or equal to LowerLimit and less than or equal to UpperLimit. For example:

SELECT ExamID, SustainedOn, Comments FROM Exam  
WHERE SustainedOn BETWEEN '2003-03-20' AND '2003-03-24';

You can also use NOT with BETWEEN to exclude a range:

SELECT ExamID, SustainedOn, Comments FROM Exam  
WHERE SustainedOn NOT BETWEEN '2003-03-20' AND '2003-03-24';

### Defining Set Membership

As well as checking to see if values fall inside (or outside) set ranges of values, it's also possible to check to see if values are one of a set number of possibilities.

Again, you can achieve this using operators and keywords that you've already met:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 =   
Value1  
  
OR ColumnC = Value2  
OR ColumnC = Value3;

However, you can achieve this much more elegantly using the IN keyword in your WHERE clause, along with a set of possible values:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table   
WHERE   
ColumnC  
 IN (  
Set  
);

Here Set (enclosed in parentheses) is the set of values you're looking for in ColumnC. You can define sets in a number of ways. The simplest is probably to provide a set of literal values in the query:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 IN ('  
Value1  
', '  
Value2  
', '  
Value3  
');

Alternatively, you can create your set by including by a completely separate SELECT query:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 IN (SELECT   
ColumnD  
 FROM   
Table2  
);

|  |  |  |
| --- | --- | --- |
|  | Note | This is an example of a subquery, a topic you'll look at in more detail in [Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries." |

As with the other keywords you've seen in this chapter, IN can be combined with NOT to search for values that don't occur in a set:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 NOT IN ('  
Value1  
', '  
Value2  
', '  
Value3  
');

FINDING RECORDS IN A SET

|  |
| --- |
| Start example |

As a more concrete example, you can try selecting information from the StudentExam table in the InstantUniversity database where the StudentID is one of three values:

SELECT StudentID, ExamID, Mark FROM StudentExam  
WHERE StudentID IN (2, 7, 3);

This query produces the following results:

StudentID ExamID Mark  
  
 ----------- ----------- -----------  
 2 3 44  
 2 5 39  
 2 6 63  
 3 4 78  
 3 7 82  
 7 6 84  
 7 8 62  
 7 11 68

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Using Pattern Matching

One of the most powerful ways of filtering rows is to search for text values in column data using patterns. You can, for example, look for rows with text columns that contain a certain word or for more complex patterns of characters. To do this, you use the LIKE keyword (you can also specify NOT LIKE) and supply a pattern to match:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 LIKE   
Pattern  
;

Pattern is made up of literal characters plus certain wildcards that represent one or more characters. The wildcards shown in [Table 2-3](#ch02table03) are supported by all the database systems covered in this book.

Table 2-3: Wildcards

|  |  |
| --- | --- |
| Wildcard | Meaning |
| % | Any string of characters, including strings of zero length |
| \_ | Any one character |

|  |  |  |
| --- | --- | --- |
|  | Caution | Patterns are case sensitive in Oracle and DB2 but not in SQL Server, MySQL, or Access. |

For example, to search for a string value that contains the text 'manager', you could use the following:

SELECT CustomerID, ContactName, ContactTitle FROM Customers  
WHERE ContactTitle LIKE '%manager%';

You need to be aware of several issues when using patterns. Perhaps most important, you need to be very specific when you use them. Simply including one space too many could break the query, for example:

SELECT CustomerID, ContactName, ContactTitle FROM Customers  
WHERE ContactTitle LIKE '%manager %';

This pattern searches for the string 'manager '—including a trailing space. If any columns contain the string 'manager' at the end of their value, there will be no trailing space, and the record won't be matched.

As another example, this query looks for four characters followed by a space at the start of the Name column in the Student table:

SELECT Name FROM Student WHERE Name LIKE '\_\_\_\_ %';

This returns all the students whose first names are four characters long:

Name  
  
 -----------  
 John Jones  
 Gary Burton  
 Anna Wolff

Another issue to be aware of is that wildcards are reserved characters and must be escaped if you want to include them in a pattern without their wildcard meaning. To do this, you need to include more information when these characters occur in the data you're searching. Let's say you want to look for percentages. The following search isn't good enough:

SELECT CustomerName, CustomerRating FROM Customers  
WHERE CustomerRating LIKE '%50%%';

Here the % character is interpreted as a wildcard as usual, and the match will actually be for the string '50' rather than '50%'. To get round this, you can use an escape character to force the first % of the %% part of the pattern to be interpreted as the character % rather than a string:

SELECT CustomerName, CustomerRating FROM Customers  
WHERE CustomerRating LIKE '%50  
<Escape Char>  
%%';

There's no escape character defined in SQL, so instead you need to specify your own using the ESCAPE keyword. You can choose any character you like for this, but you should try to choose one that doesn't occur elsewhere in the string, for example:

SELECT CustomerName, CustomerRating FROM Customers  
WHERE CustomerRating LIKE '%50p%%' ESCAPE 'p';

Here p is used as an escape character and causes the first % character to be interpreted as a character, not as an escape code.

Access doesn't support this syntax, but you can escape the wildcard character by enclosing it in square brackets:

SELECT CustomerName, CustomerRating FROM Customers  
WHERE CustomerRating LIKE '%50[%]%';

SQL Server also supports this syntax.

PATTERN MATCHING

|  |
| --- |
| Start example |

Let's look at an example from the InstantUniversity database. Suppose you wanted to search for exam results in the StudentExam table that had been described as "great." You could try something like this:

SELECT StudentID, ExamID, Mark, Comments FROM StudentExam  
WHERE Comments LIKE '%great%';

This works for SQL Server, MySQL, and Access because pattern matching is case insensitive in these systems. However, it will find 'great' but not 'Great' in DB2 and Oracle. To get around this, you need to convert the column to upper case before applying the match. You can do this in both DB2 and Oracle using the UPPER() function:

SELECT StudentID, ExamID, Mark, Comments FROM StudentExam  
WHERE UPPER(Comments) LIKE '%GREAT%';

This query produces the following results:

StudentID ExamID Mark Comments  
  
 ----------- ----------- ----------- ------------------------  
 3 7 82 Great result!  
 8 1 71 Excellent, great work!

However, this will also match records with a comment such as 'So far from great I'm expelling this student.' Be careful when using patterns because it's easy to forget things such as this, and sometimes the logical process you use to create a pattern will have unexpected results!

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Performing Complex Pattern Matching

SQL Server, Access, and MySQL allow a more complex form of pattern matching based more or less closely on regular expressions. In the case of SQL Server and Access, this consists merely of extensions to the standard LIKE syntax, but MySQL uses a completely different keyword (REGEXP or RLIKE) for regular expression pattern matching.

#### SQL Server and Access

As well as the wildcards % and \_, SQL Server and Access patterns can contain characters enclosed in square brackets. A match will be made if the entire pattern matches using any one of these characters. For example, '%[abcde]%' will match any expression that contains any of the letters A, B, C, D, or E anywhere (matches aren't case sensitive).

You can also use a hyphen to indicate a range of values, so you could also write the previous expression as '%[a-e%]'. You can therefore use [a-z] to represent any alphabetic character, [0-9] to match any numeric character, and [a-z0-9] to match any alphanumeric character.

In addition, SQL Server allows you to prefix the sign ^ to a character or range of characters in order to match only characters that aren't in that range; for example, [^a-z0-9] will match nonalphanumeric characters.

COMPLEX PATTERN MATCHING (ACCESS AND SQL SERVER)

|  |
| --- |
| Start example |

Execute the following query against the InstantUniversity database:

SELECT Name FROM Student  
WHERE Name LIKE '% [a-dw-z]%';

This query looks for all student names that contain a space, followed by a character in the range A–D or W–Z. The effect (because this sample data contains only students with two names) is to return a list of all the students whose second names start with one of the first four or last four letters of the alphabet:

Name  
  
 --------------  
 Gary Burton  
 Anna Wolff  
 Vic Andrews  
 Steve Alaska  
 Mohammed Akbar

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### MySQL

The basic syntax for MySQL's regular expression matching is similar but provides more options. You can use square brackets to match one of a set of characters or a specific range of characters, as in SQL Server and Access, but there are some important differences. First, MySQL regular expression patterns are case sensitive, so to match all alphabetic characters, you need to use [a-zA-Z] instead of just [a-z]. Second, matches will be found anywhere in the string, regardless of whether anything comes before or after (unless you explicitly say otherwise), so you don't need (and in fact can't use) the % wildcard.

There are also some more character-matching patterns available, as shown in [Table 2-4](#ch02table04).

Table 2-4: Character-Matching Patterns

|  |  |
| --- | --- |
| Character | Matches |
| ^ | The start of the string. For example, '^B' matches the first but not the second B in 'BOB'. |
| $ | The end of the string. For example, 'B$' matches the second but not the first B in 'BOB'. |
| . | Any single character. |
| \* | The previous character repeated zero or more times. For example, 'Ke\*l' matches 'Kl', 'Kel', 'Keel', and so on. |
| {n} | The previous character repeated n times. For example, 'b{3}' matches 'bbb' but not 'bb'. |

To use MySQL's regular expression matching, you use the REGEXP (or RLIKE) keyword instead of LIKE:

SELECT Name FROM Student WHERE Name REGEXP '^[Aa]';

This is equivalent to the following:

SELECT Name FROM Student WHERE Name LIKE 'A%';

REGULAR EXPRESSION MATCHING (MYSQL)

|  |
| --- |
| Start example |

Execute the following query against the InstantUniversity database:

SELECT Name FROM Student  
WHERE Name REGEXP '^[AM].\*r$';

This query matches all student names that begin with either 'A' or 'M', followed by any number of characters and ending with the character 'r'. Two names in the sample data match these criteria:

Name  
  
 --------------  
 Andrew Foster  
 Mohammed Akbar

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Dealing with NULL Data

The final topic you're going to look at in this chapter is how to deal with columns that contain NULL values—that is, columns that don't contain a value at all. This may occur by design but may also be the result of an error, such as a failure to enter the appropriate data into the database.

In general, RDBMSs allow you to specify whether columns allow NULL values, which can make your life easier. If you say that a column can't contain a NULL value, then an attempt to add a row without specifying a value for that column will result in an error. Furthermore, for tables that allow NULL values in one or more columns, then you can't always rely on values being present when you perform SELECT queries. Where NULL values are allowed, you must be prepared to deal with them in your code; otherwise, unpredicted errors could occur.

You can use the NULL SQL keyword to test for NULL values:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
 WHERE   
ColumnC  
 IS NOT NULL;

Similarly, you could select only those rows with NULL values:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
 WHERE   
ColumnC  
 IS NULL;

Enforcing a non-null condition can be useful. For example, in the Exam table in the InstantUniversity database, the Comments column contains a couple of NULL values. Suppose you wanted to extract a list of only rows with no comments. You could use the following query:

SELECT ExamID, CourseID, ProfessorID, SustainedOn FROM Exam WHERE Comments IS NULL;

This query produces the following results:

ExamID CourseID ProfessorID SustainedOn  
  
 ----------- ----------- ------------ -----------  
 4 4 3 03/18/2003  
 6 6 3 03/25/2003

## Summary

This chapter introduced the basic usage of SQL and examined how to use simple SELECT queries to extract data from tables in a relational database. Specifically, you learned about the following:

* Understanding basic SELECT syntax
* Providing aliases for columns and tables
* Calculating new rows based on existing content
* Sorting data
* Filtering data with the WHERE clause
* Combining multiple WHERE clauses
* Performing advanced WHERE clause filtering, including ranges
* Defining set membership
* Using pattern matching
* Filtering NULL values

In the [next chapter](#Top_of_LiB0021_html) you'll look at how you can use SQL to modify data in a database table. You'll see how to update existing data, add new data, and delete specific rows.

# Chapter 3: Modifying Data

Overview

In the [previous chapter](#Top_of_LiB0013_html), you saw how to extract data from databases using SQL. Now you'll look at another major use of SQL—modifying data in a database.

Data modification falls into three categories:

* Adding new data
* Modifying existing data
* Deleting data

You'll look at each of these subjects in turn.

## Introducing SQL Data Modification

SQL modification of data uses three main keywords that correspond to the three categories of modification:

* INSERT: Adds rows to tables
* UPDATE: Modifies the column data in existing rows
* DELETE: Removes rows from tables

As with SELECT, there are plenty of options to look at concerning the use of these keywords in full statements.

## Adding New Data

Obviously, SQL wouldn't be much use if all it allowed you to do were to extract data. In order for it to be useful, you need to be able to add data as well, which you do using the INSERT keyword.

### Performing a Single Row INSERT

The basic use of INSERT uses the following syntax:

INSERT INTO   
Table  
 (  
Columns  
) VALUES (  
Values  
);

The word INTO is an optional keyword in some Relational Database Management System (RDBMS) implementations, notably SQL Server and MySQL. It is, however, part of the SQL-99 specification and a required keyword for Access, DB2, and Oracle. Including INTO also makes what you're doing a bit more obvious, so we've included it in the SQL statements in this section. The following continues your examination of the syntax:

* Table is the table to add values to, and acceptable values for this part of the SQL statement are the same as for SELECT statements examined in the [previous chapter](#Top_of_LiB0013_html).
* Columns is a comma-delimited list of the columns in the table into which to insert data. This can be a complete list of the columns in a table, but it doesn't necessarily have to be, depending on the database configuration.
* Values is a comma-delimited list of the values to insert into those columns, which must appear in the same order as the columns in Columns.

Let's look at a simple example:

INSERT INTO LineProducts (ProductName, ProductCost, ItemsInStock)  
VALUES ('Plastic Asparagus Tips', 15.99, 10);

This example would add a single new row into the LineProducts table. Notice that the literal values to be inserted (one string, one float, and one int) are formatted in various ways. This formatting depends on the data type of the column and the RDBMS being used. In the [previous chapter](#Top_of_LiB0013_html) you saw several string literal values enclosed in ' characters, but other values such as integer and floating-point values don't have delimiters.

|  |  |  |
| --- | --- | --- |
|  | Note | [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions," explores literal values in more depth. |

We discussed earlier that the list of columns provided doesn't necessarily have be a complete list of the columns in a table. For example, the LineProducts table may well contain a primary key column called ProductID, in which case you might expect to see an INSERT statement such as the following:

INSERT INTO LineProducts (ProductID, ProductName, ProductCost, ItemsInStock)  
VALUES (8, 'Plastic Asparagus Tips', 15.99, 10);

However, you can omit ProductID from your INSERT statement if the RDBMS is configured to automatically insert a value into that column whenever a row is added to the table. Such columns are often referred to as identity columns. This is often the case for primary key columns because it's much easier and safer to let the RDBMS take responsibility for entering data into such columns (where each value entered into that column must be unique).

|  |  |  |
| --- | --- | --- |
|  | Note | The technique you use to instruct your RDBMS to automatically insert values into a primary key column varies from one RDBMS to another. [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects," discusses these techniques in detail. |

There are other reasons why you might be able to omit columns from your INSERT statements, so let's summarize them now:

* The column value must be automatically created by the RDBMS, which is usually the case for primary key columns.
* The column value may be automatically created by the RDBMS—that is, where a default column value exists and can be added by the RDBMS when no alternative is supplied.
* The column is set to be a timestamp type, in which case some RDBMSs will insert the current date and time for the column value.
* The column is set to allow NULL values, and none of the previous reasons apply, meaning that the column will simply not have any data in it for the inserted row.

The previous conditions are RDBMS dependent, and some simpler implementations may work slightly differently. For example, there may not be a timestamp data type. For the most part, though, the previous will hold true whichever RDBMS you use.

Let's look at a working example.

ADDING A SINGLE ROW TO A TABLE

|  |
| --- |
| Start example |

Say you want to insert a single row into the Professor table of your InstantUniversity database. [Table 3-1](#ch03table01) shows the Professor table.

Table 3-1: The Professor Table

|  |  |  |
| --- | --- | --- |
| Column Name | Null? | Data Type |
| PROFESSORID | NOT NULL | NUMBER(38) |
| NAME | NOT NULL | VARCHAR2(50) |

In this case, the ProfessorID column is the primary key column, but you haven't instructed the RDBMS to automatically insert values on this column because, as discussed, the way in which you do this varies from RDBMS to RDBMS and because you want the base database to work on each platform. So, in this case, you have to specify both the ProfessorID and Name columns in the INSERT statement.

Let's see what data is in the table:

SELECT ProfessorID, Name from Professor;

You'll get the following results:

ProfessorID Name  
  
 ----------- ----------------  
 1 Prof. Dawson  
 2 Prof. Williams  
 3 Prof. Ashby  
 4 Prof. Patel  
 5 Prof. Jones  
 6 Prof. Hwa

Now that you know which values have already been used in the ProfessorID column, you can safely insert your new row:

INSERT INTO Professor (ProfessorID, Name)  
VALUES (7, 'Snail at work');

If you now rerun your previous SELECT query, you'll see the following:

ProfessorID Name  
  
 ----------- ----------------  
 1 Prof. Dawson  
 2 Prof. Williams  
 3 Prof. Ashby  
 4 Prof. Patel  
 5 Prof. Jones  
 6 Prof. Hwa  
 7 Snail at work

You've added a new row to the Professor table in the InstantUniversity database.

If the ProfessorID column were an identity column, then you would have to omit it in the INSERT statement because the RDMBS would be responsible for adding this data automatically. If you did attempt to insert a value into such a column in an RDBMS such as SQL Server that includes such functionality, you'd receive the following error:

Server: Msg 544, Level 16, State 1, Line 1

Cannot insert explicit value for identity column in table 'ColumnName' when IDENTITY\_INSERT is set to OFF.

This message implies that this behavior can be overridden, which is true although this book won't be covering how to do things such as this until later. Even then, it's difficult to think of a situation where supplying your own value to an automatically numbered column would be useful. One possible situation could be where data absolutely must have specific values for all columns, but of course then you run the risk of insert failure if duplicate identity values crop up.

|  |  |  |
| --- | --- | --- |
|  | Note | Incidentally, the sharp-eyed among you may notice that 'Snail at work' is an anagram, but you'll have to figure it out for yourself. |

|  |
| --- |
| End example |

|  |
| --- |
|  |

Before moving on, it's worth mentioning that it isn't strictly necessary to include Columns in your INSERT statements. If you know the names of each column in the table and the exact order in which they were entered into the database, then you can omit the list of columns. For example:

INSERT INTO Professors  
VALUES (7, 'Snail at work');

However, this isn't practical for larger tables and, in any event, it's much clearer and safer to explicitly name the columns in your statements.

Note also that on certain RDBMSs, including SQL Server, you can create a new row based on default values that are defined in the table specification using the DEFAULT VALUES method in place of the VALUES section. Suppose you have a table like this:

CREATE TABLE Author (  
 AuthorID int IDENTITY PRIMARY KEY,  
 Name varchar(100) DEFAULT 'Anonymous',  
 Dates varchar(20) DEFAULT 'Unknown'  
);

and you want to insert a new row with just the default values for each column and the auto-generated ID field. You can't do it using the standard INSERT...VALUES syntax, so instead you'd use this:

INSERT INTO Author DEFAULT VALUES;

And that does the trick. Using DEFAULT VALUES instead of the standard VALUES clause inserts the default value for every column (or an auto-generated value for identity columns). If there isn't a default value for a non-identity column, the value is treated as NULL. If any column in the table is NOT NULL, isn't an identity column, and doesn't have a default value, then an error will be raised.

This could be useful for keeping an activity log (inserting date/time information whenever a transaction occurs) or for entering a placeholder record (for example, an "anonymous" user as the default entry for posts to a forum where registration isn't required).

### Performing a Multi-Row INSERT

The first thing to point out in this section is that SQL doesn't allow you to add multiple rows using literal values as in the [previous section](#ch03lev2sec1). However, it's possible to add multiple rows using values obtained from the results of an embedded SELECT query. In effect, what this means is that you copy data from one database table into another although of course the names and number of columns needn't be the same for the source and destination tables.

When using an INSERT statement in this way, there are two changes from the syntax used in the [previous section](#ch03lev2sec1):

You don't use the VALUES keyword; instead, you use SELECT to embed the query that obtains the data to insert.

The list of columns to insert data to is optional. If it's supplied, then there must be an equal number of columns of the right types and in the right order returned by the SELECT query that makes up the values for the INSERT statement. If it isn't supplied, then the columns in the SELECT query must match the columns in the target table. As a rule, it's always worth including column names because it'll make debugging much easier.

This makes the syntax for a multi-row INSERT statement as follows:

INSERT INTO   
Table  
 (  
Columns  
) SELECT   
SelectStatement  
;

where Columns is optional.

This statement can be useful in moving large amounts of data around in a database without having to do much work, for example, in backing up data. For instance, you could create a backup table called StuffBackup and then execute the following:

INSERT INTO StuffBackup SELECT ThingName, ThingCost FROM Stuff;

Alternatively, you can easily reshape data and rename columns of rows using a statement such as this:

INSERT INTO StuffV2 (TheName, TheCost)  
SELECT ThingName, ThingCost FROM Stuff;

ADDING MULTIPLE ROWS TO A TABLE

|  |
| --- |
| Start example |

Execute the following SQL statement against the InstantUniversity database:

INSERT INTO Professor (ProfessorID, Name)  
 SELECT StudentID + 7, Name  
 FROM Student;

If you then query the table in the same way as before, you should see something like the following:

ProfessorID Name  
  
 ----------- ---------------  
 ... ...  
 6 Prof. Hwa  
 7 Snail at work  
 8 John Jones  
 9 Gary Burton  
 ... ...

Here you've taken data from the StudentID and Name columns in the Student table and added the data to the similarly named columns in the Professor table. With one short SQL statement, you added 12 rows of data to the Shippers table.

Note that the data also underwent some modification on the way—you added seven to the StudentID value before assigning it to the ProfessorID column, simply to avoid overlapping non-unique values.

|  |
| --- |
| End example |

|  |
| --- |
|  |

In addition to this method for inserting multiple rows into a database, in SQL Server it's also possible to call a stored procedure when performing an insert, which could result in multiple rows being inserted into a table. For example:

INSERT INTO Professor (ProfessorID, Name)  
EXEC sp\_RecruitProfessors;

In this case, the stored procedure you've used (sp\_RecruitProfessors) could contain SQL to perform a similar operation to the inline SELECT you saw in the example, producing the same result.

## Changing Existing Data

In most databases, you'll want to modify data at some point as it becomes out-of-date. This isn't always the case; for example, you wouldn't want to change data in a database containing a list of World Cup-winning snowboarders of recent years, but in many cases it's vital. Allowing customers to update their details in an e-commerce application is essential, for example, or else they would forever be getting orders delivered to houses at which they no longer lived. In SQL you use the UPDATE keyword to do this.

### Updating Rows with UPDATE

The basic syntax for UPDATE is as follows:

UPDATE   
Table  
 SET   
NewColumnValues  
 WHERE   
RowFilter  
;

As before, Table selects the table containing the row (or rows) you want to modify. NewColumnValues is where you provide the new values you want to apply to row(s), and RowFilter allows you to select what row or rows to update, using the same WHERE syntax you saw in the [previous chapter](#Top_of_LiB0013_html).

The main new thing here is NewColumnValues. This part of the statement involves providing a list of comma-separated column names and new values as follows:

UPDATE   
Table  
  
SET ColumnA = NewValueA, ColumnB = NewValueB  
WHERE RowFilter;

The values can be literal values, column names if you want to copy data from other columns, or the results of some calculation. Calculations are covered in detail in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions," but for now it's worth noting that you can perform tasks such as incrementing column values, adding values based on values in other columns, and so on. As a quick example, the following query would be great if someone were feeling generous and wanted to increase their wife's bank account by a substantial amount to pay for hair-care products:

UPDATE BankAccounts  
SET Balance = Balance \* 10  
WHERE AccountHolder = 'Donna Watson';

Unfortunately, we don't have access to the database we'd need to do this, but the idea is nice.

More typically, you'll change values with literal values obtained as part of some other application, for example:

UPDATE LineProducts  
SET ProductName = 'New Improved Plastic Asparagus Tips', ItemsInStock = 1000  
WHERE ProductID = 47;

Here a row is identified by its ID and values changed. Note that there's no need to provide values for all the columns in the table; where a new column value isn't specified, the old value will remain after the statement has executed.

MODIFYING ROW DATA

|  |
| --- |
| Start example |

Execute the following code against the InstantUniversity database:

UPDATE Professor  
SET Name = 'Prof. ' || Name  
 WHERE ProfessorID > 6;

Note that for SQL Server and Access, the || concatenation symbol should be replaced with a +. Also, the syntax for concatenation for MySQL is quite different, and the previous SQL should appear as follows:

UPDATE Professor  
SET Name = CONCAT('Prof. ', Name)  
 WHERE ProfessorID > 6;

The rows should now have been altered as follows:

ProfessorID Name  
  
 ----------- ---------------  
 ... ...  
 6 Prof. Hwa  
 7 Prof. Snail at work  
 8 Prof. John Jones  
 9 Prof. Gary Burton  
 ... ...

This example changes the value in the Name column in Professor to a concatenation of 'Prof. ' and the original value of this column. This modification is applied to the 13 new records added to the Professor table in the previous two examples. To filter these rows, we selected all records with a ProfessorID value of more than six.

|  |
| --- |
| End example |

|  |
| --- |
|  |

|  |  |  |
| --- | --- | --- |
|  | Note | Care should be taken when using an UPDATE statement— omitting the WHERE clause will result in changes to every row of the table. If in doubt, replace the word UPDATE with SELECT while building your statement to test the results before applying them. |

### Using UPDATE with Different RDBMSs

Again, different RDBMSs include their own additions to the UPDATE syntax:

SQL Server: Includes the option of having a FROM clause after the SET clause to make updating related tables much simpler. It can also include an OPTION clause that contains optimizer hints used to optimize the way the statement is executed by SQL Server. For example, specifying OPTION FAST n causes SQL Server to optimize the query so that the first n rows are returned as quickly as possible, before the rest of the result set is returned.

Oracle: Oracle allows you to include a RETURNING clause at the end of the UPDATE statement to return the amended rows into a variable.

MySQL: Includes a LIMIT clause to limit the number of rows that will be affected (see the [next chapter](#Top_of_LiB0027_html) for more information on this keyword).

DB2: Includes an ONLY clause that can be used to limit the scope of the update to just the table in question and not to any subtables. This clause is only used with typed tables and typed views. These are special DB2-specific constructs that allow you to store object instances and to define the hierarchical relationships between them.

There are also capabilities for dealing with cursors, which you'll look at a little later in the book (in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures"), using the WHERE CURRENT OF cursor syntax in SQL Server, Oracle, and DB2.

## Deleting Data

The other essential part of any language intended to access databases is the ability to delete rows. Again, not all tables will need this functionality, but more often than not they will—even if just to remove rows that have been added in error. SQL uses the DELETE keyword for this purpose.

### Deleting Rows with DELETE

To use DELETE statements, you use the following syntax:

DELETE FROM   
Table  
 WHERE   
RowFilter  
;

which makes DELETE statements the simplest ones you've seen so far. Here Table and RowFilter mean just what they did in the previous example. An appropriate choice of RowFilter can remove one or more rows from the chosen Table.

As with the INTO keyword from the INSERT statement, the FROM keyword is optional. Again, this chapter continues to use it because it makes SQL statements easier to read.

To remove a single row, you'd normally specify the ID (primary key) of the row as follows:

DELETE FROM Customers WHERE CustomerID = 23;

|  |  |  |
| --- | --- | --- |
|  | Caution | If you don't specify a WHERE clause, then all rows will be removed from the chosen table. |

Selecting based on an identity column is a little safer than selecting by other columns because the values are guaranteed to be unique. Selecting based on a customer name, for example, may result in more than one row being deleted.

DELETING ROW DATA

|  |
| --- |
| Start example |

Execute the following statement against the InstantUniversity database:

DELETE FROM Professor WHERE ProfessorID > 6;

Executing this statement and then viewing the amended table will produce the following result:

ProfessorID Name  
  
 ----------- ----------------  
 1 Prof. Dawson  
 2 Prof. Williams  
 3 Prof. Ashby  
 4 Prof. Patel  
 5 Prof. Jones  
 6 Prof. Hwa

The SQL statement in this example deletes all rows from the Professor table with a ProfessorID value of more than six. This removes all the records added in previous examples and takes the table back to its original state, before you started mucking around with it. We must say, we're a little sad to see them go. Wave goodbye for us.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Using DELETE with Different RDBMSs

In addition to the functionality shown previously, similar vendor-specific options are available to those discussed:

SQL Server: Includes facility for overriding the default optimizer behavior. SQL Server also includes the ability to specify a second FROM clause to apply a delete to a related row in a related table. For example, if you have a Books table and an Authors table, and you want to delete one author and all his books from your database, you could use a statement like this:

DELETE FROM Books FROM Authors  
WHERE Books.AuthorID = Authors.AuthorID AND Books.AuthorID = 1;

Oracle: The RETURNING clause can be used to store deleted data in a variable.

MySQL: Includes the LIMIT keyword for limiting the scope of a deletion (which you'll look at in the [next chapter](#Top_of_LiB0027_html)).

DB2: Includes the ONLY keyword to limit the scope of the deletion for typed tables and typed views.

SQL Server, Oracle, and DB2 also have the facility for dealing with cursors, which you'll look at later in the book.

### Using the TRUNCATE Statement

If you do want to delete all rows in a table, you might want to use the alternative command TRUNCATE TABLE TableName, which is supported by SQL Server and Oracle. The syntax of the TRUNCATE command is as follows:

TRUNCATE TABLE   
name  
;

TRUNCATE is optimized to work faster than DELETE because it doesn't log details of the deletion. This also means that rollback is impossible because the data is permanently deleted.

For example, you could execute the following statement against the InstantUniversity database to permanently delete all of the available rooms:

TRUNCATE TABLE Rooms;

This might be useful if the university moved premises.

## Summary

In this chapter, you've looked at how you can use SQL to make modifications to the data stored in database tables. Specifically, you've seen the following:

* How to use INSERT statements to add one or more rows
* How to change row data using UPDATE
* How to use DELETE to remove rows from a table

In the [next chapter](#Top_of_LiB0027_html) you'll look at using SQL to deal with multiple rows of data simultaneously, grouping data, and summarizing data.

# Chapter 4: Summarizing and Grouping Data

The previous two chapters introduced the basics of SQL usage, and in fact this is all you'll need for some applications. However, there's a lot more that becomes possible when you delve into the wealth of additional facilities contained in SQL. In this chapter, you'll look at ways of summarizing and grouping data. This enables you to perform many versatile data manipulation techniques. For example, you can find out the maximum value or the average value in a column (say, the highest mark scored by a student in any exam). Or, perhaps more usefully, you can look at maximum or average values for columns based on groupings defined by other columns (so you could group the rows in a table according to the exam taken and then find out the minimum/maximum/average scores for each exam).

Of course, you could create much of this functionality using your own application code. After using basic SQL to extract data from a database, you can summarize and manipulate what you've extracted to your heart's content—but aggregate functions really are best done in SQL. After all, if you're going to examine hundreds of rows to calculate a single row summary answer, then it's much better to perform the aggregate calculation in the database and then send only the single row result over the network.

Summarizing Data

SQL includes several ways of looking at multiple rows simultaneously and extracting summary data. Most of this involves using aggregate functions. In the following sections, you'll look at how to use aggregate functions to achieve the following:

* Count rows and columns
* Obtain the sum of values from a single column
* Calculate average values of columns
* Get maximum and minimum values from columns
* Limit the number of rows returned by a query and with which the previous calculations work

### Performing Row and Column Counting

SQL includes a function called COUNT that you can use for counting the number of rows that meet a certain condition. You can use this function in several ways, but the basic syntax is the same in all cases. In general, you'll place this function inside a SELECT query as follows:

SELECT COUNT(  
CountSpecification  
) FROM   
Table  
;

As this is a SELECT statement, you can include a WHERE clause and anything else you might use in a SELECT statement. Without a filter, all rows will be processed by the COUNT function; otherwise, you'll only be applying it to the subset of the rows you've chosen.

CountSpecification can be one of the keywords described in [Table 4-1](#ch04table01).

Table 4-1: Count Specification Keywords

|  |  |
| --- | --- |
| Count Specification | Meaning |
| \* | Count all rows selected, including those with NULL values. |
| ALL Column | Count all rows with a non-NULL value for the specified column. This is the default operation if you simply specify Column without ALL or DISTINCT. |
| DISTINCT Column | Count all unique rows with a non-NULL value for the specified column. |

|  |  |  |
| --- | --- | --- |
|  | Note | Note that the ALL and DISTINCT keywords can't be used with Microsoft Access databases in this context. Only \* or simply Column will work. |

One interesting feature is that you name the value returned in much the same way as you named calculated columns in [Chapter 2](#Top_of_LiB0013_html), "Retrieving Data with SQL":

SELECT COUNT(  
CountSpecification  
) AS   
ColumnName  
 FROM   
Table  
;

You can also use several COUNT functions at once, separated with commas just as if you were selecting several columns. However, you can't mix this function with column names as if it were a normal SELECT statement, at least not without considering groups, which you'll do later in this chapter. In other words, you can't do something like this:

SELECT COUNT(ReportsTo), FirstName, LastName  
FROM Employees;

The previous variations are best learned with a few quick examples. The following is the simplest case:

SELECT COUNT(\*) AS LegendCount FROM ArthurianLegends;

The previous expression returns the number of records in the table ArthurianLegends, returning it as a single entry in a column called LegendCount.

Here's another:

SELECT COUNT(ALL NameOfSwordInLegend) FROM ArthurianLegends;

This will return a single entry in an unnamed column, which indicates how many non-NULL values there are in the NameOfSwordInLegend column of the ArthurianLegends table.

Finally, the following:

SELECT COUNT(DISTINCT NameOfSwordInLegend)  
FROM ArthurianLegends;

is practically the same as the previous, but this time you're only counting unique values. Should the text Excalibur appear several times in this column in different rows, it'll still only be counted once.

COUNTING ROWS

|  |
| --- |
| Start example |

Execute the following query against the InstantUniversity database:

SELECT COUNT(\*) AS NumberOfExams,  
 COUNT(DISTINCT SustainedOn) AS UniqueDates,  
 COUNT(Comments) AS ExamsWithComments  
FROM Exam;

This query actually performs three separate counting calculations for all the records in the Exam table. Because you want to be able to tell the values apart, you name each calculation according to the calculation being performed.

The first calculation uses COUNT(\*) to obtain the total number of rows in the table, storing it in a column called NumberOfExams.

The second calculation uses COUNT(DISTINCT SustainedOn) to determine the total number of unique entries in the SustainedOn column, storing the result in a column called UniqueDates.

The third calculation uses COUNT(Comments)—equivalent to COUNT(ALL Comments) because ALL is the default behavior—to count all the non-NULL entries in the Comments column, returning the result in a column called ExamsWithComments.

The output from this query is as follows:

NumberOfExams UniqueDates ExamsWithComments  
  
------------- ----------- -----------------  
11 10 9

Even with this simple example, it should already be apparent that aggregate functions such as COUNT can be extremely handy.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Retrieving Column Totals

The next function you'll look at is SUM, used to calculate the total value of a column. Because this function performs a mathematical summing operation, it can only be used where the data type of the column you want to examine is appropriate. It works fine with numerical types, but it won't work at all with string values.

The syntax is much the same as with COUNT:

SELECT SUM(  
SumSpecification  
) FROM   
Table  
;

The only difference between the SUM function and the COUNT function is that you can't use a wildcard (\*) in a SUM function. However, you specify ALL or DISTINCT in the same way (although not in Access) to select between all values or just unique ones. For example:

SELECT SUM(ALL Age) FROM Students;

This query will return a single entry in an unnamed row that's the sum of all entries in the Age column of a table called Students.

SUMMING COLUMNS

|  |
| --- |
| Start example |

Enter and execute the following query:

SELECT SUM(Credits) AS TotalCredits FROM Course;

This simple example just adds up the entries in the Credits column of the Course table. It should give the following output:

TotalCredits  
  
------------  
55

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Getting Column Averages

Column averages (arithmetic mean values) are easily calculated by dividing the sum of the column by the number of rows summed, but to make it even easier you can use the AVG function. This function works in the same way as those you've already examined:

SELECT AVG(  
AvgSpecification  
) FROM   
Table  
;

As with SUM, you can use ALL or DISTINCT in AvgSpecification (but, again, not in Microsoft Access). In both cases, NULL values are ignored.

|  |  |  |
| --- | --- | --- |
|  | Note | Note that only this function exists for average values—there are no equivalents for obtaining modal or median values. However, these are relatively easy to calculate with combinations of other techniques, so this isn't really a problem. |

For example, the following query obtains the average age of the students in a Students database by getting the average value of data in the Age column:

SELECT AVG(ALL Age) FROM Students;

GETTING COLUMN AVERAGES

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT AVG(Mark) AS AverageMark  
FROM StudentExam  
WHERE StudentID = 10;

This simple example uses the AVG function to calculate the average exam mark achieved by the student with an ID of 10, from data in the StudentExam table. Note that the answer you receive may depend on the RDBMS you're using. In some cases, the result will be converted into the same data type as the column. In SQL Server and DB2, for example, this column is of type INT, giving the answer shown shortly. In Oracle and Access, the column data type is NUMBER, which can hold floating-point values, so the answer will be 73.5. It's important to be aware of this to avoid getting false or inaccurate results.

|  |  |  |
| --- | --- | --- |
|  | Note | To get around this problem, you need to convert the column to a floating-point type before calculating the average. You'll look at data type conversion functions in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions." |

The results (with rounding) are as follows:

AverageMark  
  
-----------  
73

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Retrieving Maximum and Minimum Values

The last two aggregate functions you'll look at here are MAX and MIN, which return maximum and minimum values of columns. These work in the same way as most of the other functions you've looked at in this chapter:

SELECT MAX(  
MaxSpecification  
) FROM   
Table  
;  
SELECT MIN(  
MinSpecification  
) FROM   
Table  
;

As before, you can use ALL or DISTINCT in the specifications of these functions; although with these functions, this is for compatibility reasons only. Looking at either all values or only unique ones won't make a blind bit difference to the functionality here because how many times a value occurs is irrelevant when you're looking for extreme values.

MAXIMUM AND MINIMUM COLUMN VALUES

|  |
| --- |
| Start example |

Enter and execute this query:

SELECT MAX(Mark) AS TopMark, MIN(Mark) AS BottomMark  
FROM StudentExam  
WHERE ExamID = 6;

In this, the last simple example of aggregate functions, you use the MAX and MIN functions to obtain the maximum and minimum values in the Mark column of the StudentExam table. This returns the top and bottom marks scored by any student in the electronics exam:

TopMark BottomMark  
  
----------- -----------  
84 63

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Grouping Data

So far, you've only applied your aggregate functions to either all the records in a table or a filtered set. This means that if you want to get, say, summed values for subsets of data in a database, it could mean several separate queries. For example:

SELECT SUM(UnitCost) FROM Products WHERE SupplierID = 1;  
SELECT SUM(UnitCost) FROM Products WHERE SupplierID = 2;  
SELECT SUM(UnitCost) FROM Products WHERE SupplierID = 3;

And so on. Obviously, this isn't ideal. As an alternative, SQL provides a way to divide tables into groups of rows and apply aggregate functions to groups rather than all the records returned by a query. This is when using aggregate functions becomes most powerful.

### Filtering Group Data

To group data in SQL, you use the GROUP BY clause, with typical syntax as follows (typical because SELECT queries themselves are so variable):

SELECT   
ColumnA  
,   
AggFunc  
(  
AggFuncSpec  
) FROM   
Table  
  
WHERE   
WhereSpec  
  
GROUP BY   
ColumnA  
;

Here the values in ColumnA are enumerated, and groups are created for rows with matching values in ColumnA. For example, if there are 40 records with 15 different possible values in ColumnA, then 15 groups will be created. This means that 15 rows are returned, each consisting of an entry for the ColumnA values they share and the result of the aggregate function applied to the rows in a group.

Note that there's actually no need to return ColumnA in the query, but it tends to make sense so that you can identify the group. As with other queries involving aggregate functions, you can't include other columns in the data returned because this wouldn't make logical sense. For example:

SELECT   
ColumnA  
,   
ColumnB  
,   
AggFunc  
(  
AggFuncSpec  
) FROM   
Table  
 WHERE   
WhereSpec  
  
GROUP BY   
ColumnA  
;

Each group might have several rows with ColumnB values, and because the returned rows can only show one, this query is simply too vague to be interpreted, so an error will be raised.

The best way to look at this grouping behavior is to see an example.

GROUPING DATA

|  |
| --- |
| Start example |

Enter and execute the following query:

SELECT StudentID, COUNT(\*) AS HighPasses  
FROM StudentExam  
WHERE Mark > 70  
GROUP BY StudentID;

The way in which a database will generally execute this query is to group together rows with the same value in the StudentID column and then execute the COUNT function to find out the number of exams that each of the students in your database has passed with a mark of greater than 70. The result looks as follows (only the first four rows are shown in the output):

StudentID HighPasses  
  
----------- -----------  
1 1  
3 2  
4 1  
6 1  
... ...

You'll notice that, in this example, if a student hasn't achieved any high passes, then he or she isn't listed at all.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Including all Rows in a Group (SQL Server)

In SQL Server, you can also add the ALL keyword to the GROUP BY clause:

SELECT   
ColumnA, AggFunc(AggFuncSpec) FROM Table  
  
WHERE WhereSpec  
  
GROUP BY ALL ColumnA;

If you do this, then groups will be selected from values in all the rows in the table, not just those filtered by the WHERE clause. However, the values calculated for these groups by aggregate functions do take the WHERE clause into account, meaning that some groups will be shown with misleading (or NULL) values calculated by these functions.

Compare the previous example with the following query:

SELECT StudentID, COUNT(\*) AS HighPasses  
FROM StudentExam  
WHERE Mark > 70  
GROUP BY ALL StudentID;

You now add the ALL keyword, meaning that all students will be considered, even if they have no exam marks this high. The result of this is that the COUNT function has no records to count for some students, hence the zero entries in the HighPasses column in the results and the increased number of results returned (again, only the first four rows are shown):

StudentID HighPasses  
  
----------- -----------  
1 1  
2 0  
3 2  
4 1  
... ...

### Using the HAVING Clause

Suppose you want to filter your result set not by any actual value in the database but by the results of an aggregate function. For example, perhaps you want to find out which students did particularly well or badly in their exams in general. You don't want to filter based on any particular mark but on the average mark for all exams they took. You might think this would be as simple as adding the condition to the WHERE clause:

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
WHERE AVG(Mark) < 50 OR AVG(Mark) > 70  
GROUP BY StudentID;

Unfortunately, this won't work. The WHERE clause is used to filter data before the aggregate function is calculated, whereas you need to filter the data on the basis of the aggregate values. If you try to execute this query, you'll get an error.

The answer to the problem (as you've probably already guessed from the heading of this section) is the HAVING clause. This clause is placed after the GROUP BY clause and takes the following form:

HAVING   
FilterCondition

So, to find out which students scored on average more than 70 percent or less than 50 percent in their exams, you'd use this query:

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
HAVING AVG(Mark) < 50 OR AVG(Mark) > 70;

This returns the results:

StudentID AverageMark  
  
------------ ------------  
2 48  
3 80  
7 71  
10 73

You can also use HAVING in conjunction with WHERE if you want to filter the data both before and after the aggregate column is calculated. For example, let's suppose you want to restrict yourself to the results of the mathematics exams. There are three math exams, with ExamID values of 5, 8, and 11. So your new query will look like this:

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
WHERE ExamID IN ( 5, 8, 11 )  
GROUP BY StudentID  
HAVING AVG(Mark) < 50 OR AVG(Mark) > 70;

The WHERE filter is applied before the aggregate values are calculated, so any rows in the StudentExam table where the ExamID field doesn't contain one of the values 5, 8, or 11 will be ignored completely. Once the aggregate values have been calculated, you use the HAVING clause to restrict the rows returned to those students whose average over these three exams is either particularly good or particularly bad. The result of this query is as follows:

StudentID AverageMark  
  
------------ ------------  
2 39  
10 71

### Using Top-N Queries

Sometimes, for whatever reason, you won't want to return all the rows in a database that match the filter criteria. If you only want, say, the top 10 rows, then it makes little sense to get hundreds of rows from a database and only work with 10 of them because this means that more data is being exchanged between servers, which impairs performance. All of the database systems covered in this book support ways of doing this. Unfortunately, these are all different, so you'll look at each system in turn.

#### SQL Server and Access

SQL as implemented in Microsoft SQL Server and Access allows you to choose how many rows to return using the TOP keyword:

SELECT TOP   
RowCount ColumnA  
,   
ColumnB  
 FROM   
Table  
;

The TOP RowCount section shown here can be added to any SELECT query. RowCount can be an absolute number, which will be how many rows to return, or it can be a number followed by the PERCENT keyword, meaning that a percentage of the total rows selected will be returned.

In its most basic usage, the TOP keyword simply returns the first matches found in a table:

SELECT TOP 5 CustomerID, CustomerName FROM Customers;

This query would return data from the first five rows in the Customers table.

However, one important point to note here is that the top rows are snipped off after any sorting is performed. This makes it possible to select, say, the rows with the highest or lowest values in a certain column:

SELECT TOP 10 PERCENT StudentID, Mark  
FROM StudentExam  
ORDER BY Mark;

The previous query returns the bottom 10 percent of marks in the StudentExam table—it's the bottom because ORDER BY Mark specifies an ascending order (the row with the lowest Mark value is the first one in the result set generated by the query).

RETRIEVING THE TOP FIVE STUDENTS (SQL SERVER/ACCESS)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT TOP 5 StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
ORDER BY AVG(Mark) DESC;

Here you've retrieved the average mark scored by each student in his or her exams and ordered the student IDs according to this average, with the top average first in the result set. You use the TOP keyword to extract only the top five records, showing the five rows with the highest average mark:

StudentID AverageMark  
  
------------ ------------  
3 80  
10 73  
7 71  
6 68  
9 68

Notice that you repeat AVG(Mark), rather than using the AverageMark alias, in the ORDER BY clause because Access doesn't allow computed aliases to be used in GROUP BY or ORDER BY clauses. This isn't a problem for SQL Server.

Also, notice that because SQL Server rounds the averages down to the nearest integer, the order isn't guaranteed to be accurate—in this case, the student with an ID of 9 (Andrew Forster, if you're asking) actually has a slightly higher average than Vic Andrews (with the ID of 6), but because they're both rounded down to 68, SQL Server treats them as equal.

|  |
| --- |
| End example |

|  |
| --- |
|  |

This last point raises another issue—what if the cut-off point occurs in the middle of a sequence of several rows with the same value in the ORDER BY column? What if you asked for the top four values instead of the top five? SQL Server simply returns whatever rows it places at the top of the result set, so the record for Vic Andrews will be returned but not that for Andrew Foster.

To ensure that all rows with matching values are returned, you need to add WITH TIES to your query:

SELECT TOP 4   
WITH TIES  
 StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
ORDER BY AverageMark DESC;

This returns the rows for both Vic Andrews and Andrew Foster, so five rows rather than four are returned. This is the default behavior for Access, so the WITH TIES keywords aren't supported.

|  |  |  |
| --- | --- | --- |
|  | Note | WITH TIES can only be used if the query has an ORDER BY clause. |

#### MySQL

In MySQL, the LIMIT keyword is used in a similar way (although in a different place) as the TOP keyword:

SELECT   
ColumnA  
,   
ColumnB  
  
FROM   
Table  
  
LIMIT   
StartRecord  
,   
TotalRecords;

Here TotalRecords is the total number of rows to return, and StartRecord shows how many rows to omit. This is slightly more flexible than TOP (although no PERCENT equivalent exists) because you can get chunks of data at a time.

For example, you could use the following SQL query in MySQL:

SELECT CustomerID, CustomerName FROM Customers LIMIT 0, 5;

This would get data from the first five records in the Customers table. If only one number is supplied, this is taken as the number of rows to return, and a default of zero is assumed for the starting row. So, you could have written the previous query as this:

SELECT CustomerID, CustomerName FROM Customers   
LIMIT 5  
;

As with TOP, combining this keyword with ORDER BY can be a useful technique.

RETRIEVING THE TOP FIVE STUDENTS (MYSQL)

|  |
| --- |
| Start example |

Execute this query against the InstantUniversity database:

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
ORDER BY AverageMark DESC  
LIMIT 0, 5;

Again, you retrieve the average mark scored by each student in his or her exams and order the records accordingly. You add the LIMIT 0, 5 clause to specify that you want to retrieve only five records, starting with the first record (record number zero):

StudentID AverageMark  
  
------------ ------------  
3 80  
10 73.5  
7 71.3333  
9 68.6667  
6 68.3333

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### DB2

DB2 uses a FETCH FIRST clause to limit the number of rows returned from a query. This has two basic forms; to retrieve just the top row, you can write the following:

SELECT CustomerID, CustomerName FROM Customers  
FETCH FIRST ROW ONLY;

If you don't specify the number of rows to retrieve, only one row will be returned. To fetch more than one row, you must specify a positive integer value in the FETCH FIRST clause. For example, to fetch five rows, you can write this:

SELECT CustomerID, CustomerName FROM Customers  
FETCH FIRST 5 ROWS ONLY;

Again, you can use this clause in conjunction with an ORDER BY clause to retrieve the highest or lowest values in the result set. The FETCH FIRST clause is placed at the end of the query, after the ORDER BY clause.

RETRIEVING THE TOP FIVE STUDENTS (DB2)

|  |
| --- |
| Start example |

Enter and execute this query:

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
ORDER BY AverageMark DESC  
FETCH FIRST 5 ROWS ONLY;

Here again you retrieve the five students with the highest average marks from the StudentExam table by averaging the Mark value for each separate StudentID using the AVG function. You limit the result set to five rows by appending the clause FETCH FIRST 5 ROWS ONLY to the query:

StudentID AverageMark  
  
------------ ------------  
3 80  
10 73  
7 71  
6 68  
9 68

Note that, as with SQL Server, the order isn't guaranteed to be 100-percent accurate because the averages are rounded down to fit into the INT data type.

|  |
| --- |
| End example |

|  |
| --- |
|  |

As with SQL Server, if the cut-off point comes in the middle of a group of records with the same value in the ORDER BY column, the values that are (arbitrarily) placed later won't be returned from the query.

To get around this, you need to use the RANK function, which assigns a rank to every row returned by a query. RANK has the following syntax:

RANK() OVER (ORDER BY   
ColumnName  
 ASC | DESC)

You use RANK much like any other SQL function: to add a new column to the result set returned from the query. This column indicates what rank each row has when the results are ordered by the column named in the RANK() OVER clause. For example, to add a column indicating the rank for each of the students based on the average mark they scored in the exams they took, you'd use the following query:

SELECT RANK() OVER (ORDER BY AVG(Mark) DESC) AS Ranking,  
 StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID;

So, to retrieve the top four students, taking any ties into account, you just need this query with a WHERE Ranking <= 4 clause, right? Nearly. Unfortunately, though, you can't access the computed Ranking column in the same query. Instead, you need to define this query as a subquery and then query that subquery, adding the WHERE clause to the outer query. The syntax for creating a subquery in DB2 is as follows:

WITH   
SubQueryName  
 (  
SubQueryColumnList  
)  
AS (  
SubQueryStatement  
)  
...   
Outer query  
 ...

So, when you put all that together for your top students query, you end up with this monster of a SQL statement:

WITH RankedMarks (Ranking, StudentID, AverageMark)  
AS (  
 SELECT RANK() OVER (ORDER BY AVG(Mark) DESC) AS Ranking,  
 StudentID, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 GROUP BY StudentID)  
SELECT Ranking, StudentID, AverageMark  
FROM RankedMarks  
WHERE Ranking <= 4;

#### Oracle

Finally, Oracle allows a similar query to be performed using the ROWNUM keyword, where every record in a table is assigned a row number according to its position, separate from the ID of the row or any other data. This keyword, however, must be specified in a WHERE clause with a comparison operator, and so it isn't as flexible (and won't work with ORDER BY because reordered rows maintain their original row number).

SELECT CustomerID, CustomerName FROM Customers  
WHERE ROWNUM <= 5;

To get around this, you can embed your SELECT statement as a subquery into an outer query, querying that subquery for the top n rows. For example, to retrieve the first five rows sorted alphabetically by CustomerName, use the following:

SELECT CustomerID, CustomerName FROM (  
 SELECT CustomerID, CustomerName  
 FROM Customers  
 ORDER BY CustomerName ASC)  
WHERE ROWNUM <= 5;

RETRIEVING THE TOP FIVE STUDENTS (ORACLE)

|  |
| --- |
| Start example |

Enter and execute this query:

SELECT StudentID, AverageMark FROM (  
 SELECT StudentID, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 GROUP BY StudentID  
 ORDER BY AverageMark DESC  
)  
WHERE ROWNUM <= 5;

Here you define a subquery that retrieves the average mark for each student over all exams taken, sorted in descending order (so the student with the highest average comes first):

SELECT StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID  
ORDER BY AverageMark DESC

To retrieve the top five students, you embed this subquery into a SELECT statement and use the ROWNUM keyword to select just the top five rows:

StudentID AverageMark  
  
------------ ------------  
3 80  
10 73.5  
7 71.3333333  
9 68.6666667  
6 68.3333333

Although rounding down to integers doesn't occur in this example, you still have the problem that some rows may be arbitrarily discarded if the cut-off point occurs in the middle of a group of rows with the same average mark. The way around this is similar to the DB2 approach—you use the RANK() function. This has the same syntax and is used in the same way as in DB2:

RANK() OVER (ORDER BY   
ColumnName  
 ASC | DESC)

You use this to add a new column to your subquery, containing a value for each row that indicates the rank of that row in the result set. The subquery that uses this function has the same form as the DB2 subquery:

SELECT RANK() OVER (ORDER BY AVG(Mark) DESC) AS Ranking,  
 StudentID, AVG(Mark) AS AverageMark  
FROM StudentExam  
GROUP BY StudentID

To retrieve the top four placed students (taking any ties into account), the outer query just needs to retrieve all the rows from this subquery that are ranked four or less:

SELECT Ranking, StudentID, AverageMark FROM (  
 SELECT RANK() OVER (ORDER BY AVG(Mark) DESC) AS Ranking,  
 StudentID, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 GROUP BY StudentID)  
WHERE Ranking <= 4;

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Using Analytic Functions

With the introduction of the RANK() function in the [previous section](#235), you actually strayed from the realm of basic aggregate functions into the more complex topic of analytic functions. Oracle and DB2 provide a range of analytic functions that allow you to perform complex computation that would otherwise need to be performed outside of the SQL standard.

Of the databases covered in this book, analytic functions are currently only supported in Oracle and DB2, so this section won't tackle the subject in much detail. You should consult your database documentation to see exactly which analytic functions are supported and how they work. However, if you do happen to be using Oracle or DB2, you can at least learn how aggregate functions such as SUM and AVG can be used as analytic functions.

The basic syntax for analytic functions is as follows:

Function  
 (<  
argument  
>) OVER  
(<  
Partition clause  
> <ORDER BY   
clause  
> <  
Windowing clause  
>)

It's the OVER keyword that identifies your function as an analytic function. The best way to get a feel for this is to see it in action. Let's start with the simplest example:

SELECT StudentID, Mark, AVG(Mark) OVER  
() Average\_Mark  
FROM StudentExam  
ORDER BY StudentID, Mark;

The output from this query is as follows (the output is cropped after six rows):

STUDENTID MARK AVERAGE\_MARK  
  
---------- ---------- ----------------  
1 55 63.9310345  
1 73 63.9310345  
2 39 63.9310345  
2 44 63.9310345  
2 63 63.9310345  
3 78 63.9310345  
...

In the absence of any clauses, the average mark is computed over every row. The resulting value displayed for each row is the same as that which would have been obtained by a simple SELECT AVG(Mark) from StudentExam; query. Let's see what happens when you add an ORDER BY clause:

SELECT StudentID, Mark, AVG(Mark) OVER  
(ORDER BY StudentID, Mark) Running\_Average  
FROM StudentExam  
ORDER BY StudentID, Mark;

You now obtain the following:

STUDENTID MARK RUNNING\_AVERAGE  
  
---------- ------- ---------------  
1 55 55  
1 73 64  
2 39 55.6666667  
2 44 52.75  
2 63 54.8  
3 78 58.6666667  
...<output cropped>...  
10 79 63.9310345

As you can see, the calculation is performed differently when an ORDER BY clause is specified. It applies ordering to a group of data and essentially tells the database to calculate the average of the current row and all preceding rows (in effect, this applies a default windowing clause, but more about that in a moment). Thus, you get a running average over the group of data. In this case the "group" is every row of data, so by the time you get to the last row, you arrive at the average over all rows—the same value that the previous query supplied.

Finally, let's add a partitioning clause:

SELECT StudentID, Mark, AVG(Mark) OVER  
(PARTITION BY StudentID  
 ORDER BY StudentID, Mark) Running\_Avg\_by\_Student  
FROM StudentExam  
ORDER BY StudentID, Mark;

The output should look as follows:

STUDENTID MARK RUNNING\_AVG\_BY\_STUDENT  
  
---------- ------- ----------------------  
1 55 55  
1 73 64  
2 39 39  
2 44 41.5  
2 63 48.6666667  
3 78 78  
3 82 80

The partitioning clause logically breaks the data down into groups, and the function is applied independently to each group. Thus, you obtain a running average by student.

To finish off, let's briefly look at the windowing clause. The syntax gets a little complex here, and you should definitely refer to your database manual for full details. However, it basically allows you to supply a specific range of data against which you should execute the function. The previous query is actually equivalent to this:

SELECT StudentID, Mark, AVG(Mark) OVER  
(PARTITION BY StudentID  
 ORDER BY StudentID, Mark  
 RANGE BETWEEN UNBOUNDED PRECEDING AND  
 CURRENT ROW  
 ) Running\_Avg\_by\_Student  
FROM StudentExam  
ORDER BY StudentID, Mark;

The highlighted code specifies that the window of data is the current row and all rows preceding it (which is the default). However, you can change this. For example, the following code would take the average over only the current row and the preceding row:

SELECT StudentID, Mark, AVG(Mark) OVER  
(PARTITION BY StudentID  
 ORDER BY StudentID, Mark  
 ROWS 1 preceding  
 ) Running\_Avg\_by\_Student  
FROM StudentExam  
ORDER BY StudentID, Mark;

This short section should have at least given you a feel for the potential power of analytic functions.

## Summary

In this chapter, you saw how you can use SQL to summarize data from multiple rows. To start with, the rows that were summarized were selected simply by a WHERE clause. To make summarization techniques more powerful, you can also look at groups of data, which you did in the second half of the chapter.

To be specific, you learned about the following:

* Using the COUNT function
* Using the SUM function
* Using the AVG function
* Using the MAX and MIN functions
* Grouping data using the GROUP BY clause
* Using the HAVING clause with data groups
* Limiting the number of rows returned, using Top-N queries

You even took a sneaky look at the more advanced topic of analytic functions.

This chapter used calculations and functions in many of its examples. In the [next chapter](#Top_of_LiB0031_html), you'll learn about this subject in more detail.

# Chapter 5: Performing Calculations and using Functions

Overview

A number of times over the past few chapters you found that selecting data based on the simple column name didn't meet your needs. Instead you needed to combine values or calculate new values based on the data in your database, such that the values you obtained in your results were ready for you to use. You have, for example, concatenated strings to create columns more suited to applications, and you've also performed simple calculations involving numerical data, such as multiplying the values of two columns together.

In this chapter, you're going to look at calculations in more detail, outlining what is and isn't possible, as well as the syntax required. You're also going to examine several of the important single row functions (which act on a single row, rather than a set of rows, and return a value) that SQL provides for you. These allow you to perform all sorts of operations. You can, for example, do the following:

* Perform various mathematical and trigonometric actions on data
* Reformat dates and times
* Manipulate string values
* Convert between different data types

Along the way, you'll see how you can use these functions in conjunction with some of the aggregate functions you explored in the [previous chapter](#Top_of_LiB0027_html), which act on a set of rows and provide summary data to powerful effect.

You'll finish up by discussing how to create your own custom functions for when the built-in versions don't quite meet your specific needs.

## Performing Calculations in SQL

SQL provides a rich set of functionality for performing calculations with the data stored in a database. Some of this is already apparent from the WHERE clauses you've been using in earlier chapters because you've seen how you can perform basic comparisons to filter data. You've also looked at calculated columns as a means of reshaping database data. As yet, though, you haven't explored the full range of options available or all the places that you can use calculations.

Consider the following SQL query:

SELECT   
ColumnA  
,   
Expression1  
 AS   
ColumnB  
 FROM   
Table  
  
WHERE   
Expression2  
;

Although Expression1 can simply be a column name and Expression2 can be just a comparison involving a column, you have more options at your disposal. Expression1 evaluates to a value to be stored in ColumnB, but that evaluation can be a complex as you like, involving as many columns and literal values as you like (as well as functions, as you'll see later in the chapter). Expression2 has to evaluate to Boolean true or false values for each row. If it's true, a row is filtered and included in the results, but this can involve much more than a simple comparison.

To build up the various expressions that can be placed into SQL statements (not just queries—the same applies to other SQL statements such as UPDATE), you combine column names with operators and/or literal values. There's even nothing stopping you from doing something as simple as using just a literal value for a calculated column; however, because the result will be just a set of rows with a set value for a certain column, this isn't particularly useful. In general, you will be performing calculations based on the data stored in a row while avoiding simply returning column values.

### Using Operators

SQL includes many operators for use in expressions, some of which you've seen already, such as + and \*. Several of the keywords you've seen earlier in the book are also technically operators—including AND, LIKE, and BETWEEN—although in practice some of these work in a more complex way than the simpler arithmetic or comparison ones.

The full list of arithmetic operators is +, -, \*, /, and %. Of these, the first four are for addition (doubling as string concatenation in SQL Server and MySQL), subtraction, multiplication, and division, and the fifth is the slightly more complex modulus operator. This operator returns the integer remainder of a division operation. For example:

19 % 7 = 5

This is because seven fits into 19 twice, leaving a remainder of five.

You saw all the comparison operators in [Chapter 2](#Top_of_LiB0013_html), "Retrieving Data with SQL," but to recap the full list is =, !=, <>, <, <=, !<, > , >=, and !>.

There are also several bitwise operators that perform bitwise operations on numeric values, where the binary equivalent of numbers are operated on. [Table 5-1](#ch05table01) shows these operators.

Table 5-1: Bitwise Operators

|  |  |
| --- | --- |
| Bitwise Operator | Operation |
| & | Bitwise AND |
| | | Bitwise OR |
| ^ | Bitwise XOR (exclusive OR) |
| ~ | Bitwise NOT |

Finally, you can use parentheses to specify the order that operators are executed. This is necessary in situations such as the following:

5 + 3 \* 2

In this example, the \* operator takes precedence over the + operator and executes first, so the result will be 11. However, using parentheses you could write the following:

(5 + 3) \* 2

Here the calculation in parentheses executes first, making the result 16.

|  |  |  |
| --- | --- | --- |
|  | Note | For a full list of operators, precedence, and so on, see the documentation that accompanies the Relational Database Management System (RDBMS) you're using. |

### Using Expressions

Now you've seen all the building blocks of expressions (apart from functions), so it's time to put them together and see the rules behind expression building.

In general, you'll be building either standard expressions that evaluate to a calculated value or Boolean expressions that evaluate to true or false.

For calculated values, you'll typically work with column values, literal values, and arithmetic operators to build values. For example:

ColumnA  
 /   
ColumnB

Or, for example:

(  
ColumnA  
 + 2) \*   
ColumnB

For Boolean expressions, you build up Boolean calculations with comparison and logical operators:

(  
ColumnA  
 < 2) OR NOT (  
ColumnB  
 >= 5)

In all cases, the column values used are for whatever row is currently being processed.

As you can see, although there isn't a huge amount to cover here because there aren't that many operators, the possibilities are limitless, allowing complex expressions to be built with ease.

USING EXPRESSIONS

|  |
| --- |
| Start example |

Connect to the InstantUniversity database and execute this query:

SELECT StudentID, Mark,  
 (Mark \* 100) / 80.0 AS ActualPercentage, IfPassed,  
 Comments  
FROM StudentExam  
WHERE ExamID = 3;

In this example you're assuming that the Mark column in the StudentExam table gives an absolute mark rather than a percentage result and that the total marks available in the exam with an ExamID of 3 is 80. You use an expression to convert the value in the Mark column into a percentage based on this information as follows:

(Mark \* 100) / 80.0

Note that the Mark column is of type int. For this reason, the total number of marks, 80, is expressed as a floating-point value (by appending .0), which forces the integer result of Mark \* 100 to be converted into a floating-point value. The reason for this is that integers can always be expressed as floating-point values, but not vice versa. To guarantee a successful result, the RDBMS performs this conversion automatically for you. If you used the following, there would be a possibility that no conversion would be performed, and you would lose accuracy because the result would be expressed as an integer:

(Mark \* 100) / 80

|  |  |  |
| --- | --- | --- |
|  | Note | This is dependent on the RDBMS in use—SQL Server and DB2 treat the result as an integer, but Oracle, MySQL, and Access allow floating-point values. |

The output from this query is as follows:

StudentID Mark ActualPercentage IfPassed Comments  
  
 ------------ ----- -------------------- -------- --------------  
 2 44 55.000000 1 Scraped through  
 6 78 97.500000 1 Excellent work  
 8 46 57.500000 1 Poor result

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Using Functions in SQL

As you saw in the past chapter, functions can be extremely useful in processing data stored in a database and can save you a lot of work when you deal with results returned by SQL queries. So far, most of the functions you've seen have been aggregate functions, but there are a lot more than that available to you.

The general syntax for calling a function is simply as follows:

FUNC  
(  
Parameters  
);

Here FUNC is the name of the function, and Parameters are the parameters of the function, which may be column names, literals, expressions, or even other functions. Where more than one parameter is required, they're separated by commas:

FUNC(Parameter1, Parameter2, ...);

Functions can be used pretty much anywhere in a SQL statement because they can evaluate to numeric values, strings, Boolean values, and so on.

Unfortunately, functions tend to be very RDBMS specific, where each of the major RDBMSs has its own suite of functions—far too many to list here. However, there's some overlap, and you can examine some of the more commonly used functions without too much worry concerning compatibility issues.

One area where many functions are shared is with mathematical functions. Whatever RDBMS you're using, you're likely to have access to functions that do the following:

* Return the absolute value of a value, typically called ABS or similar
* Perform trigonometric calculations, such as SIN, COS, and so on
* Calculate logarithms, such as LOG10 or LOG, to use base e
* Calculate square roots, SQRT
* Raise values to a given power, POWER
* Generate random numbers, RAND

RDBMSs usually include functions for dealing with date and time values, working with strings (obtaining substrings, replacing characters, reversing character order, and so on), and much more. Typically, access to all the functionality of a database is achieved via functions, including security functionality, general database statistics, configuration, and most other things you might imagine.

As an example, consider the situation where you want to obtain the square root of the numbers in a column, which means using a function such as SQRT, as noted previously. In SQL Server, Oracle, DB2, and MySQL, you could use simply the following:

SELECT SQRT(  
ColumnName  
) AS   
RootOfColumnName  
 FROM   
TableName  
;

However, Access doesn't have a SQRT function, so you have to use SQR instead:

SELECT SQR(  
ColumnName  
) AS   
RootOfColumnName  
 FROM   
TableName  
;

The result is the same, but the name of the function is different. Sadly, this is typical and can mean checking the function list of the RDBMS you're using to find the exact syntax you need to use.

Because there are so many functions available, and because they're so database-specific, there's really no point in attempting to cover everything here. Instead you'll look at some of the main areas where you need functions—manipulating numbers, strings, and dates and times and converting between different data types—and you'll deal with other individual functions as you come across them in the remainder of the book. Later, at the end of the chapter, you'll also look at the CREATE FUNCTION statement that lets you define your own functions.

### Working with Numbers

Previously, you saw integer values being used simply by inserting the numeric value, without any ' characters or other delimiting character:

2763

This holds for all numeric types, but there are also several other elements of notation you can use. First, you can include decimal points for floating-point numbers:

3.142

You can also include scientific notation to include the exponent of a number, for example:

7.34E3

You can use the - symbol to specify either a negative number or a negative exponent (or both):

-2.43E-15

You can also use the + symbol in a similar way although this isn't really necessary because numbers will be interpreted as positive by default.

SQL Server and Access have a specific money data type, which allows for constants including a currency symbol, with all the other options described previously:

-$300.50

Other RDBMSs include additional, more exotic string representations of numeric values, such as preceding a string literal with X in DB2 and MySQL to indicate a hexadecimal value.

#### Working with Hexadecimal Numbers

The following is a DB2/MySQL hexadecimal number:

X'5A0F'

SQL Server, however, uses the prefix 0x for hexadecimal values, which aren't enclosed in quotes (this is also supported by the latest versions of MySQL):

0x5A0F

|  |  |  |
| --- | --- | --- |
|  | Note | By default, MySQL will treat hexadecimal values as ASCII character codes and return the corresponding character(s), but you can ensure that they're treated as numbers by adding zero to them. For example, X'4A' returns 'J', but X'4A' + 0 returns 74. |

DB2, MySQL, and Access have a HEX() function that allows you to convert a numeric value into a hexadecimal string. For example, HEX(74) returns '4A'. You can achieve the same thing with Oracle using the TO\_CHAR() function. You'll look at this function in a bit more detail later, but it's used to convert different data types to strings. As well as the data to convert, it can take a string that indicates how the string is to be formatted. An 'X' character in this string represents a hexadecimal digit, so you can convert the number 74 to hexadecimal using TO\_CHAR(74, 'XX').

#### Rounding up and Down

As an example of using mathematical functions in SQL, let's look at the functions used to round numbers up or down to the nearest integer or to a specific precision. There are three basic functions involved:

FLOOR(number): Rounds number down to the highest integer less than number. For example, FLOOR(57.4) and FLOOR(57.8) will both return 57.

CEILING(number) or CEIL(number): Rounds number up to the lowest integer greater than number. For example, FLOOR(57.4) and FLOOR(57.8) will both return 58.

ROUND(number, precision): Rounds number to the nearest integer or floating-point number with the specified precision. For example, ROUND(57.4, 0) returns 57 and ROUND(57.8, 0) returns 58. If the number is negative, the number will be rounded on the left side of the decimal point, so ROUND(57.4, -1) returns 60 and ROUND(57.4, -2) returns 100.

|  |  |  |
| --- | --- | --- |
|  | Note | Access doesn't support either FLOOR() or CEILING(), but you can achieve the same effect using INT(), which works in much the same way as FLOOR() for numeric values, and ROUND(number + 0.5, 0) to replace CEILING(). Also, Access doesn't support negative precision with ROUND(). |

To see this in action, let's revisit the example from [Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data," where you calculated the average mark that a student scored in his or her exams. You'll show the same data (but for all students), but this time you'll present the average as a floating point, rounded up and rounded down and rounded to the nearest integer.

There are slight differences in the way you implement this in the various RDBMSs, so you'll look at these examples separately.

##### SQL Server and DB2

The same SQL query will run on both SQL Server and DB2, so you'll look at these together. The main issue here is that both SQL Server and DB2 will store the value of AVG(Mark) as an integer, so you need to convert the Mark to a float before calculating the average:

AVG(CAST(Mark AS FLOAT))

You'll look at data type conversion functions in more detail shortly. Also, notice that SQL Server supports only the CEILING() function, but DB2 has both CEIL() and CEILING().

ROUNDING UP AND DOWN (SQL SERVER AND DB2)

|  |
| --- |
| Start example |

Enter this query and execute it against the InstantUniversity database:

SELECT StudentID, AVG(CAST(Mark AS FLOAT)) AS AverageMark,  
 FLOOR(AVG(CAST(Mark AS FLOAT))) AS RoundDown,  
 CEILING(AVG(CAST(Mark AS FLOAT))) AS RoundUp,  
 ROUND(AVG(CAST(Mark AS FLOAT)), 0) AS ClosestInt  
FROM StudentExam  
GROUP BY StudentID;

This gives the following output:

StudentID AverageMark RoundDown RoundUp ClosestInt  
  
 --------- ---------------- --------- ------- ----------  
 1 64 64 64 64  
 2 48.6666666666667 48 49 49  
 3 80 80 80 80  
 4 63.3333333333333 63 64 63  
 5 52 52 52 52  
 6 68.3333333333333 68 69 68  
 7 71.3333333333333 71 72 71  
 8 51.6666666666667 51 52 52  
 9 68.6666666666667 68 69 69  
 10 73.5 73 74 74

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Oracle

The query for Oracle is similar, but Oracle supports only CEIL(), not CEILING(). Also, you don't need to use the CAST() function (although it's supported, using the same syntax).

ROUNDING UP AND DOWN (ORACLE)

|  |
| --- |
| Start example |

Enter this query into SQL\*Plus:

SELECT StudentID, AVG(CAST(Mark AS FLOAT)) AS AverageMark,  
 FLOOR(AVG(CAST(Mark AS FLOAT))) AS RoundDown,  
 CEIL(AVG(CAST(Mark AS FLOAT))) AS RoundUp,  
 ROUND(AVG(CAST(Mark AS FLOAT)), 0) AS ClosestInt  
FROM StudentExam  
GROUP BY StudentID;

This gives the same output as for the SQL Server/DB2 example:

StudentID AverageMark RoundDown RoundUp ClosestInt  
  
 ---------- ----------- ---------- ---------- ----------  
 1 64 64 64 64  
 2 48.6666667 48 49 49  
 3 80 80 80 80  
 4 63.3333333 63 64 63  
 ... ... ... ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### MySQL

MySQL doesn't support the CAST() function and uses CEILING() rather than CEIL() . Otherwise, the query is the same as for Oracle.

ROUNDING UP AND DOWN (MYSQL)

|  |
| --- |
| Start example |

Enter this query and execute it against the InstantUniversity database:

SELECT StudentID, AVG(Mark) AS AverageMark,  
 FLOOR(AVG(Mark)) AS RoundDown,  
 CEILING(AVG(Mark)) AS RoundUp,  
 ROUND(AVG(Mark), 0) AS ClosestInt  
FROM StudentExam  
GROUP BY StudentID;

This gives the following output:

StudentID AverageMark RoundDown RoundUp ClosestInt  
  
 ---------- ----------- ---------- ---------- ----------  
 1 64.0000 64 64 64  
 2 48.6667 48 49 49  
 3 80.0000 80 80 80  
 4 63.3333 63 64 63  
 ... ... ... ... ...

|  |  |  |
| --- | --- | --- |
|  | Note | This example won't work against a MySQL server running in ANSI mode. Strict ANSI SQL demands that all columns not included in aggregate functions must be included in the GROUP BY clause. This doesn't make any sense (and isn't permitted) for your rounded columns, so this query will only work against MySQL running in standard mode. |

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Access

The Access version of this query is significantly different because as you saw previously, Access doesn't support the FLOOR() or CEILING() function.

ROUNDING UP AND DOWN (ACCESS)

|  |
| --- |
| Start example |

The Access version of your query looks like this:

SELECT StudentID, AVG(Mark) AS AverageMark,  
 INT(AVG(Mark)) AS RoundDown,  
 ROUND(AVG(Mark) + .5, 0) AS RoundUp,  
 ROUND(AVG(Mark), 0) AS ClosestInt  
FROM StudentExam  
GROUP BY StudentID;

Here you use INT() to round down the mark. INT() converts a non-integer type to an integer. For floating-point values, this effectively means that INT() works in the same way as FLOOR(). The ROUND() function has the same syntax as in the other RDBMSs. You also use this function to simulate CEILING(): If you add 0.5 to a value and then round this to the nearest integer, this has the effect of rounding up to the next integer.

Here are the results:

StudentID AverageMark RoundDown RoundUp ClosestInt  
  
 ---------- ---------------- --------- --------- ----------  
 1 64 64 64 64  
 2 48.6666666666667 48 49 49  
 3 80 80 80 80  
 4 63.3333333333333 63 64 63  
 ... ... ... ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Manipulating Strings

As you've seen in earlier chapters, string literal values are enclosed in ' characters as follows:

'This is a string. Honest.'

One thing you haven't looked at yet is how you embed ' characters themselves in strings, which is a reasonably common occurrence. All you have to do is to replace any single quotes in the string with '':

'It''s cold outside.'

All other characters can be contained in the string literal value as normal.

It's also possible for a string literal to represent an empty string as follows:

''

This is simply two ' characters with nothing in between.

Although the ' character is the ANSI standard, some RDBMSs such as Access and MySQL (when not run in ANSI mode) allow the use of " characters instead. If you use this syntax, then ' characters can be used in the string without doubling up. However, if you want to use " characters, you must instead use "".

In addition, some RDBMSs use escape characters for certain characters such as tabs and carriage returns. MySQL uses syntax similar to that seen in many C++ (and C++ related) implementations, for example, \n for a new line character and \t for a tab. However, these escape codes are the exception rather than the norm.

#### Using String Manipulation Functions

Most RDBMSs provide a large number of functions that you can use to manipulate strings in various ways, for example, to extract substrings, determine the length of the string, find a character in the string, or convert the string to upper or lower case. Although the behavior of these functions is more or less standard, their names vary slightly from system to system, and in a few cases (such as SUBSTR), the parameter list can vary a little.

In general, these functions take the forms described in [Table 5-2](#ch05table02).

Table 5-2: String Manipulation Functions

|  |  |
| --- | --- |
| Function | Description |
| LEFT(string, n) | Returns the n leftmost characters of string. |
| RIGHT(string, n) | Returns the n rightmost characters of string. |
| SUBSTRING(string, x, y) | Returns the substring of string of length y that starts at position x. Oracle, DB2, and MySQL permit you to omit the last argument, in which case the substring from x to the end of the string will be returned. |
| INSTR(string, substr) | Returns the position of the first instance of the character or substring substr within string. |
| LENGTH(string) | Returns the length of string (that is, the number of characters in string). |
| UPPER(string) | Returns string converted to upper case. |
| LOWER(string) | Returns string converted to lower case. |

The names of these functions in the individual RDBMSs are as described in [Table 5-3](#ch05table03).

Table 5-3: Names of the Functions

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| SQL Server | DB2 | Oracle | MySQL | Access |
| LEFT | LEFT | (Use SUBSTR) | LEFT | LEFT |
| RIGHT | RIGHT | (Use SUBSTR) | RIGHT | RIGHT |
| SUBSTRING | SUBSTR | SUBSTR | SUBSTRING | MID |
| CHARINDEX | POSSTR | INSTR | INSTR | INSTR |
| LEN | LENGTH | LENGTH | LENGTH | LEN |
| UPPER | UCASE/UPPER | UPPER | UCASE/UPPER | UCASE |
| LOWER | LCASE/LOWER | LOWER | LCASE/LOWER | LCASE |

Note that SQL Server's CHARINDEX() function takes its parameters in the opposite order of the INSTR() functions. So, CHARINDEX(' ', 'Apress LP') will return 7, the position of the space in 'Apress LP'.

To see more clearly how these functions are used, let's look at an example. In this example, you'll reverse the first and last names of the students in the InstantUniversity database (for example, you'll format 'John Jones' as 'Jones, John').

To do this, you'll find the first occurrence of the space in their name and retrieve the substring from the next character to the end of the name (this is the student's last name). Next, you'll concatenate a comma and a space to this using the concatenation techniques you learned in [Chapter 2](#Top_of_LiB0013_html), "Retrieving Data with SQL." Finally, you'll add the first name, which you retrieve by extracting the substring from the start of the string to the character before the space.

Again, you'll examine the examples for each RDBMS separately.

##### SQL Server

Apart from the idiosyncratic CHARINDEX() function noted previously, the SQL Server version of the example is fairly straightforward.

MANIPULATING STRINGS (SQL SERVER)

|  |
| --- |
| Start example |

This is the SQL Server version of your query:

SELECT  
 RIGHT(Name, LEN(Name) - CHARINDEX(' ', Name) + 1) + ', ' +  
 LEFT(Name, CHARINDEX(' ', Name) - 1) AS StudentName  
FROM Student  
ORDER BY StudentName;

Here you use the RIGHT() function to retrieve the last name for each student and LEFT() to get the first name (although you could have used SUBSTRING()). You also use the LEN() function to calculate the length of the name, and you use this value to calculate the length of the last name. The first four rows output from this query are as follows:

StudentName  
  
 ---------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Oracle

Oracle doesn't support LEFT() or RIGHT(), so you'll use SUBSTR() to extract the first and last names from the student's full name as stored in the database.

MANIPULATING STRINGS (ORACLE)

|  |
| --- |
| Start example |

The query looks like this in Oracle:

SELECT  
 SUBSTR(Name, INSTR(Name, ' ') + 1) || ', ' ||  
 SUBSTR(Name, 1, INSTR(Name, ' ') - 1) AS StudentName  
FROM Student  
ORDER BY StudentName;

Oracle allows you to use the version of SUBSTR() with only two parameters, retrieving the whole of the remainder of the string from the specified position onward, so you'll use this to extract the last name (the whole string after the space). You retrieve the first name by retrieving the substring from position one (the first character) to the character before the space. Here are the results:

StudentName  
  
 ---------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### DB2

DB2 does support LEFT() and RIGHT(), but because its version of SUBSTR() can take only two arguments, the query is actually no longer if you don't use them.

MANIPULATING STRINGS (DB2)

|  |
| --- |
| Start example |

This is how the query looks in DB2:

SELECT  
 SUBSTR(Name, POSSTR(Name, ' ') + 1) || ', ' ||  
 SUBSTR(Name, 1, POSSTR(Name, ' ') - 1) AS StudentName  
FROM Student  
ORDER BY StudentName;

Apart from the fact that DB2 uses POSSTR() for the more usual INSTR(), this is the same as the Oracle version. The output from this query is the same as on SQL Server and Oracle:

StudentName  
  
 ---------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 ...

One interesting side note is what happens if you try to perform the query using the LEFT() and RIGHT() functions:

SELECT  
 RIGHT(Name, LENGTH(Name) - POSSTR(Name, ' ') + 1) ||  
 ', ' || LEFT(Name, POSSTR(Name, ' ') - 1) AS StudentName  
FROM Student  
ORDER BY StudentName;

What you get is this error:

An expression resulting in a string data type with a maximum  
 length greater than 255 bytes is not permitted in:  
  
 A SELECT DISTINCT statement  
 A GROUP BY clause  
 An ORDER BY clause  
 A column function with DISTINCT  
 A SELECT or VALUES statement of a set operator other than  
 UNION ALL.

This is because the LEFT() and RIGHT() functions return results as varchar(4000), so although your formatted StudentName will never approach a length of 255 bytes, it's treated by DB2 as potentially greater than that. To correct that, you can set the length of the column using the VARCHAR() function, which you'll look at shortly when you learn about data type conversions.

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### MySQL

Like DB2, MySQL supports both LEFT() and RIGHT() and the version of SUBSTRING() with just two parameters.

MANIPULATING STRINGS (MYSQL)

|  |
| --- |
| Start example |

The query looks like this in MySQL:

SELECT  
 CONCAT(RIGHT(Name, LENGTH(Name) - INSTR(Name, ' ') + 1),  
 ', ', LEFT(Name, INSTR(Name, ' ') - 1))  
 AS StudentName  
FROM Student  
ORDER BY StudentName;

This query, using the CONCAT() operator, will work in both standard and ANSI modes. In ANSI mode, you can also use the || operator to perform concatenation, but that won't work in standard mode. Here are the results:

StudentName  
  
 ---------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Access

Access supports LEFT() and RIGHT() but uses MID() instead of SUBSTRING().

MANIPULATING STRINGS (ACCESS)

|  |
| --- |
| Start example |

This is how the query looks in Access:

SELECT  
 RIGHT(Name, LEN(Name) - INSTR(Name, ' ') + 1) & ', ' &  
 LEFT(Name, INSTR(Name, ' ') - 1) AS StudentName  
FROM Student  
ORDER BY  
 RIGHT(Name, LEN(Name) - INSTR(Name, ' ') + 1);

Remember that you can't use the alias column names of calculated columns in Access ORDER BY clauses. This means you have to repeat the formula used to calculate the column. To save space, here you've just sorted by the last name part; because no two of the sample students have the same last name, this won't affect the ordering:

StudentName  
  
 ---------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Working with Dates and Times

In general, datetime literal values are a special case of string values where the specific string is formatted in a certain way. Most RDBMSs will accept a wide variety of datetime specifications, but you do have to be careful to write datetime literal values in a form that will work internationally. For example, the following literal value might be considered unacceptable:

'05/02/2003'

This is because the locale settings on a server might mean that this is interpreted either as 'mm/dd/yyyy' or 'dd/mm/yyyy'.

However, reversing the values to 'yyyy/mm/dd' works in every locale. Note that the separator here, /, can be replaced with - or in some formats can be omitted entirely or replaced with a dot (.), with the date expressed as an eight-digit number. The standard form is to use dashes; the following literal, then, is unambiguous:

'2003-05-02'

|  |  |  |
| --- | --- | --- |
|  | Note | Note that Access requires datetime literals to be enclosed in pound characters, so you'd write this as #2003-05-02# if you're using Access. |

In addition, you can be even clearer by using a more human readable format such as:

'May 2, 2003'

However, formatting a date in this way may take more fiddling around with strings in your code than you'd like.

Time constants are formatted as follows:

'hh:mm:ss.fff'

Here hh is hours, mm is minutes, ss is seconds, and fff is used to get even more precise with fractions of seconds, for example:

'14:59:02.129'

However, you needn't specify as much information as this. You can omit second data, for example:

'14:59'

You can also use a 12-hour clock:

'2:59 PM'

Finally, date and time values can be combined into a single string:

'2003-05-02 14:59:02.129'

Here a space separates the date and time values, and you can use any of the formats described previously for the date and time.

Note that there are certain restrictions placed on SQL date and time formats enforced by the various RDBMSs. For example, when using Oracle it may be necessary to include a DATE, TIME,or TIMESTAMP keyword before the string used to represent the date and time in order to specify how the string should be interpreted.

For example, you could represent a date using the following Oracle literal value:

DATE '2003-05-02'

Oracle also allows time intervals to be represented, using a similar syntax as the previous example with the addition of a requirement to specify what the first number in the interval string is (such as YEAR or DAY, with an optional single-digit precision specification saying how many digits are used for the value, for example, YEAR(4) for a four-digit amount of years) and, optionally, what the last number is (using similar nomenclature) using a suffix. There are two types of Oracle interval, known as YEAR TO MONTH and DAY TO SECOND, where the former has a precision of months or less and the latter seconds or less.

The following shows a DAY TO SECOND interval of five days and four hours:

INTERVAL '5:4' DAY TO HOUR

The following is a YEAR TO MONTH interval of 5,000 years:

INTERVAL '5000' YEAR(4)

For more details on this, consult your Oracle documentation.

#### Using Datetime Functions

The syntax and functionality of the date functions vary significantly from system to system, so we won't list them here. Instead, we'll present an example for each RDBMS where you calculate how long each student has been enrolled by working out the maximum difference between the current date and the date when they first enrolled.

You group the rows in the Enrollment table by StudentID and use the MAX aggregate function to get the amount of days since the first enrollment (because students may have enrolled in multiple classes, the MAX function finds the earliest). Finally, you order the resultant data by this calculated average to rank students.

In most cases, you can use some form of subtraction to work out the number of days since each student's first enrollment, but the exact syntax varies considerably.

##### SQL Server

To calculate the difference between two dates in SQL Server, you use the DATEDIFF() function. Subtracting one date from another is permitted in SQL Server, but the return value is itself a date and not very meaningful.

DIFFERENCES BETWEEN DATES (SQL SERVER)

|  |
| --- |
| Start example |

Enter and execute this query against the InstantUniversity database:

SELECT StudentID, MAX(DATEDIFF(dd, EnrolledOn, GETDATE()))  
 AS DaysEnrolled  
FROM Enrollment  
GROUP BY StudentID  
ORDER BY DaysEnrolled DESC;

DATEDIFF() calculates the time difference between two dates; the first parameter of this function selects the units to work with, in this case, days. You look at how many days have elapsed between the enrollment date stored in the EnrolledOn column and the current date, obtained using the GETDATE() function. The output is as follows:

StudentID DaysEnrolled  
  
 ----------- -----------  
 4 152  
 7 152  
 10 152  
 9 149  
 8 149  
 5 149  
 6 149  
 1 149  
 3 142  
 2 -216

Note that the last value is negative because some of the enrollment dates are in the future (at the time of writing). This wouldn't happen if you were using real data, of course, but it does demonstrate that DATEDIFF() returns a signed rather than an absolute value.

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Oracle

With Oracle, you can perform a straightforward subtraction of two dates.

DIFFERENCES BETWEEN DATES (ORACLE)

|  |
| --- |
| Start example |

The Oracle version of the query looks like this:

SELECT StudentID,  
 FLOOR(MAX(CURRENT\_DATE - EnrolledOn)) AS DaysEnrolled  
FROM Enrollment  
GROUP BY StudentID  
ORDER BY DaysEnrolled DESC;

|  |
| --- |
| End example |

|  |
| --- |
|  |

You retrieve the current date and time using CURRENT\_DATE and subtract the value of the EnrolledOn column to find out how long each student has been enrolled for each class. This operation returns an INTERVAL value; because this can contain a time portion (expressed using decimals), you round this down to the nearest day using FLOOR() (you use FLOOR() rather than CEILING() to include only complete days). The output is the same as for the SQL Server version:

StudentID DaysEnrolled  
  
 ----------- ------------  
 4 152  
 7 152  
 10 152  
 ... ...

##### DB2

You again use subtraction to calculate the number of days each student has been enrolled with DB2, but you need first to convert the dates into a simple count of days by calling the DAYS() function.

DIFFERENCES BETWEEN DATES (DB2)

|  |
| --- |
| Start example |

In DB2, the query looks like this:

SELECT StudentID,  
 MAX(DAYS(CURRENT\_DATE) - DAYS(EnrolledOn))  
 AS DaysEnrolled  
FROM Enrollment  
GROUP BY StudentID  
ORDER BY DaysEnrolled DESC;

Again, you retrieve the present date using CURRENT\_DATE. The DAYS() function allows you to represent a date as a simple integer by returning the number of days since December 31, 1 BC, so you just need to calculate the difference between the DAYS() values for the current date and for the EnrolledOn date:

StudentID DaysEnrolled  
  
 ----------- ------------  
 4 152  
 7 152  
 10 152  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### MySQL

The MySQL version of the query is similar to the DB2 version except that you use the TO\_DAYS() function.

DIFFERENCES BETWEEN DATES (MYSQL)

|  |
| --- |
| Start example |

This is the MySQL version of the query:

SELECT StudentID,  
 MAX(TO\_DAYS(CURRENT\_DATE) - TO\_DAYS(EnrolledOn))  
 AS DaysEnrolled  
FROM Enrollment  
GROUP BY StudentID  
ORDER BY DaysEnrolled DESC;

As in Oracle and DB2, you use CURRENT\_DATE to retrieve the present date. TO\_DAYS() works in a similar way to DB2's DAYS() function, but it returns the number of days since the start of a mythical "Year Zero" (this figure is 365 days greater than the figure returned by DAYS()):

StudentID DaysEnrolled  
  
 ----------- ------------  
 4 152  
 7 152  
 10 152  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Access

The Access version of the query is the simplest; all you need to do is perform a straightforward subtraction.

DIFFERENCES BETWEEN DATES (ACCESS)

|  |
| --- |
| Start example |

The query looks like this in Access:

SELECT StudentID, MAX(DATE() - EnrolledOn) AS DaysEnrolled  
FROM Enrollment  
GROUP BY StudentID  
ORDER BY MAX(DATE() - EnrolledOn) DESC;

Here you use the DATE() function to get the current date. Simply subtracting one date from another returns the difference in days between the two dates. As in other Access examples, you can't use the alias of the calculated column in the ORDER BY clause, so you need to repeat the formula. Here are the results:

StudentID DaysEnrolled  
  
 ----------- ------------  
 4 152  
 7 152  
 10 152  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Performing Data Type Conversions

You've already seen a few examples where you need to convert a value into a different data type. It may be necessary, for example, when you want to perform string concatenation including a numeric value or when you want to round a floating-point value to an integer for display. Most RDBMSs provide both generic functions that you can use to cast to any type and functions for casting to specific types such as strings or integers.

#### Casting to Strings

Let's look first at the functions that exist specifically for converting non-string types to strings. In most cases, you can also use these functions to alter the length of a string field.

##### SQL Server

In general, casts on SQL Server are performed using the CAST() or CONVERT() functions, which you'll look at shortly. However, you can use the STR() function to convert floating-point values into strings. This takes the following form:

STR(  
float  
, [  
length  
], [  
precision  
])

where float is the number you want to convert to a string, length is the length of the string, and precision is the number of decimal places to retain. Both the length and precision parameters are optional. If they aren't specified, length has a default value of 10, and precision a default of zero.

As an example, STR(43.2461, 5, 2) returns '43.25'. If the data is corrupted because the length isn't long enough to hold all the digits before the decimal point, the returned string will be filled with asterisks. For example, STR(4326.12, 3) returns '\*\*\*'. If the length isn't sufficient to hold all the decimal places, these will be discarded and the value rounded according the space available, so STR(43.184, 4, 2) returns '43.2'.

##### Oracle

Oracle allows you to convert character, numeric, and date types to strings using the TO\_CHAR() and TO\_NCHAR() functions. With dates and numeric types, you can also specify a format string. For example:

TO\_CHAR(333, '0000.0') -- '0333.0'  
TO\_CHAR(333.15, '0000.0') -- '0333.2'  
TO\_CHAR(DATE '2003-05-23', 'DD MONTH YYYY') -- '23 MAY 2003'

##### DB2

DB2 is relatively strongly typed and has specific conversion functions for all its supported data types. These include the CHAR() and VARCHAR() functions, which you use for converting data to the CHAR and VARCHAR types, respectively. CHAR() can be used with most data types, but VARCHAR() is limited to character, date, and graphic types. If used with a character type, VARCHAR() can take a second parameter indicating the length of the string returned; otherwise, it takes only one parameter—the value to convert.

Depending on the type of data involved, CHAR() can also have a second parameter. If you're converting a date, you can specify one of the values ISO, USA, EUR, JIS, or LOCAL to indicate how to format the string. For example, CHAR(DATE('2003-02-24'), USA) returns '02/24/2003', but CHAR(DATE('2003-02-24'), EUR) returns '24.02.2003'.

You can also specify the length for character types or the decimal point character to use for floating-point types. For example, CHAR(32.47, ',') returns '32,47'.

##### MySQL

MySQL is weakly typed and will generally try to convert values as necessary. If you need to convert a value explicitly to a string, you can simply concatenate the value with an empty string:

CONCAT(23.52, '') -- Returns '23.52'

##### Access

Access supports the STR() function for converting dates and numeric types to strings:

STR(#2003-01-01#) ' Returns '01/01/2003', depending on locale  
STR(23.52) ' Returns '23.52'

Unlike the SQL Server version of this function, STR() in Access doesn't allow you to specify the length of the returned string.

#### Casting to Numbers

Some RDBMSs also provide specific functions for casting non-numeric types to numeric types, but in many cases more flexibility is available with the generic conversion functions.

##### SQL Server

SQL Server doesn't have specific functions for converting to numeric types—use CAST()/CONVERT() instead.

##### Oracle

Oracle supports the TO\_NUMBER() function, which allows you to convert character types into numbers. As well as the string to convert, you can specify a format string that the function can use to work out how to interpret the string. This allows the string to contain characters such as hexadecimal and currency symbols that might not otherwise be permitted in a numeric value:

TO\_NUMBER('FFFF', 'XXXX') -- Returns 655535  
TO\_NUMBER('$5,102.25', '$9,999.99') -- Returns 5102.25

##### DB2

DB2 supports a range of functions for converting numeric and character values to different numeric types. Some of the more common are the following:

* INTEGER()/INT(): Converts numeric or character data to an integer.
* DOUBLE()/FLOAT(): Converts numeric or character data to a floating-point value.
* DECIMAL()/DEC(): Converts numeric or character data to a decimal. As well as the data to convert, this function lets you specify the total number of digits and the number of digits after the decimal place; for example, DECIMAL(37.54, 3, 1) returns 37.5.

##### MySQL

Because of its weak typing, MySQL allows you to convert strings or dates to numbers just by adding zero to them. For example, '23.5' + 0 returns 23.5 as a numeric type. If the string begins with a number but contains non-numeric characters, only that section that can be interpreted as a number will be returned; if the string begins with characters that can't be converted to a numeric value, zero will be returned. For example, '4.5 strings' returns 4.5, but 'strings 4 u' returns 0.

##### Access

Access supports the INT() function, which allows you to convert non-numeric data types into integers (with rounding down). For example, INT('4.8') returns 4, and INT('5.23e3') returns 5230.

#### Using Generic Casting

Two generic casting functions have fairly widespread support: CAST(), which is the ANSI standard and is supported by SQL Server, Oracle, DB2, and MySQL, and CONVERT(), which is the Open Database Connectivity (ODBC) form and is supported by SQL Server and MySQL.

|  |  |  |
| --- | --- | --- |
|  | Note | Support for CAST() and CONVERT() was added in MySQL 4.0.2; in previous versions, you'll need to use the implicit casting methods mentioned previously. |

The syntax for CAST() is as follows:

CAST(  
expression  
 AS   
data\_type  
)

In SQL Server, Oracle, and DB2, the data\_type can optionally include details of the size of the target data type and (for decimal values) the number of places after the decimal point:

CAST('3.521' AS DECIMAL(3,2)) -- Returns 3.52

|  |  |  |
| --- | --- | --- |
|  | Note | Note that MySQL doesn't allow this syntax and only permits you to specify the data type itself—not size or precision details. Also, MySQL will only allow casting to one of the following types: BINARY, DATE, DATETIME, TIME, SIGNED [INTEGER],or UNSIGNED [INTEGER]. |

The syntax for CONVERT() in MySQL is as follows:

CONVERT(  
expression  
,   
data\_type  
)

Again, data\_type must be one of the types listed previously, and you aren't permitted to indicate the length of the type.

The SQL Server syntax for CONVERT() is as follows:

CONVERT(  
data\_type  
 [(  
length  
)],   
expression  
 [,   
style  
])

The style parameter is a number that indicates how to format a datetime value if you're casting to a datetime or how a datetime is formatted if you're converting one to another type:

CONVERT(varchar, GETDATE(), 106) -- Returns current date in  
 -- the format '27 Feb 2003'

See the Microsoft MSDN Web site at <http://msdn.microsoft.com/library/en-us/tsqlref/ts_ca-co_2f3o.asp?frame=true> for full details of the possible values of this number.

### Creating Functions

Now that you've seen how to use some of the most common built-in functions available in most RDBMSs, let's look at how you can define your own. ANSI SQL-99 defines a CREATE FUNCTION statement, which is implemented (with the inevitable differences) by most vendors and which allows you to create your own User-Defined Functions (UDFs). The basic syntax, common to most implementations, boils down to no more than this:

CREATE FUNCTION   
function\_name  
 [(  
parameter\_list  
)]  
RETURNS   
data\_type  
  
<SQL statement(s)>

To learn the actual syntax in the different RDBMSs, you'll look at an example. Notice that Access doesn't support UDFs, so there isn't an example for that system. For the sake of both clarity and conciseness, we won't present every option for each RDBMS, but we'll explain the main options. This example is based on the string manipulation example earlier in this chapter, where you reversed the order of the first and last names of each student.

Calling user-defined functions is the same as calling the built-in functions. Once you've created it, you can call your FormatName() function in the query:

SELECT FormatName(Name) AS StudentName  
FROM Student  
ORDER BY StudentName;

However, you may need to specify the schema where the function is stored in SQL Server (for example, dbo.FormatName(Name)).

This will return a list of the students, sorted according to their last names:

StudentName  
  
 -----------------  
 Akbar, Mohammed  
 Alaska, Steve  
 Andrews, Vic  
 Burton, Gary  
 Fernandez, Maria  
 Foster, Andrew  
 Jones, John  
 Jonsson, Isabelle  
 Lee, Bruce  
 Picard, Julia  
 Scarlett, Emily  
 Wolff, Anna

#### SQL Server

The basic syntax for creating a function in SQL Server is as follows:

CREATE FUNCTION   
function\_name  
 [(  
parameter\_list  
)]  
RETURNS   
data\_type  
  
AS  
BEGIN  
 [<SQL statements>]  
 RETURN   
expression  
  
END

The function can contain multiple SQL statements but mustn't perform any permanent changes to the data in the database.

CREATING A FUNCTION (SQL SERVER)

|  |
| --- |
| Start example |

Here's the SQL Server version of the FormatName() UDF:

CREATE FUNCTION FormatName (@FullName varchar(50))  
RETURNS varchar(50)  
AS  
BEGIN  
 RETURN RIGHT(@FullName, LEN(@FullName) -  
 CHARINDEX(' ', @FullName) + 1) + ', ' +  
 LEFT(@FullName, CHARINDEX(' ', @FullName) - 1)  
END

The parameter list defined after the function name takes the following form:

(@FullName varchar(50))

As with the parameters and variables of stored procedures (which you'll look at in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures"), the parameters and variables in UDFs in SQL Server are prefixed with an @ character, both when they're defined in the parameter list and when they're referenced in the body of the function.

Although you could have multiple SQL statements in the function, in this case you just return the formatted name; this expression returned from the function is exactly the same expression as you used in the early example.

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Oracle

In general, the basic syntax for defining Oracle functions is similar to that for stored procedures, which you'll look at in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures":

CREATE [OR REPLACE] FUNCTION   
function\_name  
  
(parameter\_list)  
RETURN data\_type  
IS  
variable\_list  
BEGIN  
 [<SQL statements>]  
 RETURN   
expression  
;  
END;  
/

There are a couple of differences to the standard syntax. First, as with many Oracle objects, you can indicate that you want to replace any existing object of the same name using the OR REPLACE option. Note that the return type is declared using the RETURN keyword rather than the standard RETURNS. Parameters can be marked as input (IN) or output (OUT) parameters, just as they can for stored procedures.

Second, you need to declare any variables used in the function before the BEGIN...END block. The final / is simply a device to let SQL\*Plus know that you've reached the end of a block that includes a number of SQL statements (as the semicolon that usually marks the end of a statement is used within CREATE FUNCTION).

CREATING A FUNCTION (ORACLE)

|  |
| --- |
| Start example |

The Oracle version of the FormatName() function is as follows:

CREATE OR REPLACE FUNCTION FormatName(FullName IN varchar)  
RETURN varchar  
IS  
FormattedName varchar(50);  
BEGIN  
 FormattedName :=  
 SUBSTR(FullName, INSTR(FullName, ' ') + 1) || ', ' ||  
 SUBSTR(FullName, 1, INSTR(FullName, ' ') - 1);  
 RETURN(FormattedName);  
END;  
/

Here you define just one input parameter—the name that you want to format—and no output parameters. You also declare a variable, FormattedName, just to show the syntax although you could actually manage without it for this function.

Within the body of the function, you set your FormattedName variable to the expression you want to return (using the special PL/SQL := operator) and then return this variable from the function using the RETURN keyword. You'll look at using variables in SQL in more detail in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures."

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### DB2

The basic syntax for creating a function in DB2 follows the ANSI standard quite closely and looks like this:

CREATE FUNCTION   
function\_name  
(  
parameter\_list  
)  
 RETURNS   
data\_type  
  
 [LANGUAGE SQL]  
 [DETERMINISTIC | NON DETERMINISTIC]  
 [CONTAINS SQL | READS SQL DATA]  
[BEGIN ATOMIC]  
 [<SQL statements>]  
 RETURN   
expression  
;  
[END]

There are a number of options you can specify for the function. First, you can tell DB2 that your function is in SQL (rather than a programming language such as C++ or Java) using the LANGUAGE SQL option. Second, you can use the DETERMINISTIC keyword to indicate that the function will always return the same result for a given parameter (or you can specify NOT DETERMINISTIC if this isn't the case); knowing this allows DB2 to optimize the function. Finally, you can specify READS SQL DATA to indicate that your function reads data from a database or CONTAINS SQL to indicate that your function uses SQL keywords and functions to manipulate the data passed in, without retrieving further data from the database.

The function body can consist merely of a RETURN statement followed by an expression, or it can contain a block of SQL statements surrounded by the BEGIN ATOMIC...END keywords.

CREATING A FUNCTION (DB2)

|  |
| --- |
| Start example |

In DB2, the FormatName() UDF looks like this:

CREATE FUNCTION FormatName(FullName varchar(50))  
 RETURNS varchar(50)  
 LANGUAGE SQL  
 DETERMINISTIC  
 CONTAINS SQL  
BEGIN ATOMIC  
 DECLARE FormattedName VARCHAR(50);  
 SET FormattedName =  
 SUBSTR(FullName, POSSTR(FullName, ' ') + 1) || ', ' ||  
 SUBSTR(FullName, 1, POSSTR(FullName, ' ') - 1);  
 RETURN FormattedName;  
END

This function will always return the same value for a given parameter, so you declare it as DETERMINISTIC. You don't read any data from the database—you just work with the string passed into the function—so you also include the CONTAINS SQL clause (rather than READS SQL DATA).

For this example, you could write the body of the function as a single RETURN statement, but you want to show the syntax using a block of SQL statements, so you haven't. Instead, as in the Oracle example, you've defined a variable to store the formatted name and then returned that. Before you use the variable, you must explicitly declare it:

DECLARE FormattedName VARCHAR(50);

You'll look at using DB2 variables in more detail in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures."

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### MySQL

This last example is by far the most complicated because MySQL doesn't support UDFs written in SQL. Instead, you need to write the function in C or C++ and then register it with MySQL using the CREATE FUNCTION statement. The CREATE FUNCTION syntax for MySQL is as follows:

CREATE [AGGREGATE] FUNCTION   
function\_name  
  
RETURNS {STRING | REAL | INTEGER}  
SONAME shared\_library\_name;

The AGGREGATE keyword must be specified if your function aggregates rows like SQL aggregate functions such as COUNT. This has an impact on the way the function is coded. The SONAME clause indicates the shared library (SO or DLL) where the function is defined.

Because this isn't a SQL example and because the example will differ depending on what platform you're using, we'll go through it quickly. For full details, check the MySQL documentation and the udf\_example example functions, which are available as part of the source distribution of MySQL.

CREATING A FUNCTION (MYSQL)

|  |
| --- |
| Start example |

First, then, you need to write the C/C++ code for the function. This code must be compiled into a shared object (Linux) or dynamic-link library (Windows). The following is the code for the FormatName() example:

#include <string>  
  
#include <my\_global.h>  
#include <my\_sys.h>  
#include <mysql.h>  
  
using namespace std;  
  
char\* FormatName(UDF\_INIT \*initid, UDF\_ARGS \*args,  
 char \*result, unsigned long \*length,  
 char \*is\_null, char \*error)  
{  
 // Retrieve the Name parameter from the args parameter  
 char\* fullName = new char[args->lengths[0]];  
 fullName = args->args[0];  
  
 // Convert from char\* to string  
 string strName = fullName;  
  
 // Trim whitespace from end of string  
 int i = strName.length();  
 while (strName[i] == ' ' || strName[i] == '\0') i--;  
 string trimName = strName.substr(0, i + 1);  
  
 // Arrange in 'LastName, FirstName' format  
 int spaceIndex = trimName.find\_first\_of(" ");  
 string firstName = trimName.substr(0, spaceIndex);  
 string lastName = trimName.substr(spaceIndex + 1);  
 string formattedName = lastName + ", " + firstName;  
  
 // Convert back to char\* and set the length argument  
 char\* fmtName = new char[];  
 formattedName.copy(result, string::npos);  
 \*length = static\_cast<unsigned long>(i + 2);  
  
 return result;  
}

Note that MySQL prescribes the signature for the function. There are three versions, depending on whether the function returns a string (as previously), a floating-point value, or an integer.

Before compiling the DLL/SO, you need to indicate to the linker that your function is to be exported so that MySQL can see it within the library. To do this, you can use a linker definition file (in this case called MySQLFunction.def):

LIBRARY "MySQLFunction"  
EXPORTS  
 FormatName

Once you've compiled the library, you need to register the function with MySQL. To do this, you just need to execute this CREATE FUNCTION statement:

CREATE FUNCTION FormatName  
RETURNS STRING  
SONAME 'C:\\MySQL\\lib\\MySQLFunction.dll';

In this case, you've specified the exact path to the DLL on a Windows machine. On a Linux machine, you would instead copy the SO to a location where the Id program can find it or configure Id to look in the directory where the SO is stored. How to do this varies depending on the exact platform.

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Summary

This chapter cleared up some outstanding issues from previous chapters concerning literal values and calculations, and it covered the basic syntax behind using and creating functions in SQL. Specifically, you've learned about the following:

* Different types of literal values in SQL and how to express them
* SQL operators
* Building SQL expressions involving calculations
* Basic function syntax
* The variation in functions between RDBMSs and some of the most common functions that vary relatively little between platforms
* How to create your own user-defined functions using SQL statements.

This leaves you in a much better position to continue with the SQL tutorial.

# Chapter 6: Combining SQL Queries

Overview

In this chapter, you'll look for the first time at ways that you can combine several SELECT statements in a single query. The first topic discussed is the use of subqueries. Put simply, a subquery is a query that's embedded in some way inside another query.

For example, in [Chapter 2](#Top_of_LiB0013_html), "Retrieving Data with SQL," you saw how you can check whether a value is in a certain set using the IN keyword. You can use the same syntax but extract the values from a SQL query rather than hard-coding them:

SELECT Name FROM Student  
WHERE StudentID IN (  
 SELECT StudentID FROM StudentExam  
 WHERE ExamID = 1);

This returns the names of all the students who took a particular exam and is just one of many examples of using subqueries that you'll investigate in this chapter.

The latter half of the chapter discusses how to combine SQL queries using a variety of set operators, such as the UNION operator. You use these operators when you want to compare data from different tables that are similar in structure but that contain different data.

## Using Subqueries

Any query embedded inside another in any way is termed a subquery. The subquery itself may include a subquery and so on, which is where you really start to see how the Structured part of SQL's name fits in! This is also the first time you start to see multitable queries creeping in because there's no reason why a subquery has to query the same table as any of its "parents" or "children." In the [next chapter](#Top_of_LiB0039_html), you'll see how you can include multiple tables in a single query by using table joins; both techniques have their benefits, so we'll present them separately.

All subqueries can be divided into one of two categories: non-correlated or correlated. The true meaning of each of these terms will become clearer as you work through some examples, but basically the following is true:

* A non-correlated subquery is one where the subquery is "independent" of the outer query. The subquery will execute once in total and simply pass on any value (or values) to the outer query.
* A correlated subquery relies on data from the outer query in order to execute. The subquery will execute once for every row returned by the outer query.

It can be important to note this distinction in large databases because correlated queries typically take a lot longer to execute, and the time taken will increase dramatically as the volume of data increases. Let's look at some examples of how you can use subqueries. You'll see examples of each category along the way.

### Subqueries as Calculated Columns

One simple form of a subquery is where the inner query returns a single result for each row returned by the outer query, usually as a result inserted into a calculated column:

SELECT   
ColumnA  
, (  
SubQuery  
) AS   
ColumnB  
 FROM   
Table  
;

This type of subquery is useful when you have relationships between one table and another. For example, let's say you have a Customers table and a CreditCards table, and records in the CreditCards table are linked to individual customers via a foreign key. The following query enables you to see how many credit cards are on record for every customer in the database:

SELECT CustomerID, CustomerName, (  
 SELECT COUNT(\*) FROM CreditCards  
 WHERE CreditCards.CustomerID = Customers.CustomerID)  
 AS NumberOfCreditCards  
FROM Customers

Here the subquery (highlighted in bold type) is one that wouldn't work on its own because it requires data (the CustomerID values) from the Customers table in the outer query but nestles into the outer query without problems. This is an example of a correlated subquery. The subquery executes once for each row acted on by the outer query. Let's look at a quick example showing a similar query in action.

SIMPLE SUBQUERIES

|  |
| --- |
| Start example |

You're going to construct a query that will allow you to find out the number of exams taken by each student. Enter and execute the following against the InstantUniversity database:

SELECT StudentID, Name,  
 (SELECT COUNT(\*) FROM StudentExam  
 WHERE StudentExam.StudentID = Student.StudentID)  
 AS ExamsTaken  
FROM Student  
ORDER BY ExamsTaken DESC;

This query works in the same way as the one detailed previously, counting records in one table (StudentExam) with an aggregate function based on a value taken from a row in another table (Student). Note that you need to qualify names used in the subquery so you're unambiguous when referring to records in a different table.

Here the data used in the subquery is the StudentID column in the Student table, referred to using full syntax as Student.StudentID. This is compared with the StudentID column in the StudentExam table, referred to as StudentExam.StudentID, such that the number of records in the StudentExam table having the same StudentID value as that in the current record in the Student table is counted (using COUNT(\*)).

The same qualification of names is necessary when the subquery works with the same table as the outer query, but here it's essential to use aliases for clarity.

The output from this query is as follows:

StudentID Name ExamsTaken  
  
   
--------- ---------------- ----------  
  
 1 John Jones 2  
 2 Gary Burton 3  
 3 Emily Scarlett 2  
 4 Bruce Lee 3  
 ... ... ...

As always, you can use aliases for the columns and tables in the query. The advantages of table aliases become obvious when you're querying multiple tables. If there are relationships between the tables, then it's quite likely that there will be column names that occur in more than one table. In this case, you need to prefix the table name to the column name to make it clear about which column you're talking. Because this can involve a lot of typing, it's useful to be able to replace the table name with an abridged name (usually with one or two letters).

|  |
| --- |
| End example |

|  |
| --- |
|  |

USING ALIASES WITH SIMPLE SUBQUERIES

|  |
| --- |
| Start example |

Execute the following query against the InstantUniversity database:

SELECT e1.StudentID, e1.ClassID, (  
 SELECT COUNT(\*) FROM Enrollment e2  
 WHERE e1.ClassID = e2.ClassID)—1  
 AS OtherStudentsInClass  
FROM Enrollment e1  
WHERE StudentID = 6;

Here you use aliases, even though you're only querying one table. Each time the outer query returns a row from Enrollment in this example, the inner query looks for records that have an identical entry in the ClassID column. In order to compare the ClassID values from the inner and outer queries, you must distinguish between them. Because the table name is the same, the only way to do this is using aliases, which is why e1 and e2 are used in the example.

Oracle 9i doesn't support the use of the AS keyword in this type of alias, even though it supports it elsewhere. This query will run on SQL Server, DB2, and Access with or without AS.

Note that the subquery also counts the row that's currently being examined by the outer query, so if you want to get the number of other students enrolled in the same class, you must subtract one from the value returned.

There are three rows returned from this query:

StudentID ClassID OtherStudentsInClass  
  
 ----------- ----------- --------------------  
 6 3 2  
 6 6 3  
 6 10 1

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Subqueries in the WHERE Clause

There are a number of ways to use subqueries in your SELECT statements. Another option is to use them in a WHERE clause. In its simplest form, you have a query embedded in the WHERE clause of another query:

SELECT   
ColumnA  
 FROM   
TableA  
  
WHERE   
ColumnB  
 = (  
SubQuery  
);

One extremely helpful way to use this is to utilize data from one record in the table as part of the search criteria to find other records, all in a single query. For example, the following query will return all exams sustained on the same date as, or before, the exam with an ExamID of 5:

SELECT ExamID, SustainedOn FROM Exam  
WHERE SustainedOn <= (  
 SELECT SustainedOn FROM Exam WHERE ExamID = 5)  
ORDER BY SustainedOn DESC;

Note that you don't need semicolons at the end of subqueries because these are in fact part of the outer statement.

Here the inner query obtains a single value that's the SustainedOn value of the exam with an ExamID of 5:

SELECT SustainedOn FROM Exam WHERE ExamID = 5

This value is used by the outer query, which finds all exams with an equal or earlier SustainedOn value. The results are ordered according to a descending value for SustainedOn, so you can expect the exam with an ExamID of 5 to be at the top of the results, with subsequent records being earlier exams and the earliest appearing last in the list.

Note that MySQL doesn't support subqueries in this way. Instead, you need to use two queries (getting the date when that exam was taken and then passing this date into a second query). For correlated subqueries, you can generally use the JOIN syntax presented in the [next chapter](#Top_of_LiB0039_html).

In this example, both queries work independently on the same data. The subquery does not rely on data from the outer query in order to execute (an easy way to tell this is that the subquery will execute perfectly well as a stand-alone query). This is an example of a non-correlated subquery. The subquery executes once in total and simply passes the resulting value to the outer query.

In the previous example, you worked on a single table, but there's nothing stopping you from using multiple tables. Say, for example, you know that an exam was sustained on March 10, but you're not sure for which course and you need to know. The following query would do the trick:

SELECT Name FROM Course  
WHERE CourseID =  
(  
SELECT CourseID from EXAM  
WHERE SustainedOn='10-MAR-03'  
);

In the inner query, you find out the CourseID for the exam sustained on March 10. That value is passed to the outer query, which then returns the name of the course. The output should look like this:

NAME  
----------------  
Core Mathematics

However, the previous query is only suitable if you know for a fact that the query will return only a single row. If, in fact, it returns multiple rows, then the query will fail:

SELECT Name FROM Course  
WHERE CourseID =  
(  
SELECT CourseID from EXAM  
WHERE SustainedOn='10-MAR-03'  
);  
select courseid from exam  
\*  
ERROR at line 4:  
ORA-01427: single-row subquery returns more than one row

Fortunately, it's quite easy to get around this problem.

### Subqueries that Return Multiple Results

When you have a subquery that returns multiple rows, you simply use the IN keyword to check for set membership. For example:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
Table  
  
WHERE   
ColumnC  
 IN (SELECT   
ColumnD  
 FROM   
Table2  
);

Thus, you can easily rewrite the previous query so that it works for both single row and multiple row cases:

SELECT Name FROM Course  
WHERE CourseID IN  
(  
SELECT CourseID from EXAM  
WHERE SustainedOn='26-MAR-03'  
);

Let's see a full example that uses this syntax; to add a bit of excitement, you'll use three nested subqueries.

USING SET MEMBERSHIP WITH SUBQUERIES

|  |
| --- |
| Start example |

Say you want to obtain a list of the students who are taught by Professor Williams. Let's build the query up in stages. First, you find out the ID of Professor Williams:

SELECT ProfessorID FROM Professor  
WHERE Name LIKE '%Williams%';

You use this value (in this case, the ProfessorID is 2) to find out the classes that Professor Williams teaches:

SELECT ClassID FROM Class WHERE ProfessorID IN  
 (SELECT ProfessorID FROM Professor  
 WHERE Name LIKE '%Williams%');

This query gets the ClassID values from the Class table that match your criteria. The set of values returned is passed to the next query:

SELECT StudentID FROM Enrollment WHERE ClassID IN  
 (SELECT ClassID FROM Class WHERE ProfessorID IN  
 (SELECT ProfessorID FROM Professor  
 WHERE Name LIKE '%Williams%'));

This query uses that set of ClassID values to obtain from the Enrollment table the IDs of the students who take these classes. Finally, these IDs are passed to the outermost query:

SELECT StudentID, Name FROM Student WHERE StudentID IN  
 (SELECT StudentID FROM Enrollment WHERE ClassID IN  
  
 (SELECT ClassID FROM Class WHERE ProfessorID IN  
 (SELECT ProfessorID FROM Professor  
 WHERE Name LIKE '%Williams%')));

If you execute the whole query against InstantUniversity, you should obtain the following results:

StudentID Name  
  
 ----------- -----------------  
 2 Gary Burton  
 4 Bruce Lee  
 6 Vic Andrews  
 8 Julia Picard  
 10 Maria Fernandez

This may seem quite a complicated way to go about things, but it works. In fact, you can achieve the same results using simpler syntax with a multiple table JOIN query. You'll be looking at this subject in the [next chapter](#Top_of_LiB0039_html).

|  |
| --- |
| End example |

|  |
| --- |
|  |

Again, the previous example illustrates the use of non-correlated subqueries. No component query relies on its outer query in order to execute. Each query that makes up your subquery executes only once, and each in turn simply passes a value, or a set of values, to an outer query.

Before moving on, it's worth noting that the use of subqueries isn't restricted to the SELECT statement. You can include subqueries in any other SQL statement, such as an INSERT or DELETE statement, if appropriate.

### Using Operators with Subqueries

You saw previously how you can use subqueries in conjunction with the IN operator to find rows where a field value belongs to a certain set of values. However, this isn't the only operator you can use with subqueries. In fact, there are four more: EXISTS, ALL, ANY, and SOME (although SOME is merely a synonym for ANY).

#### Using the EXISTS Operator

The EXISTS operator allows you to find rows that match a particular criterion. EXISTS is always followed by a subquery and evaluates to true if the subquery returns any rows at all.

USING THE EXISTS OPERATOR

|  |
| --- |
| Start example |

This query returns the names and IDs of all the students who scored less than 40 in any one of their exams:

SELECT StudentID, Name FROM Student s  
WHERE EXISTS (  
 SELECT StudentID FROM StudentExam e  
 WHERE Mark < 40 AND e.StudentID = s.StudentID);

The basic subquery here returns the IDs of all the students who scored less than 40 in an exam:

SELECT StudentID FROM StudentExam e  
WHERE Mark < 40

However, this is a correlated subquery, so you want this query to run once for every row in the outer query. You do this by using table aliases and matching the value of the StudentID in the Student and StudentExam tables:

AND e.StudentID = s.StudentID

This query will execute once for every row in the Student table, so if a particular student scored less than 40 in one or more exam, the EXISTS condition for this query will be true, and the row for that student will be returned for the outer query. In total, you've got three of these underperforming students:

StudentID Name  
  
   
----------- ------------  
  
 2 Gary Burton  
 5 Anna Wolff  
 8 Julia Picard

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Using the ALL Operator

You're now quite well equipped if you want to find rows where the value in a particular column matches the values in a certain set. But what if you want to find rows where a column value is greater than or less than any or all of the values in a particular set? This is where the remaining operators come in—ALL and ANY.

The ALL operator is used with a subquery and a comparison operator such as =, >, or >= (and so on) and evaluates to true if the value being checked is greater than (or whatever) all the rows returned by the subquery. For example:

SELECT   
ColumnA  
 FROM   
TableA  
  
WHERE   
ColumnA  
 > ALL (SELECT   
ColumnB  
 FROM   
TableB  
);

This query will return all the rows from TableA where the value in ColumnA is greater than every single value in ColumnB of TableB.

USING THE ALL OPERATOR

|  |
| --- |
| Start example |

Enter and execute the following query:

SELECT StudentID, Grade FROM Enrollment e  
WHERE Grade > ALL (  
 SELECT Mark FROM StudentExam s  
 WHERE s.StudentID = e.StudentID);

Here you're looking for discrepancies between the overall performance of students and their marks in particular exams. In particular, you're looking to find the students whose overall grade for any class is greater than the top mark they received in all their exams.

Again, you use a correlated subquery with table aliases to achieve this. The subquery returns all the exam marks for each student in the outer query:

SELECT Mark FROM StudentExam s  
WHERE s.StudentID = e.StudentID

You use this subquery with the ALL operator to find any rows in the Enrollment table where the Grade is greater than the highest exam mark received by the same student. This finds just one student in the sample data:

StudentID Grade  
  
 ----------- -----------  
 2 68

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Using the ANY Operator

ANY works in the same way as ALL but evaluates to true if the condition is true of any single value returned by the subquery. For example, the query:

SELECT   
ColumnA  
 FROM   
TableA  
  
WHERE   
ColumnA  
 > ANY (SELECT   
ColumnB  
 FROM   
TableB  
);

will return all the rows from TableA where the value in ColumnA is greater than any one of the individual values in ColumnB of TableB.

USING THE ANY OPERATOR

|  |
| --- |
| Start example |

Type in this query and execute it against the InstantUniversity database:

SELECT StudentID, Grade FROM Enrollment e  
WHERE Grade < ANY (  
 SELECT Mark/2 FROM StudentExam s  
 WHERE s.StudentID = e.StudentID);

Again, you're looking for discrepancies between students' exam marks and their overall grades. In this example, you retrieve the ID and grade of any student where that grade is less than half of the mark they got for any one exam.

The example works in a similar way to the previous example: The subquery returns the set of marks that each student in the outer query scored in their exams, divided by two:

SELECT Mark/2 FROM StudentExam s  
WHERE s.StudentID = e.StudentID

You use the ANY operator to find out whether a student's grade is less than any single value in this set and, if so, return the student's ID and the grade:

StudentID Grade  
  
 ----------- -----------  
 5 33

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Combining Data From Queries

You may have noticed that, although you used data from various different tables in your subqueries, you only actually returned either a calculated column or column data from a single table. Sometimes it's useful to be able to retrieve data from multiple tables and to return all of that data, or a subset of that data, as a single set of rows.

SQL provides you with several set operators that allow you to combine SQL queries for this purpose—namely, UNION, UNION ALL, INTERSECT, and DIFFERENCE.

ANSI SQL refers to the DIFFERENCE operator, but it's referred to by other terms, depending on the database. Oracle calls this operator MINUS, and DB2 calls it EXCEPT.

The basic syntax for queries using these operators is as follows:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
TableA  
  
<  
Operator  
>  
SELECT   
ColumnC  
,   
ColumnD  
 FROM   
TableB  
;

The result will be two columns of data (generally called ColumnA and ColumnB) that contain data from all four columns. The actual set of data returned when you combine queries in this manner will vary depending on which operator you use.

The general rule for using these operators is that the data you extract from one table must have the same number of columns, and those columns must have the same data types, as the data extracted from other tables (or, at least, must be converted into the correct data types). So, as you can see, these operators were designed for use when you want to combine the contents of tables that have similar structure but different data. This means that in general, except of course where fortune (or indeed design) dictates, you have several tables with the same column data types.

The general technique for combining data from dissimilar tables is to use table joins, which you'll learn about in the [next chapter](#Top_of_LiB0039_html).

A classic example of where you can use the UNION clause to great effect is when comparing an archived version of a table with the current version. Say, for example, that you archived the data in your InstantUniversity database on a yearly basis; you could then extract data from a table in the archived Class of 2002 database and compare it with data from the equivalent table in the current Class of 2003 database.

In general, however, you'll only extract a subset of the columns in each table. For example, if you were assembling a comparison between your products and those sold by a competitor, you might find that you could extract and combine the "similar" columns (product name, cost, and so on) from the tables carrying your own and your competitor's product information.

Let's start by examining the UNION operator.

### Using the UNION Operator

The general syntax required to use UNION is simple:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
TableA  
  
UNION  
SELECT ColumnC, ColumnD FROM TableB;

In general, whenever you use the UNION keyword, the column names are taken from the first SELECT query, but DB2 will assign arbitrary names if the column names aren't identical.

The UNION operator is supported in MySQL only from version 4.0 onward.

Suppose you have one table called Products with ProductID, ProductName, and ProductCost columns and one table called CompetitorProducts with ID, Name, and Cost columns, where the data types match. You could combine data from both these tables as follows:

SELECT ProductID, ProductName, ProductCost FROM Products  
UNION  
SELECT ID, Name, Cost FROM CompetitorProducts;

This would result in three columns of data—ProductID, ProductName, and ProductCost—containing data from both tables.

When you use UNION, you'll often need to include calculated columns or data type conversion to get column data to match. If, in the previous example, ProductID were a string value and ID were numeric, you would need to convert ID into a string. A handy way to do this would be to use the string conversion functions you looked at in the [previous chapter](#Top_of_LiB0031_html). For example, you could use this on SQL Server:

SELECT ProductID, ProductName, ProductCost FROM Products  
UNION  
SELECT STR(ID), Name, Cost FROM CompetitorProducts;

Let's look at a working example.

COMBINING DATA WITH UNION

|  |
| --- |
| Start example |

Enter and execute the following query:

SELECT Name, 'Professor' As Role FROM Professor  
 WHERE ProfessorID = (  
 SELECT ProfessorID FROM Class WHERE ClassID = 1)  
UNION  
SELECT Name, 'Student' FROM Student  
 WHERE StudentID IN (  
 SELECT StudentID FROM Enrollment WHERE ClassID = 1);

Note that this code won't work with MySQL 4.0 because it contains subqueries. A version of this query using table joins instead, which will work with MySQL, is available in the code download.

The query in this example extracts names from the Professor and Student tables that are involved in a specific class (subqueries are used here to match IDs with values in the Class and Enrollment tables, respectively). As well as extracting data, you provide a fixed value for a new calculated column, Role, which shows which table the name has come from:

Name Role  
  
 ------------- ---------  
 Anna Wolff Student  
 John Jones Student  
 Julia Picard Student  
 Prof. Dawson Professor  
 ... ...

It's well worth noting here that the resultant data is sorted together rather than having two sorted lists on top of one another. You can use ORDER BY and filter on the result set just as you do with other data returned by queries.

|  |  |  |
| --- | --- | --- |
|  | Note | It's normal for names to be sorted by last name rather than by first name. You could do this using the FormatName() function created in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions." |

|  |
| --- |
| End example |

|  |
| --- |
|  |

The previous example is pretty straightforward, but it doesn't quite fully illustrate how the UNION operator works. In set theoretical terms, a union of two sets of data will contain every member of each data set, but with each member only being counted once. So, the following:

{1, 2, 3, 4} UNION {3, 4, 5, 6}

produces this:

{1, 2, 3, 4, 5, 6}

In order to demonstrate this, let's use another query, which is designed to extract the underperforming students:

SELECT StudentID  
 FROM StudentExam  
 WHERE Mark < 40  
UNION  
SELECT StudentID  
 FROM Enrollment  
 WHERE GRADE < 40  
ORDER BY StudentID;

This query returns the StudentID for every student who received one or more exam mark under 40, and every student who received one or more class grade under 40. The results are as follows:

StudentID  
  
 -----------  
 2  
 5  
 8

If you run each of the two queries involved in this UNION operation separately, you'll see that there's one student (with an ID of 5) who has received an exam mark under 10 and a class grade under 40. However, this student is only listed once in the result set. What in effect you have in this case is this:

{2, 5, 8} UNION {5},

which produces this:

{2, 5, 8}

### Keeping Duplicate Rows

SQL allows you to override the usual rules of set theory and return all members of each set of data regardless of duplicates. You do this by simply using the UNION ALL operator:

SELECT   
ColumnA  
,   
ColumnB  
 FROM   
TableA  
  
UNION ALL  
SELECT   
ColumnC  
,   
ColumnD  
 FROM   
TableB  
;

By simply adding the ALL keyword to your UNION operator, your result set will include duplicate data.

This is in contrast to other SELECT queries, which as you've seen have required you to use the DISTINCT keyword to remove duplicate data.

This means that the following:

{1, 2, 3, 4} UNION ALL {3, 4, 5, 6}

produces this:

{1, 2, 3, 3, 4, 4, 5, 6}

This can be useful if you want to know the number of occurrences of a particular value in more than one table. Let's return to the underperforming students and perform the same query but using UNION ALL:

SELECT StudentID  
 FROM StudentExam  
 WHERE Mark < 40  
UNION ALL  
SELECT StudentID  
 FROM Enrollment  
 WHERE GRADE < 40  
ORDER BY StudentID;

The results are as follows:

StudentID  
  
 -----------  
 2  
 5  
 5  
 8

Now, student 5, who was returned by both queries, is counted twice. This is quite useful because now you know that, although students 2 and 8 have suffered the odd bad exam grade, only student 5 is consistently underperforming in class.

### Understanding Intersections and Differences

The last two operators are supported only by DB2 and Oracle, so we'll just present them briefly. The INTERSECT operator allows you to retrieve only the rows that occur in both queries. The following:

{1, 2, 3, 4} INTERSECT {3, 4, 5, 6}

produces this:

{3, 4}

The EXCEPT (called MINUS in Oracle) operator allows you to retrieve the rows that occur in the first but not the second query. For example, the following:

{1, 2, 3, 4} EXCEPT (or MINUS) {3, 4, 5, 6}

produces this:

{1, 2, 5, 6}

Let's demonstrate these by shaming the underachievers even more. The following query retrieves the IDs of all those students who scored less than 40 in at least one of their exams and were given at least one overall grade of less than 40:

SELECT StudentID  
 FROM StudentExam  
 WHERE Mark < 40  
INTERSECT  
SELECT StudentID  
 FROM Enrollment  
 WHERE GRADE < 40  
ORDER BY StudentID;

The only row returned is, as you know, that for student 5:

StudentID  
  
 -----------  
 5

Let's alter the query a bit to find only those students who have done very badly in one or more exam but who haven't also received at least one very good grade. You can do this using the EXCEPT operator (DB2):

-- DB2 only  
SELECT StudentID  
 FROM StudentExam  
 WHERE Mark < 40  
EXCEPT  
SELECT StudentID  
 FROM Enrollment  
 WHERE GRADE > 69  
ORDER BY StudentID;

In Oracle, you use the MINUS operator in the same way:

-- Oracle only  
SELECT StudentID  
 FROM StudentExam  
 WHERE Mark < 40  
MINUS  
SELECT StudentID  
 FROM Enrollment  
 WHERE GRADE > 69  
ORDER BY StudentID;

This query returns the IDs of all the students who scored less than 40 in an exam, minus the set of students who achieved a grade of 70 or more. Two of the usual suspects show up:

StudentID  
  
 -----------  
 2  
 5

## Summary

In this chapter, you examined subqueries and saw how to combine data from multiple queries into a single result set. To be specific, you've looked at the following:

* Formulating simple subqueries
* Using subqueries that return multiple values
* Understanding the difference between correlated and non-correlated subqueries
* Using the UNION keyword
* Using ALL with UNION to retain duplicate rows
* Extracting matching/nonmatching data from queries with INTERSECT and EXCEPT/MINUS

This chapter has been the first in which you've combined data from several tables together. In the [next chapter](#Top_of_LiB0039_html), you'll look at other ways of doing this that have their own advantages.

# Chapter 7: Querying Multiple Tables

Querying data from multiple tables using subqueries is a great capability, but it doesn't always give you everything you need, and the syntax can become a bit messy and confusing. Also, as discussed in the [previous chapter](#Top_of_LiB0035_html), when a subquery executes for each match of an outer query, performance can be affected. For this reason, SQL allows you to query multiple tables simultaneously with a simpler syntax. This capability doesn't completely replace some of the techniques you saw in the [previous chapter](#Top_of_LiB0035_html) involving subqueries across multiple tables, but it's extremely powerful when you simply want a result set that contains information from more than one table. Because relational databases are designed to hold data in more than one table, where records in one table are usually associated with records in other tables, this functionality is essential.

In this chapter, you'll look at the various ways that multitable queries can be performed using what's known in SQL parlance as joins. You'll start, as usual, with the basics before building up to more complex situations. The simpler material concerns situations where you get a result set consisting of matches between rows in different tables based on certain criteria, either by looking at equality between column values or by using some other comparison. The more complex techniques involve forcing unmatched rows from one or more tables to be included in the results you receive, even if there's no match with a row in another table.

Understanding Simple Joins

Let's consider a simple example. Imagine that someone at the example university wants to know when rooms are occupied and when they're free. You could find out this information by querying the Class and Room tables from the sample InstantUniversity database:

SELECT Class.ClassID, Class.Time, Room.RoomID  
FROM Room, Class;

Unfortunately, this won't yield the results you're after. You might think that you'd simply get a set of rows that consists of all the columns for both tables, with each row containing data from a row in the first table and a row from the second. Well, you'd be right. However, what you may not imagine is quite how many rows you'd get (try it out for yourself and see what happens!).

Basically, the result of the join is the Cartesian product of the elements in each set. For example, the Cartesian product of the two sets {a, b, c} and {a, b} is the following set of pairs:

{(a, a), (a, b), (b, a), (b, b), (c, a), (c, b)}

What happens in this example is that each row in Room is combined with each row in Class to give a row in the result set. So, the first row of Room is combined with the first row of Class for the first row in the result set. Next, the first row of Room is combined with the second row of Class, then the third row, the fourth row, and so on. The number of elements in the Cartesian product is the product of the number of elements in each set. In the example, you have nine rooms and 10 classes, so you have 90 results. Taking this further, if you had 100 rooms in your university and 100 classes scheduled, you'd end up with 10,000 rows of results!

In generic terms, imagine the following pseudoquery:

SELECT Table1.Column1, Table2.Column2, Table2.Column3 FROM Table1, Table2

Consider the situation where the previous query is executed, with the column Table1.Column1 having the values T1C1V1, T1C1V2, and so on, with Table1.Column2 having T1C2V1, T1C2V2, and with the same naming scheme for Table2.Column1. The first few rows returned will be as follows:

Table1.Column1 Table1.Column2 Table2.Column1  
--------------- --------------- --------------  
T1C1V1 T1C2V1 T2C1V1  
T1C1V1 T1C2V1 T2C1V2  
T1C1V1 T1C2V1 T2C1V3  
T1C1V1 T1C2V1 T2C1V4

and so on for the rest of the rows in Table2.Column1. Next, you move on to the second row in Table1:

Table1.Column1 Table1.Column2 Table2.Column1  
--------------- --------------- --------------  
T1C1V2 T1C2V2 T2C1V1  
T1C1V2 T1C2V2 T2C1V2  
T1C1V2 T1C2V2 T2C1V3  
T1C1V2 T1C2V2 T2C1V4

As before, you'll get one result for each row in Table2.

This type of join is known as a cross join, or Cartesian product. In fact, in all the RDBMSs covered in this book, except DB2, you can write the previous as follows:

SELECT Table1.Column1, Table1.Column2, Table2.Column3 FROM Table1 CROSS JOIN Table2

This CROSS JOIN operator is the SQL-92 standard.

In some circumstances, you might want this to happen but not many. What you need to do is to specify which rows in Table1 should be joined with which rows in Table2. The way you tend to do this is to use table relationships. For example, you might stipulate that a row with a primary key value of x in Table1 is joined to a row with the same foreign key value in Table2.

That way you might end up with 100 rows if there was a one-to-one correlation, or perhaps even less, if for example you were only joining a filtered group of rows in Table1 to a filtered group of rows in Table2.

### Using Two Table Equi-Joins

The most common way of associating rows from one table to another is via an equi-join. This is where you link rows based on an equality (hence "equi") between the values contained in a column of each row:

SELECT Table1.Column1, Table1.Column2, Table2.Column3 FROM Table1, Table2  
 WHERE Table1.Column1 = Table2.Column2

As with cross joins, you can also express this using a more explicit keyword form, which is the SQL-92 standard and works for all current versions of the RDBMSs covered in this book:

SELECT Table1.Column1, Table1.Column2, Table2.Column3FROM Table1 JOIN Table2  
 ON Table1.Column1 = Table2.Column2

Here, the difference is that you use the JOIN keyword rather than a comma and ON rather than WHERE. Because this is the standard form, you'll be using it in subsequent example code.

|  |  |  |
| --- | --- | --- |
|  | Note | For this example syntax to work on all database platforms and produce the same results, JOIN may have to be replaced by INNER JOIN. You'll see this in action in the upcoming example. |

Returning to the rooms and classes example, if you use the following SQL code, you'll see a much smaller result set:

SELECT Class.ClassID, Class.Time, Room.RoomID  
FROM Room  
 JOIN Class ON Room.RoomID = Class.RoomID;

You now see just 10 rows, one for each class, indicating what time and in which room each class is held.

You should note that versions of Oracle up to 8.1.7 don't support the JOIN keyword. Instead, simply use the following syntax:

SELECT Room.RoomID, Class.Time, Class.ClassID  
FROM Room, Class  
WHERE Room.RoomID = Class.RoomID;

As another example, if you had a table called Customers with a CustomerID column and a table called CreditCards that also had a CustomerID column (going back to an earlier example where you had multiple credit cards per customer), you might write the following:

SELECT Customers.CustomerID,  
 Customers.CustomerName,  
 CreditCards.CardNumber  
FROM Customers  
 JOIN CreditCards  
 ON Customers.CustomerID = CreditCards.CustomerID;

Assuming there's a one-to-many relationship between these tables (one customer can have multiple credit cards), you'd get one row returned for each credit card in CreditCards. Note that some of these rows would have identical customer information because this is how you've asked for the data.

TWO TABLE EQUI-JOINS

|  |
| --- |
| Start example |

Say you want to report the marks that have been achieved for every exam taken by every student. The following query will do the trick. Execute it against the InstantUniversity database:

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Student.Name AS StudentName  
  
FROM StudentExam  
 JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
ORDER BY ExamID;

Note that to run this example with MySQL and Access, you need to use INNER JOIN instead of JOIN:

...  
FROM StudentExam  
 INNER JOIN Student  
...

(We'll explain what this extra clause means in just a moment.)

You should see the following results:

ExamID Mark StudentName  
  
 ------- ----- -------------  
 1 55 John Jones  
 1 26 Anna Wolff  
 1 71 Julia Picard  
 2 62 Anna Wolff  
 ... ... ...

In this example, you've joined data from StudentExam directly to data from the Student table and presented it in a single result set. Rather than getting the StudentID value and having to then extract student names, joining the tables with the equi-join specification of ON StudentExam.StudentID = Student.StudentID gives you direct access to this information. This is much more efficient because you get the information you want without having to run a separate query or, as might be the case, several separate queries for each student.

|  |
| --- |
| End example |

|  |
| --- |
|  |

Again, instead of using the JOIN clause in this example, you could have constructed the same query using WHERE clauses as follows:

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Student.Name AS StudentName  
FROM StudentExam, Student  
WHERE StudentExam.StudentID = Student.StudentID  
ORDER BY ExamID;

Another point to note is that this type of join, and in fact any other type of join, can include additional clauses as examined in other chapters. A WHERE clause, for example, is just as valid in a join as in any other query. The following modification to the previous example gives just those students with a mark of 80 or more:

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Student.Name AS StudentName  
FROM StudentExam JOIN Student  
ON StudentExam.StudentID = Student.StudentID  
WHERE StudentExam.Mark >= 80  
ORDER BY ExamID;

It's important to bear this in mind in later examples, where you won't concentrate on anything other than the joining of tables because there's a whole world of flexibility available.

### Using Multitable Equi-Joins

When it comes to equi-joins, there's no need to stop at two tables. You can include as many tables as you like, taking care to match rows to one another to avoid obtaining thousands of rows. To do this, you simply add another JOIN and ON clause after the first one:

SELECT \* FROM   
Table1  
 JOIN   
Table2  
  
 ON Table1.Column1 = Table2.Column2  
 JOIN   
Table3  
  
 ON Table1.Column3 = Table3.Column4

To go back to the customers and credit cards example, imagine that you have another table called Addresses, where each customer has one or more addresses stored. You could expand on the query to get columns from this new table with simple additions:

SELECT Customers.CustomerID,  
 Customers.CustomerName,  
 CreditCards.CardNumber,  
 Addresses.Country  
FROM Customers  
 JOIN CreditCards  
 ON Customers.CustomerID = CreditCards.CustomerID  
 JOIN Addresses  
 ON Customers.CustomerID = Addresses.CustomerID

Let's look at an example of this using the InstantUniversity database.

|  |  |  |
| --- | --- | --- |
|  | Note | Access doesn't seem to support multitable equi-joins like the other database platforms do. Instead, you need to use a nested join to achieve the same results, as you'll see in a moment. |

MULTI-TABLE EQUI-JOINS (NOT ACCESS)

|  |
| --- |
| Start example |

The following example displays, for every exam taken by every student, what mark they achieved and the date on which the exam was given. This combines data from the Student and Exam tables via the StudentExam junction table (displaying data from both sides of the many-to-many relationship).

Execute the following statement (again, change JOIN to INNER JOIN for MySQL):

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Exam.SustainedOn,  
 Student.Name AS StudentName  
FROM StudentExam  
 JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
 JOIN Exam  
 ON StudentExam.ExamID = Exam.ExamID  
ORDER BY StudentExam.ExamID;

This should produce the following results:

ExamID Mark SustainedOn StudentName  
  
 ------- ----- ------------------------ ------------  
 1 55 2003-03-12 00:00:00.000 John Jones  
 1 26 2003-03-12 00:00:00.000 Anna Wolff  
 1 71 2003-03-12 00:00:00.000 Julia Picard  
 2 62 2003-03-13 00:00:00.000 Anna Wolff  
 ... ... ... ...

Here you've extended the previous example by getting the SustainedOn field from Exam and using the ExamID field to join the tables. All you had to do to get this information was to include an extra JOIN ON clause for the new table, and then you could extract the data using Exam.SustainedOn. Note that one more change was necessary: The ORDER BY clause changed from ExamID to StudentExam.ExamID, which was needed because now there are two ExamID columns, one in StudentExam and one in Exam. You have to be explicit when referencing columns in such a situation.

|  |
| --- |
| End example |

|  |
| --- |
|  |

So, let's see how you can achieve similar results in Microsoft Access, as well as the other platforms by altering how you nest joins.

NESTED MULTI-TABLE EQUI-JOINS (ALL PLATFORMS)

|  |
| --- |
| Start example |

Access seems to prefer to start from one end of the relationship and use nested joins to display the same results that you saw previously, for example:

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Exam.SustainedOn,  
 student.Name  
FROM Exam  
 INNER JOIN (student  
 INNER JOIN StudentExam ON student.StudentID = StudentExam.StudentID)  
 ON Exam.ExamID = StudentExam.ExamID  
ORDER BY StudentExam.ExamID;

This syntax will work on all platforms. Again, you see the same results:

ExamID Mark SustainedOn StudentName  
  
 ------- ----- ------------------------ ------------  
 1 55 2003-03-12 00:00:00.000 John Jones  
 1 26 2003-03-12 00:00:00.000 Anna Wolff  
 1 71 2003-03-12 00:00:00.000 Julia Picard  
 2 62 2003-03-13 00:00:00.000 Anna Wolff  
 ... ... ... ...

In this example, you first perform a join between the Student and StudentExam tables, then you join the resulting table to the Exam table to produce the results. Access requires that you use INNER JOIN instead of JOIN, and it also requires brackets around the first join.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Using Non-Equi Joins

All equi-joins use the equality operator (=) in their WHERE clause. However, this is by no means essential. You can use any comparison operator you like, for example:

SELECT \* FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1 < Table2.Column2

This is likely to result in more results than an equi-join because there are likely to be more matches in the WHERE clause.

Let's look at an example:

NON-EQUI JOINS

|  |
| --- |
| Start example |

First, let's see which classes are being held in which rooms at a certain time, as you saw earlier.

Execute the following against the InstantUniversity database:

SELECT Room.RoomID, Class.Time, Class.ClassID  
FROM Room JOIN Class ON Room.RoomID = Class.RoomID;

You should see the following list:

RoomID Time ClassID  
  
 ------- ----------------------------------  
 6 Mon 09:00-11:00 1  
 5 Mon 11:00-12:00, Thu 09:00-11:00 2  
 3 Mon 14:00-16:00 3  
 2 Tue 10:00-12:00, Thu 14:00-15:00 4  
 9 Tue 14:00-16:00 5  
 2 Tue 16:00-17:00 Thu 15:00-17:00 6  
 3 Wed 09:00-11:00 7  
 8 Wed 11:00-13:00 Fri 09:00-11:00 8  
 5 Fri 11:00-13:00 9  
 9 Fri 14:00-16:00 10

Notice that room 2 is busy on Tuesday morning from 10 A.M. to 12 P.M., and room 3 is busy on Monday afternoon from 2 A.M. to 4 P.M.

Second, what if you wanted to have a list of when rooms are free? Alter the query, dropping the ClassID column, as follows:

SELECT Room.RoomID, Class.Time  
FROM Room JOIN Class ON Room.RoomID <> Class.RoomID;

You should now see the following:

RoomID Time  
  
 ------- ----------------------------------  
 ... ...  
 2 Mon 11:00-12:00, Thu 09:00-11:00  
 2 Mon 14:00-16:00  
 2 Tue 14:00-16:00  
 2 Wed 09:00-11:00  
 2 Wed 11:00-13:00 Fri 09:00-11:00  
 2 Fri 11:00-13:00  
 2 Fri 14:00-16:00  
 3 Mon 09:00-11:00  
 3 Mon 11:00-12:00, Thu 09:00-11:00  
 3 Tue 10:00-12:00, Thu 14:00-15:00  
 3 Tue 14:00-16:00  
 3 Tue 16:00-17:00 Thu 15:00-17:00  
 ... ...

Notice that room 2 doesn't have an available 10 A.M. to 12 P.M. slot, and room 3 is also booked on Monday afternoons from 2 A.M. to 4 P.M. (these times don't appear in this list). This is a bit of a crude way to identify if a room is actually free (the only times that appear are times when there are classes). However, it does at least demonstrate, in this database, how using an inequality operator instead of an equality operator produces many more results because the search is broader in this case.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Using Aliasing in Equi-Joins

The example queries you've seen so far have had one thing in common—they all tend to be rather long. However, the aliasing technique you've used previously in this book really comes into its own here. For example, you can rewrite the query used earlier:

SELECT StudentExam.ExamID,  
 StudentExam.Mark,  
 Student.Name AS StudentName  
FROM StudentExam  
 JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
ORDER BY ExamID

using aliases as so:

SELECT SE.ExamID,  
 SE.Mark,  
 S.Name AS StudentName  
FROM StudentExam AS SE  
 JOIN Student AS S  
 ON SE.StudentID = S.StudentID  
ORDER BY ExamID

The query operates in the same way, but you save a fair bit of space, making the important bits easier to read along the way.

## Inner vs. Outer Joins

When you join tables together, you're associating rows from one table with rows from another and extracting data from the combinations. Depending on the join condition you use, you may end up with every row from both tables being matched with a row from the other table, but you might not.

In an inner join, the data returned from a query consists of data from each matched combination—no unmatched rows are considered. This is the type of join you've been using in the examples in this chapter so far, and as you know, it was necessary to explicitly mark some of these joins as inner joins for MySQL and Access. Using JOIN on those platforms that support it implicitly performs an INNER JOIN.

Let's look at how inner joins work in a bit more detail: In order to illustrate the various types of join and how they work, consider two simple tables, each with four rows comprising one column and as follows:

Table1.Column1 Table2.Column2  
1 2  
2 4  
3 5  
4 4

### Using Inner Joins

Let's perform an inner join between the two tables, as follows:

SELECT Table1.Column1, Table2.Column2  
FROM   
Table1  
  
INNER JOIN Table2  
ON Table1.Column1 = Table2.Column2;

[Figure 7-1](#ch07fig01) shows the rows that are returned.
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 Figure 7-1: Inner join behavior

A row is only returned if a particular column value appears in both Table1 and Table2. In this case, the results will be as follows:

COLUMN1 COLUMN2  
  
 ----- -------------------  
 2 2  
 4 4  
 4 4

To perform an INNER JOIN on the Room and Class tables, you use code similar to the following:

SELECT Room.RoomID, Class.Time  
FROM Room  
 INNER JOIN Class  
 ON Room.RoomID = Class.RoomID  
ORDER BY Room.RoomID;

This will yield the following results (presented ordered by RoomID):

RoomID Time  
  
 ------- ---------------------------------  
 2 Tue 10:00-12:00, Thu 14:00-15:00  
 2 Tue 16:00-17:00 Thu 15:00-17:00  
 3 Wed 09:00-11:00  
 3 Mon 14:00-16:00  
 5 Mon 11:00-12:00, Thu 09:00-11:00  
 5 Fri 11:00-13:00  
 6 Mon 09:00-11:00  
 8 Wed 11:00-13:00 Fri 09:00-11:00  
 9 Tue 14:00-16:00  
 9 Fri 14:00-16:00

Because no classes are scheduled for room 1, you don't see any entries for room 1 in this list.

### Using Outer Joins

Outer joins, on the other hand, consider some of the table rows from source tables that aren't matched up. There are three types of outer join: left, right, and full, where all rows are included from the left table, the right table, and both tables, respectively.

You perform outer joins using a similar syntax to inner joins, using LEFT OUTER JOIN, RIGHT OUTER JOIN, or FULL OUTER JOIN clauses. All of these require an ON clause for joining:

SELECT \*  
FROM   
Table1  
  
 LEFT OUTER JOIN   
Table2  
  
 ON Table1.Column1 = Table2.Column2  
  
SELECT \*  
FROM   
Table1  
  
 RIGHT OUTER JOIN   
Table2  
  
 ON Table1.Column1 = Table2.Column2  
  
SELECT \*  
FROM   
Table1  
  
 FULL OUTER JOIN   
Table2  
  
 ON Table1.Column1 = Table2.Column2

Let's see these in action.

#### Left Outer Join

Using the small test tables, you can perform a left outer join as described previously. [Figure 7-2](#ch07fig02) shows the rows returned for this join.
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 Figure 7-2: Left outer join behavior

Notice that in this case a row is returned from Table1, even if no corresponding value exists in Table2. So, the results would be as follows:

COLUMN1 COLUMN2  
  
 ----- ------------------  
 1  
 2 2  
 3  
 4 4  
 4 4

You can perform a left outer join on the classes and room example using the following:

SELECT Room.RoomID, Class.Time  
FROM Room  
 LEFT OUTER JOIN Class  
 ON Room.RoomID = Class.RoomID  
ORDER BY Room.RoomID;

This yields the following results:

RoomID Time  
  
 ------- ---------------------------------  
 1  
 2 Tue 10:00-12:00, Thu 14:00-15:00  
 2 Tue 16:00-17:00 Thu 15:00-17:00  
 3 Mon 14:00-16:00  
 3 Wed 09:00-11:00  
 4  
 5 Mon 11:00-12:00, Thu 09:00-11:00  
  
 5 Fri 11:00-13:00  
 6 Mon 09:00-11:00  
 7  
 8 Wed 11:00-13:00 Fri 09:00-11:00  
 9 Tue 14:00-16:00  
 9 Fri 14:00-16:00

Notice that rooms 1, 4, and 7, currently unused in the database, now appear in the list of rooms.

#### Right Outer Join

[Figure 7-3](#ch07fig03) shows a right outer join.
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 Figure 7-3: Right outer join behavior

This is basically the opposite of a right outer join. A row is returned from Table2, even if no corresponding value exists in Table1. So, the results would be as follows:

COLUMN1 COLUMN2  
  
 ---------- ----------  
 2 2  
 4 4  
 4 4  
 5

Performing this join on the room and class example will yield the same results as an inner join because you don't have any null fields in the Class table, but the syntax you'd use is as follows:

SELECT Room.RoomID, Class.Time  
FROM Room  
 RIGHT OUTER JOIN Class  
 ON Room.RoomID = Class.RoomID  
ORDER BY Room.RoomID;

However, switching the SQL around (effectively inverting the example), you can produce the same results as the left inner join:

SELECT Room.RoomID, Class.Time  
FROM Class  
 RIGHT OUTER JOIN Room  
 ON Class.RoomID = Room.RoomID  
ORDER BY Room.RoomID;

#### Full Outer Join

Finally, [Figure 7-4](#ch07fig04) shows the result of a full outer join.

![Click To expand](data:image/jpeg;base64,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)   
 Figure 7-4: Full outer join behavior

In the test case, the results are as follows:

COLUMN1 COLUMN2  
  
----- ------------------  
1  
2 2  
3  
4 4  
4 4  
 5

Using the room and class example, you see the same set of results as produced when using a LEFT OUTER JOIN:

SELECT Room.RoomID, Class.Time  
FROM Room  
 FULL OUTER JOIN Class  
 ON Room.RoomID = Class.RoomID  
ORDER BY Room.RoomID;

Note that MySQL and Access don't support the FULL OUTER JOIN syntax.

#### Alternative Outer Join Syntax

Some RDBMSs still use an older method for performing outer joins, where operators such as + were used to specify the different types of join. However, this is a most confusing way of doing things when compared to this more explicit specification using keywords. Although in most cases RDBMSs have been upgraded to use the new syntax, it's worth looking at the operators here because you may well come across them.

You might see the operators \*=, =\*, or \*=\* being used in a WHERE clause as follows:

SELECT \*  
FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1 \*= Table2.Column2  
  
SELECT \*  
FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1 =\* Table2.Column2  
  
SELECT \*  
FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1 \*=\* Table2.Column2

These stand for left outer join, right outer join, and full outer join, respectively. Alternatively, when using Oracle, you might see a + operator being used in a similar way:

SELECT \*  
FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1(+) = Table2.Column2

This syntax was used for Oracle versions prior to 9i. In the previous case, a null value would be returned for Table1 if there isn't any value in Column1 that corresponds to a value in Column2 of Table2. So, this is equivalent to a right outer join. You achieve a left outer join as follows:

SELECT \*  
FROM   
Table1  
,   
Table2  
  
WHERE Table1.Column1 = Table2.Column2(+)

As a final note before you move on to a proper example, note that you can include multiple tables in outer joins just as with inner joins. As you saw earlier with inner joins, you simply add more JOIN and ON clauses after specifying the first join. You can even mix types of join in a single query—although things quickly become complicated if you do!

### Seeing Inner and Outer Joins in Practice

Let's investigate the use of each join type in a full working example.

INNER AND OUTER JOINS

|  |
| --- |
| Start example |

In this example, you're extending the classes and rooms example, looking at matches between rows in the Class table and rows in the Room table where values in the RoomID columns match. This would be useful because just knowing the ID of a room isn't quite as useful as knowing the name of a room; unless you have a list to match the IDs against, you'll end up with the professor teaching himself.

Execute the following against the InstantUniversity database:

SELECT Class.ClassID,  
 Class.CourseID,  
 Class.Time,  
 Room.Comments AS RoomName  
FROM Class INNER JOIN Room  
ON Class.RoomID = Room.RoomID  
ORDER BY ClassID;

This is the inner join example, and it produces the following:

ClassID CourseID Time RoomName  
  
 ------- -------- --------------------------------- ------------------  
 1 1 Mon 09:00-11:00 Languages Room 2  
 2 2 Mon 11:00-12:00, Thu 09:00-11:00 Languages Room 1  
 3 3 Mon 14:00-16:00 Science Room 1  
 4 4 Tue 10:00-12:00, Thu 14:00-15:00 Science Department  
 5 5 Tue 14:00-16:00 Engineering Room 2  
 6 6 Tue 16:00-17:00, Thu 15:00-17:00 Science Department  
 7 7 Wed 09:00-11:00 Science Room 1  
 8 8 Wed 11:00-13:00, Fri 09:00-11:00 Engineering Room 1  
 9 9 Fri 11:00-13:00 Languages Room 1  
 10 10 Fri 14:00-16:00 Engineering Room 2

Running this example results in a set of data that only includes those row combinations where matches are found. This gives you the name of the room for each class in the Class table.

Now enter and execute the following:

SELECT Class.ClassID,  
 Class.CourseID,  
 Class.Time,  
 Room.Comments AS RoomName  
FROM Class RIGHT OUTER JOIN Room  
ON Class.RoomID = Room.RoomID  
ORDER BY ClassID;

The results are as follows:

ClassID CourseID Time RoomName  
  
 ------- -------- --------------------------------- -----------------  
 NULL NULL NULL Main hall  
 NULL NULL NULL Languages Block  
 NULL NULL NULL Engineering Center  
 1 1 Mon 09:00-11:00 Languages Room 2  
 2 2 Mon 11:00-12:00, Thu 09:00-11:00 Languages Room 1  
  
 3 3 Mon 14:00-16:00 Science Room 1  
 4 4 Tue 10:00-12:00, Thu 14:00-15:00 Science Department  
 5 5 Tue 14:00-16:00 Engineering Room 2  
 6 6 Tue 16:00-17:00, Thu 15:00-17:00 Science Department  
 7 7 Wed 09:00-11:00 Science Room 1  
 8 8 Wed 11:00-13:00, Fri 09:00-11:00 Engineering Room 1  
 9 9 Fri 11:00-13:00 Languages Room 1  
 10 10 Fri 14:00-16:00 Engineering Room 2

This time around, you're including all rows in the second table, which is Room. This shows you explicitly which rooms aren't used for classes because you can see NULL values in the first three columns of the results for those rooms. At the same time, the results are including information that you wouldn't otherwise have obtained, namely a complete list of rooms available, not just those where classes are taking place.

|  |
| --- |
| End example |

|  |
| --- |
|  |

You could also perform a left outer join as follows:

SELECT Class.ClassID,  
 Class.CourseID,  
 Class.Time,  
 Room.Comments AS RoomName  
FROM Class LEFT OUTER JOIN Room  
ON Class.RoomID = Room.RoomID  
ORDER BY ClassID

However, this would give you the same result as the inner join because all RoomID values in the Class table have corresponding values in the Room table. If you were to add a record to the Class table that had a different RoomID value—10, for example—then as well as the results that are the same as those for an inner join, you would see a result as follows:

ClassID CourseID Time RoomName  
  
 ------- -------- --------------------------------- -----------------  
 11 3 Wed 14:00-16:00 NULL

You'd see all the data from the Class table columns, but because there's no corresponding row in the Room table, you get a NULL value for RoomName.

You could also have performed a full outer join, but with the default data this would give the same result as the right outer joins example. If you add a record as shown previously for a left outer join, though, then it too would be included. This would make the result for a full outer join as follows:

ClassID CourseID Time RoomName  
  
 ------- -------- --------------------------------- -----------------  
 NULL NULL NULL Main hall  
 NULL NULL NULL Languages Block  
 NULL NULL NULL Engineering Center  
 1 1 Mon 09:00-11:00 Languages Room 2  
 2 2 Mon 11:00-12:00, Thu 09:00-11:00 Languages Room 1  
 3 3 Mon 14:00-16:00 Science Room 1  
 4 4 Tue 10:00-12:00, Thu 14:00-15:00 Science Department  
 5 5 Tue 14:00-16:00 Engineering Room 2  
 6 6 Tue 16:00-17:00, Thu 15:00-17:00 Science Department  
 7 7 Wed 09:00-11:00 Science Room 1  
 8 8 Wed 11:00-13:00, Fri 09:00-11:00 Engineering Room 1  
 9 9 Fri 11:00-13:00 Languages Room 1  
 10 10 Fri 14:00-16:00 Engineering Room 2  
 11 3 Wed 14:00-16:00 NULL

As you can see, although outer joins can be a little difficult to understand at first, they provide interesting possibilities.

## Exploring Additional Joins in Oracle

In addition to the joins you've just been looking at, Oracle 9i offers a few additional options, which you'll take a quick look at now.

### Using Natural Joins

A natural join performs a join for all columns with matching values in two tables. To put this in context, you could rewrite an earlier example from this:

SELECT Class.ClassID,  
 Class.CourseID,  
 Class.Time,  
 Room.Comments AS RoomName  
FROM Class INNER JOIN Room  
ON Class.RoomID = Room.RoomID  
ORDER BY ClassID;

to this:

SELECT Class.ClassID,  
 Class.CourseID,  
 Class.Time,  
 Room.Comments AS RoomName  
FROM Class NATURAL JOIN Room  
ORDER BY ClassID;

### Working with the using Clause

This clause is used if several columns share the same name. Again, you can modify a previous example to demonstrate this:

SELECT Room.Comments, Class.Time  
FROM Room  
 INNER JOIN Class  
 ON Room.RoomID = Class.RoomID;

This query lists the name of each room and the times when it's in use:

Comments Time  
  
 --------------------------- ---------------------------------  
 Science Department Tue 16:00-17:00 Thu 15:00-17:00  
 Science Department Tue 10:00-12:00, Thu 14:00-15:00  
 Science Room 1 Wed 09:00-11:00  
 Science Room 1 Mon 14:00-16:00  
 Languages Room 1 Fri 11:00-13:00  
 Languages Room 1 Mon 11:00-12:00, Thu 09:00-11:00  
 Languages Room 2 Mon 09:00-11:00  
 Engineering Room 1 Wed 11:00-13:00 Fri 09:00-11:00  
 Engineering Room 2 Fri 14:00-16:00  
 Engineering Room 2 Tue 14:00-16:00

Using the USING clause, you could write this as follows:

SELECT Room.Comments, Class.Time  
FROM Class  
 JOIN Room  
 USING (RoomID);

This would produce the same results. Note that you can't use any further qualifiers, including WHERE or GROUP BY in this statement.

## Summary

In this chapter, you've seen how you can use SQL to query multiple tables at the same time. You've looked at the following:

* The basic syntax for multitable queries
* Cross joins, where every row from one table is matched with every row from another
* Equi-joins, where an equality is used to match table rows
* Non-equi joins, where a different comparison is used to match rows
* The use of aliases to ease comprehension of joins
* The difference between inner and outer joins

Next, you'll look at how you can create different arrangements of your data by using views.

# Chapter 8: Hiding Complex SQL with Views

Sofar, when you've wanted to restructure data with calculated columns or extract data from multiple tables based on comparisons between column values, you've had to resort to relatively complex SQL statements. Typically, though, you'll want to obtain data in this modified form more than once. Certain tasks, such as getting the name of the customer associated with an order, will be performed so often that it can seem awkward to have to query multiple tables all the time.

To get around this, SQL allows you to create views in a database, which provide (semi)permanent reshaping of data from tables in a database that you can access with queries as an alternative to accessing tables directly. This has the advantage of providing an additional layer of abstraction to the user, which can mean that you can format data in a more consistent way and even enhance security by providing access only to views, not to the underlying data. Views are sometimes referred to as virtual tables.

Overview of SQL Views

A view is basically the set of rows you'd receive should you execute a given query. This set of rows looks exactly like any other table to a user of the database although all the data it contains is in fact stored in other tables.

This can be extremely useful for restricting access to certain data. Instead of giving users access to the actual tables in the database, you can instead give them access to a view of the table, which might not contain all of the available data. In addition, modifying data through a view is usually not possible, so you can provide a simple, read-only version of the data that's accessible to low-privilege users.

Another great thing about views is that they're updated whenever their underlying data changes, without you having to do anything!

|  |  |  |
| --- | --- | --- |
|  | Note | At the time of writing, views have not yet been implemented in MySQL or Microsoft Access, but they're available in SQL Server, Oracle, and DB2. |

## Creating a View

To create a view, you use the following syntax:

CREATE VIEW   
ViewName  
 AS   
Query  
 [WITH CHECK OPTION]

Here, Query can be any query you like, which could involve any of the techniques you've seen in previous chapters.

For example:

CREATE VIEW StudentSummary  
AS  
SELECT Student.StudentID, Student.Name,  
 COUNT(\*) AS ExamsTaken  
FROM Student  
INNER JOIN StudentExam  
ON Student.StudentID = StudentExam.StudentID  
GROUP BY Student.StudentID, Student.Name

Here you create a view called StudentSummary, which consists of a StudentID column, a Name column, and an ExamsTaken column, which is a count of how many exams that student has taken. After doing this, it's possible to use the following query:

SELECT StudentID, Name, ExamsTaken FROM StudentSummary

This will return the desired order count information without having to use the clumsy syntax required to calculate this information.

You can use views wherever you might otherwise use tables in SQL statements, so you can query them, perform joins with them, and so on.

|  |  |  |
| --- | --- | --- |
|  | Note | You'll look at the WITH CHECK OPTION clause in just a moment when you learn about modifying data using views. |

CREATING A VIEW (SQL SERVER)

|  |
| --- |
| Start example |

For SQL Server, you should execute the following statement against the InstantUniversity database:

CREATE VIEW ClassAttendees AS  
SELECT Class.ClassID, SUBSTRING(Professor.Name,  
 LEN(Professor.Name) - CHARINDEX(' ', REVERSE(Professor.Name)) + 2, 100)  
 + ', '  
 + LEFT(Professor.Name, LEN(Professor.Name)  
 - CHARINDEX(' ', REVERSE(Professor.Name)))  
 AS Name, 'Professor' AS Role  
FROM Professor  
 INNER JOIN Class ON Professor.ProfessorID =  
 Class.ProfessorID  
UNION  
SELECT Enrollment.ClassID, SUBSTRING(Student.Name,  
 LEN(Student.Name) - CHARINDEX(' ', REVERSE(Student.Name)) + 2, 100)  
 + ', '  
 + LEFT(Student.Name,  
 LEN(Student.Name) - CHARINDEX(' ', REVERSE(Student.Name)))  
 AS Name, 'Student'  
FROM Student  
 INNER JOIN Enrollment ON Student.StudentID =  
 Enrollment.StudentID

Oracle and DB2 will use a slightly different syntax for this example, as you'll see in a moment.

Then, execute the following statement:

SELECT ClassID, Name, Role FROM ClassAttendees

You should see the following output (the first six rows are shown):

ClassID Name Role  
  
 ------- -------------- ---------  
 1 Dawson, Prof. Professor  
 1 Jones, John Student  
 1 Picard, Julia Student  
 1 Wolff, Anna Student  
 2 Dawson, Prof. Professor  
 2 Jones, John Student  
 ... ... ...

In this example, you've used a modified version of the complicated string manipulation query from [Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries," to build a view called ClassAttendees. This view shows who takes part in each class in the university, both students and professors.

|  |
| --- |
| End example |

|  |
| --- |
|  |

This is an ideal use of a view because you wouldn't want to use the whole lengthy query every time you wanted such information. You could refine the results by adding clauses into the SELECT statement to filter the results, for example:

SELECT ClassID, Name, Role  
FROM ClassAttendees  
WHERE ClassID = 1;

This statement would return only the attendees of the first class on Monday morning.

CREATING A VIEW (ORACLE)

|  |
| --- |
| Start example |

The main difference between the SQL Server implementation of this example and the Oracle implementation is that the code that modifies the names of the students and professors will be constructed differently, as you can see in the following code equivalent:

CREATE VIEW ClassAttendees AS  
SELECT Class.ClassID,  
 SUBSTR(Professor.Name, INSTR(Professor.Name, ' ') + 1)  
 || ', '  
 || SUBSTR(Professor.Name, 1,  
 INSTR(Professor.Name, ' ') - 1)  
 AS Name, 'Professor' AS Role  
FROM Professor  
 INNER JOIN Class ON Professor.ProfessorID =  
 Class.ProfessorID  
UNION  
SELECT Enrollment.ClassID,  
 SUBSTR(Student.Name, INSTR(Student.Name, ' ') + 1)  
 || ', '  
 || SUBSTR(Student.Name, 1,  
 INSTR(Student.Name, ' ') - 1)  
 AS Name, 'Student'  
FROM Student  
 INNER JOIN Enrollment ON Student.StudentID = Enrollment.StudentID;

This code will produce the same results as the SQL Server equivalent.

|  |
| --- |
| End example |

|  |
| --- |
|  |

Finally, let's quickly look at the change in syntax to implement the same view in DB2.

CREATING A VIEW (DB2)

|  |
| --- |
| Start example |

Note that when using DB2, in addition to the string manipulation code being slightly different, each column must be explicitly named using the AS Name syntax:

CREATE VIEW ClassAttendees AS  
SELECT Class.ClassID AS ClassID,  
 SUBSTR(Professor.Name, POSSTR(Professor.Name, ' ') + 1)  
 || ', '  
 || SUBSTR(Professor.Name, 1,  
 POSSTR(Professor.Name, ' ') - 1)  
 AS Name, 'Professor' AS Role  
FROM Professor  
 INNER JOIN Class ON Professor.ProfessorID =  
 Class.ProfessorID  
  
UNION  
SELECT Enrollment.ClassID AS ClassID,  
 SUBSTR(Student.Name, POSSTR(Student.Name, ' ') + 1) || ', ' ||  
 SUBSTR(Student.Name, 1, POSSTR(Student.Name, ' ') - 1)  
 AS Name, 'Student' AS Role FROM Student INNER JOIN Enrollment  
ON Student.StudentID = Enrollment.StudentID;

Again, this code will produce the same results as the implementations shown previously.

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Modifying Data Through a View

Depending on the view specification, it may be possible to modify data through a view. However, this isn't always possible. In order for a view to be modifiable via INSERT, UPDATE, or DELETE (which will actually result in modification of the underlying data), certain conditions must be met:

* The view can't contain any aggregate functions, such as COUNT or MAX, or use a GROUP BY clause. One exception is that subqueries can use aggregate functions although the values calculated here can't be modified.
* The view doesn't contain a TOP clause (SQL Server only).
* The view doesn't use DISTINCT.
* The view doesn't use calculated columns.
* The view must obtain data from one or more tables rather than simply providing explicit values.

This basically restricts view data modification to simple cases but can nonetheless be useful in some circumstances.

You can also utilize something more advanced to make views modifiable, notably triggers and partitioned views, but these are advanced topics that we won't cover here.

The WITH CHECK OPTION clause at the end of a CREATE VIEW statement is used on views that allow data modification to the data visible to the view. For example, if there's a filter on a column such as WHERE ClassID = 4, then you couldn't change the value of this column to any value other than for any record, and you couldn't add a new record with a different value of ClassID. However, you could alter any visible columns that adhere to that condition.

## Updating a View

Once you've defined a view, you might at some point want to modify its definition. To do this, you use the following statement in SQL Server:

ALTER VIEW   
ViewName  
 AS   
NewQuery

In Oracle you use slightly different syntax to alter the definition of a view:

CREATE OR REPLACE VIEW   
ViewName  
 AS   
NewQuery

The ALTER VIEW statement in Oracle performs a different action to the one used in SQL Server. You can use the ALTER VIEW statement to recompile a view or alter its constraints. For more information, you should check the Oracle documentation.

In DB2 there's also an ALTER VIEW statement; however, its meaning is quite different. This statement allows you to modify individual columns in a view, making them refer to additional data. The simplest way to change a view in DB2 is to delete it and add it again.

CHANGING A VIEW

|  |
| --- |
| Start example |

In SQL Server, execute the following statement:

ALTER VIEW ClassAttendees AS  
SELECT Class.ClassID, NULL AS StudentID, SUBSTRING(Professor.Name,  
 LEN(Professor.Name) - CHARINDEX(' ', REVERSE(Professor.Name)) + 2, 100)  
 + ', '  
 + LEFT(Professor.Name,  
 LEN(Professor.Name) - CHARINDEX(' ', REVERSE(Professor.Name)))  
 AS Name, 'Professor' AS Role  
FROM Professor INNER JOIN Class ON Professor.ProfessorID = Class.ProfessorID  
UNION  
  
SELECT Enrollment.ClassID, Student.StudentID, SUBSTRING(Student.Name,  
 LEN(Student.Name) - CHARINDEX(' ', REVERSE(Student.Name)) + 2, 100)  
 + ', '  
 + LEFT(Student.Name,  
 LEN(Student.Name) - CHARINDEX(' ', REVERSE(Student.Name)))  
 AS Name, 'Student' FROM Student  
 INNER JOIN Enrollment ON Student.StudentID = Enrollment.StudentID;

For Oracle, change the first line to the following:

CREATE OR REPLACE VIEW ClassAttendees AS

Then execute the following statement:

SELECT ClassID, StudentID, Name, Role FROM ClassAttendees;

to display the amended view:

ClassID StudentID Name Role  
  
 ------- --------- -------------- ---------  
 1 NULL Dawson, Prof. Professor  
 1 1 Jones, John Student  
 1 5 Wolff, Anna Student  
 1 8 Picard, Julia Student  
 2 NULL Dawson, Prof. Professor  
 2 1 Jones, John Student  
 ... ... ... ...

Here you've modified the view created in the last example, adding a new StudentID column. For contacts in the Student table, you have a column called StudentID that you can look at via this view, but no such information exists for the Professor table, so you simply insert a NULL value.

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Deleting a View

Finally, you can remove views from the database using the following:

DROP VIEW   
ViewName

DELETING A VIEW

|  |
| --- |
| Start example |

Execute the following statement against the InstantUniversity database:

DROP VIEW ClassAttendees;

Then, try to execute the following statement:

SELECT \* FROM ClassAttendees;

You'll receive an error message:

Server: Msg 208, Level 16, State 1, Line 1  
  
 Invalid object name 'Rolodex'.

The query in this example simply deletes the view used in the previous examples, restoring the database to its virgin state. The error shown might not match the one you get because this is a SQL Server error, but you'll definitely get an error of some sort!

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Summary

In this chapter, you saw how to use SQL views to save you from having to execute complicated queries when you want to get at shaped data. You've learned the following:

* How to create a view
* How to modify an existing view
* How to delete a view

In the [next chapter](#Top_of_LiB0049_html), you'll look at a similar but more powerful way of abstracting SQL statements—stored procedures.

# Chapter 9: Using Stored Procedures

Highlights

In the [previous chapter](#Top_of_LiB0043_html), you saw how you can store a SQL query in a Relational Database Management System (RDBMS) as a view, making it easy to access complex, shaped data without having to use a lengthy query. Stored procedures fulfill a similar role but do so in a much more powerful way. With stored procedures, you're not limited to queries or even single statements. A single stored procedure could add a record, modify some data, perform some calculation or other, and return some data—all with a single command from the user. Unfortunately, they can't make you dinner and record Buffy while you're out shopping, but they're pretty useful nevertheless.

Effectively, what you're doing when you create a stored procedure is creating a function, complete with input and output parameters, that you can call in the same way as you execute a standard SQL statement, simply by telling the RDBMS to execute it and sitting back while it gets on with it. A stored procedure itself contains one or more SQL statements that are processed as part of the stored procedure execution. However, when a stored procedure is processed, you have access to additional functionality, such as controlling the flow of execution with loops and conditional execution, which can provide enormous benefits.

There is, however, one problem when it comes to stored procedures. Unfortunately, pretty much every RDBMS does things its own way. Although the basic ideas are the same across systems, the way they're implemented isn't. You'll examine these differences as you work through this chapter.

|  |  |  |
| --- | --- | --- |
|  | Note | At the time of this writing, stored procedures aren't supported in the latest version of MySQL. However, support for stored procedures is planned for a future version. |

## Stored Procedure Overview

You can execute a stored procedure using the CALL keyword in Oracle and DB2 (which is actually the SQL standard) or using the EXECUTE (or the short form EXEC) keyword in SQL Server or Access.

Oracle also supports the EXECUTE sp\_name (param) syntax as a shorthand form for the following:

BEGIN  
   
sp\_name  
(  
param  
);  
END;

Older versions of Oracle support only this syntax and don't support CALL.

To illustrate this, imagine you have a stored procedure called DeleteRow in each of these databases, which takes as a parameter a numerical ID value corresponding to the row to be deleted. In Oracle or DB2, you could do the following to delete the row with an ID of 5:

CALL DeleteRow(5);

In SQL Server or Access, you can use the following:

EXECUTE DeleteRow 5;

Note that when calling SQL Server or Access stored procedures, you don't enclose the parameters in parentheses.

As you can see, although the syntax does vary, the basic idea is the same—you provide the name of the stored procedure and the parameter(s) it requires. These parameters may also be output parameters; that is, the value will be set by the stored procedure and returned to the caller. In all cases, the meaning of a parameter is determined by its position in the list of parameters of a stored procedure, where multiple parameters are separated by commas. Which parameter goes in which position is determined by the definition of a stored procedure.

### Creating a Stored Procedure

You create stored procedures using the SQL keyword combination CREATE PROCEDURE (with the abbreviation or CREATE PROC available in some RDBMSs). Again, the exact usage varies. In the following sections, you'll look at the various RDBMS syntaxes and see them in action with a simple InsertStudent stored procedure that inserts a new student into the Student table.

The syntax for creating a stored procedure (supported by SQL Server, Oracle, DB2, and Access) is as follows:

CREATE PROCEDURE   
sp\_name (parameter\_list)  
  
AS  
   
sp\_body  
;

Although this much is standard, the individual RDBMSs each provide their own extensions to this and in particular their own keywords for programming code within a stored procedure. To show the basic syntax for creating stored procedures in the different RDBMSs, we'll run through a simple example that inserts a new row into the Student table.

|  |  |  |
| --- | --- | --- |
|  | Note | Oracle supports using the keyword IS instead of AS. |

#### SQL Server

The basic format for creating a SQL Server stored procedure is identical to the ANSI standard. The most important point to note is that the names of parameters in SQL Server must begin with the @ character. In fact (as you'll see shortly), this is true of variables in SQL Server generally.

CREATING A SIMPLE STORED PROCEDURE (SQL SERVER)

|  |
| --- |
| Start example |

Enter this query and execute it against the InstantUniversity database:

CREATE PROCEDURE InsertStudent(@i\_StudentID INT,  
 @i\_StudentName VARCHAR(50))  
AS  
BEGIN  
 INSERT INTO Student(StudentID, Name)  
 VALUES (@i\_StudentID, @i\_StudentName);  
END;

This creates a stored procedure called InsertStudent with two input parameters, @i\_StudentID and @i\_StudentName. These parameters appear in the parameter list after the procedure name in the form param\_name data\_type. They allow you to pass values into the stored procedure, which you can then access in your SQL statements. In this case, you just insert these values straight into the Student table.

The body of the procedure can consist of a single statement, but you can also include it in a BEGIN...END block, which allows you to create stored procedures consisting of multiple statements. You use this syntax here, even though it's not necessary because there's only one statement in the body of the procedure.

Once you've created the procedure, you can execute it using this statement:

EXECUTE InsertStudent 500, 'Víteslav Novák';

This will enter a row with the name 'Víteslav Novák' and a StudentID of 500 into the Student table.

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Oracle

The fundamental syntax for stored procedures in Oracle is similar to SQL Server and the ANSI standard:

CREATE [OR REPLACE] PROCEDURE   
sp\_name (parameter\_list)  
  
AS  
BEGIN  
   
sp\_body  
;  
END;  
/

The first thing to notice here is the OR REPLACE option, available when you're creating most types of database objects in Oracle. If this is specified, an existing stored procedure with the same name will be replaced when you create the new procedure. If this isn't specified and a procedure with the same name exists, an error will be thrown, and the new procedure won't be created.

As with SQL Server, you include the SQL statements for the procedure in a BEGIN...END block (although in the case of Oracle, this is mandatory, even if there's only one statement). The biggest difference in the basic syntax is in the way you use parameters. First, Oracle parameters don't start with an @ character; second, you need to explicitly declare the "direction" of your parameters—that is, whether they're input parameters that you simply pass into the procedure, output parameters that you use to return values to the application that called the procedure, or input/output parameters that both pass data into and out of the procedure.

When you create a stored procedure, Oracle typically attempts to compile the procedure, even if it contains PL/SQL errors. A faulty procedure can't be executed, but it will still be created, so you'll need either to drop it before recompiling or to use the REPLACE option. Also, notice that Oracle won't tell you what's wrong with the procedure unless you specifically ask it to do so. To do this, just enter SHOW ERRORS at the SQL\*Plus command prompt.

CREATING A SIMPLE STORED PROCEDURE (ORACLE)

|  |
| --- |
| Start example |

Enter this query into SQL\*Plus:

CREATE OR REPLACE PROCEDURE InsertStudent(  
 i\_StudentID IN INT,  
 i\_StudentName IN VARCHAR)  
AS  
BEGIN  
 INSERT INTO Student (StudentID, Name)  
 VALUES (i\_StudentID, i\_StudentName);  
END;  
/

Again, you create a stored procedure called InsertStudent with two input parameters, i\_StudentID, and i\_StudentName. You mark the fact that these are input parameters by placing the IN keyword between the parameter's name and its data type.

You can execute your new procedure from SQL\*Plus as follows:

CALL InsertStudent(500, 'Víteslav Novák');

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### DB2

And now for something completely different.... Although you use a SQL statement to create stored procedures in DB2, you can't just execute this statement in Command Center or a similar tool: You need to create and compile using the DB2 Development Center.

Development Center can only compile stored procedures if a C++ compiler is installed on the machine on which it's running. On Windows, this means Microsoft Visual C++ must be installed; you'll also need to alter the Path, Include, and Lib system environment variables. Please consult the DB2 documentation for further details.

To create a DB2 stored procedure, start by opening Development Center. You'll be invited to create a new project, as shown in [Figure 9-1](#ch09fig01).
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 Figure 9-1: Development Center's opening screen

Click the Create Project button, and you'll be asked to give a name for the new project. Call it InstantUniversitySprocs, as shown in [Figure 9-2](#ch09fig02).
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 Figure 9-2: Naming the project

The next task is to connect to the InstantUniversity database. First, you have to specify whether you want to work offline or you want to connect to the DB2 server. Ensure that Online is selected and click Next, as shown in [Figure 9-3](#ch09fig03).
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 Figure 9-3: Specifying whether you want to work online

You're now asked to supply details of the database you want to connect to, as shown in [Figure 9-4](#ch09fig04).

![Click To expand](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgEASABIAAD/7QsWUGhvdG9zaG9wIDMuMAA4QklNA+0AAAAAABAASAAAAAEAAQBIAAAAAQABOEJJTQQNAAAAAAAEAAAAeDhCSU0D8wAAAAAACAAAAAAAAAAAOEJJTQQKAAAAAAABAAA4QklNJxAAAAAAAAoAAQAAAAAAAAACOEJJTQP1AAAAAABIAC9mZgABAGxmZgAGAAAAAAABAC9mZgABAKGZmgAGAAAAAAABADIAAAABAFoAAAAGAAAAAAABADUAAAABAC0AAAAGAAAAAAABOEJJTQP4AAAAAABwAAD/////////////////////////////A+gAAAAA/////////////////////////////wPoAAAAAP////////////////////////////8D6AAAAAD/////////////////////////////A+gAADhCSU0ECAAAAAAAEAAAAAEAAAJAAAACQAAAAAA4QklNBBQAAAAAAAQAAAACOEJJTQQMAAAAAAmFAAAAAQAAAHAAAABSAAABUAAAa6AAAAlpABgAAf/Y/+AAEEpGSUYAAQIBAEgASAAA/+4ADkFkb2JlAGSAAAAAAf/bAIQADAgICAkIDAkJDBELCgsRFQ8MDA8VGBMTFRMTGBEMDAwMDAwRDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAENCwsNDg0QDg4QFA4ODhQUDg4ODhQRDAwMDAwREQwMDAwMDBEMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwM/8AAEQgAUgBwAwEiAAIRAQMRAf/dAAQAB//EAT8AAAEFAQEBAQEBAAAAAAAAAAMAAQIEBQYHCAkKCwEAAQUBAQEBAQEAAAAAAAAAAQACAwQFBgcICQoLEAABBAEDAgQCBQcGCAUDDDMBAAIRAwQhEjEFQVFhEyJxgTIGFJGhsUIjJBVSwWIzNHKC0UMHJZJT8OHxY3M1FqKygyZEk1RkRcKjdDYX0lXiZfKzhMPTdePzRieUpIW0lcTU5PSltcXV5fVWZnaGlqa2xtbm9jdHV2d3h5ent8fX5/cRAAICAQIEBAMEBQYHBwYFNQEAAhEDITESBEFRYXEiEwUygZEUobFCI8FS0fAzJGLhcoKSQ1MVY3M08SUGFqKygwcmNcLSRJNUoxdkRVU2dGXi8rOEw9N14/NGlKSFtJXE1OT0pbXF1eX1VmZ2hpamtsbW5vYnN0dXZ3eHl6e3x//aAAwDAQACEQMRAD8A6XL6Hm2Z2TdX1nIY22x7hTvyC1kudtZU2jOxq2tr/wCKQv2B1ANg9byZ/e9TLB/+KW1X8ja220321V7si3Y2y309Nw2xtY781v8AN/21LHxG2DfurNRhzLK7XWat2wfcxv0XM/nNySmhX0XP7dYyLD3O/K/6lvUdqIOj9RAAPVMgwSRLsrv2/p/u2q5mYDMxzDZW641lw3sufQ4S6uwj9ANzmvdX7lSPQMEN9N9Np3Frntf1C87XNIc11fqH83+T6aSl2dOz6Whj+p3WFo1dY6/cfN+3NahDpnUW/wDe1ln+0/8A9LLRxGHDpGPQwek0ucPUynWvl3u91lwe/wBzv5fsRW5GR+cysfC8Ht/U/eSU5Qweoj/vWyj/AGn/APpVS+zdQH/ellH+0/8A9KLT+0X6e2vvP6caeH5n5yX2jIkQyqNJJvH/AJBJTmhnUB/2tyXf2n/+TT7uoD/tRkn+2/8A8ktL7Rf2bX3j9MP7P5if1cqAW1NP/Xf/AFGkpzftGeP8JkH+29IZvUG9sh39t61a33Fv6VoY7wa/eP8AO2sUpPiUlOSOpZ4/wN5/tv8A/IpO6l1F4axtV9cuG5+5x04c33M+jqtaT4lM4na7U8H8iSn/0O5NVnqWuFgaHW2GBW08u2+4v+k/2fTU2h4nc/fPHtDY8fopz9J/9d//AFb0klNfJq9Rn8ybyHu9rbPSImPz5b9KEqKjucLMeykFgbreHDSGw1rN36T/AIZ6nbU22tzHUjIG8n03QBpwfd7U1HrMbXW3DOPSNAN7IYP+LakpIx1VT2mSSwBux9ktMN2+9kfS/P8A66Kc6oGCykfcgtDmve4V1g7+XudJO1nv2tO1vG3+wjMysqtgYw0hg0A3E/i6UlLfb6f3KPwTtza3GG10kngCJT/b8z96n7yg3WWX2MtsdVvrBDCHEAT/ACfzklNg2uLSPs7ADpO1V62NZW1jeG6CdTzPKrtosbabhe31HCD7gR2/we30/wA1WWN2tDZmABI+CSl0kkklKSd9F3wP5Ez3NYx1jyGsaJc46ABDry8W/e2i5lrmtJc1pkgcJKf/0e9/Of8A13/9W9JL85/9d/8A1b0klIbqvWr2+mLosnY5zmDQH86v/qUFuAw7Z6fUA/Wweo4wSZ/0f6X9/wD4xWfTbbLH/RLjJBcI/wC2yHoDqNSHYdgEBu7149oH0v53d7f89JTGzEsFzyzHY5rvbuc94cW7Gtkt3/vN9P8A8EUfsdkl32SrcG+2Xu1JljmfT9vs2/pUWqz02BrKC1nIDrml3H8t7ndv3lL7S/T9CNY09WvSR7p935v8lJTFv26torror2Ma0Ml3gPofSe/2fvu+mpsdnF4D662M1l4Jd/VHpyPpKJynxpRP/Xqh/wB/RvUq/fb/AJw/vSUqLv3mf5h/9KKWvfU+MR28FH1Kv32/5w/vUgkpSqv6r0ytxbZlVtc0lrgSRBBgj6KtjlAty7a2Nx2gEMAa6yT7Q/fBsEJKSFp9R3ZzfTLTzBDjZ/3xU7sTqlnWB1B+efsjWODsEMcAZrNfLnuY39LsvVbpAyP2RkNsfcXB1ra3vc82+mHWNqcy1/6X6H81ZuR+mU30/bA+yy3HfYfsZtsdaQ1jNt0WW7va61373+DSU//S7385/wDXf/1b0kj9J/8AXf8A9W9JJSK4bqnj03Wy8Sxp2k+4fnfu/vIYBpa/08Msbt9xD2mdoLmj2l70V9jmMeWVm18na0AkT/K2/RQzkZUCMZs9x+lA/su9L/vqSmddj3OcXllMRBOW926f+Kefox/hFb+33f6XE/z3f3KpXfku0sp2OLmgFoeRtn3l7rG17fajSfFJSX7fd/pcT/Pd/wCRS+33f6XE/wA93/kUKT4pSfFJSX7ff/pcT/Pd/chE7iXGJcSTHGvglJ8UySlKD6WvcXbnsLm7XBjtoI/lafylNJJSKy5mNL7J2AMaHcwBLJd/V3NRHFsO1Ewe48E8CQe4mCJBE87XsLXs/suQbcVrzvL3yBMbnEaDvve5JT//0+9/Of8A17P+rekpOAa94J13vP3uc5N7fE/6/NJTFv539Yp0gAJ1OpJ48fmn9vif9fmkpZJP7fE/6/NL2+J/1+aSlkk/t8T/AK/NL2+J+7/akpZJQuyMXHLW32iouEt3AwZ/lfRUt7CAWbrNzQ8bR+aQXbvcW/upKXSQBn4rg4sLnhkbi0AxucKv3v33ot1+Lju2X2it3MEHuY7DySUySd9F3wP5E52jfJIDPpGD4bkIZGLZXYarRZsYXO2gnTVv/VJKf//U7q3+es/pH03cccnhQ/8AYlfOaSSn6M/9iUv/AGJXzmkkp+jP/YlL/wBiV85pJKfoz/2JS/8AYlfOaSSn6As/nnfz/wBM/S54/M/4T/0Ug5H8w/6f02/znHFn0v8AX/SLwVJJT7mz6VPH06+fo/Sb9D/0Srn+Ff8Az/J/rcu+mvAEklPv/wDgm/z30z/1Lef5SZ/H+G5/P+j814Ckkp//2QA4QklNBAYAAAAAAAcABQAAAAEBAP/uAA5BZG9iZQBkQAAAAAH/2wCEAAQDAwMDAwQDAwQGBAMEBgcFBAQFBwgGBgcGBggKCAkJCQkICgoMDAwMDAoMDAwMDAwMDAwMDAwMDAwMDAwMDAwBBAUFCAcIDwoKDxQODg4UFA4ODg4UEQwMDAwMEREMDAwMDAwRDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDAwMDP/AABEIAQEBXgMBEQACEQEDEQH/3QAEACz/xAGiAAAABwEBAQEBAAAAAAAAAAAEBQMCBgEABwgJCgsBAAICAwEBAQEBAAAAAAAAAAEAAgMEBQYHCAkKCxAAAgEDAwIEAgYHAwQCBgJzAQIDEQQABSESMUFRBhNhInGBFDKRoQcVsUIjwVLR4TMWYvAkcoLxJUM0U5KismNzwjVEJ5OjszYXVGR0w9LiCCaDCQoYGYSURUaktFbTVSga8uPzxNTk9GV1hZWltcXV5fVmdoaWprbG1ub2N0dXZ3eHl6e3x9fn9zhIWGh4iJiouMjY6PgpOUlZaXmJmam5ydnp+So6SlpqeoqaqrrK2ur6EQACAgECAwUFBAUGBAgDA20BAAIRAwQhEjFBBVETYSIGcYGRMqGx8BTB0eEjQhVSYnLxMyQ0Q4IWklMlomOywgdz0jXiRIMXVJMICQoYGSY2RRonZHRVN/Kjs8MoKdPj84SUpLTE1OT0ZXWFlaW1xdXl9UZWZnaGlqa2xtbm9kdXZ3eHl6e3x9fn9zhIWGh4iJiouMjY6Pg5SVlpeYmZqbnJ2en5KjpKWmp6ipqqusra6vr/2gAMAwEAAhEDEQA/AO5/nt+a/nXyHreo2/lq5tkhstKg1JLW4tZbpp5prh4SgdJo/TAVeX2Wriry3RPz2/5yT1zUH0220vS4rhNOfWAZoJ0VrZAtApEp+Ny6qq0+0d6YqmF1+dH/ADkPYeXX8yajBo9raxWr3c8MkM3qxslxHAsLATn94wk9Sn7KfaocVVx+bn/OSUusJo9jZaNfkyPDJeW0c5t43inNvKHZ5VI9Nx8VFPw/EvIYqt0r85f+cidW0+91K1sNLa2tQRbsI5CLuRZlhKQET0JqeS12cD4cVWw/nJ/zkvOkEieXrT07gK0TtCygq0ZmBJa4HEcASeVOmKqUH58/nlPb2siQ6Sby9lvIbaxEcvrN+jafWXJ9X01SOu5Z/liqYL+bX/OShMi/4ftC8QrLGsdXU0BoVFxXlRgePWmKrx+cP5+RySxXtlpdk0cFzdA3Hwh0s1VpQnGdqleQB/yjxOKq8n5q/wDOREU00R0ayf0DxcqhG/YANODVq/CKVbFUVZfmj+eN/oVt5it10h9Mu4mlhcLNU8AWKU57NRX2r/ut/wCXFULF+bn59TJPKmlWbQ2v+9EoWiRj0/V+JjcACi7nfbod8VWax+df5v6FHaG+isDNcW8t3NBHFK7W6QzvAwlpKQCGTfw+eKsih8+fnbPwMM2iSRsUDMGkUoZUWSMMrOGq4aiUHxMrL1xVTi/Mj84ZkgaOTSjJM6Rek8dzHIjvdGzAdXIoRKCCPDFVHXPzS/Nzy7ZC/wBSfSmtnlSGJrf1JfULhzyUh6UBjZWrRgwpTFUhH/OQv5gH/lj/AORcn/VTFVRf+cgvP56/U/8AkXJ/1UxVWH5+efD3tP8AkXJ/1UxVen58+e26m1/5Fyf9VMVVh+evnkjra/8AIt/+qmKr1/PLzweptf8AkW//AFUxVVH52+dj+1bf8A//ADXiqqv51edD+1b/APAP/wA14qqD85vOZ/at/wDgH/5rxVVj/OHzix3eD/gH/wCa8VVx+bnm/wDng/4B/wDmvFVRPzZ82t1eH/gX/wCa8VVV/NTzWf8AdkP/AALf81YqqL+aHmk/7si/4Fv+asVVB+Zvmg/7si/4Fv8AmrFVVPzJ8zN1kj/4Fv8AmrFVYfmJ5lI3lj+5v+asVXj8wvMZ/wB2p9zf81YquH5geYz/ALtT7m/5qxVWTz35gbrKv3N/zViqqPO2vf7+X7j/AFxVVTznrrdZh9x/riqoPN+t/wC/h+P9cVVU81ay3Wb9f9cVVP8AE+sf7/8A1/1xVVTzJqzdZz+P9cVQXmHz+nlPRH8wa9dzRaZFKsM0sKeoY/U2VivIMQWIX4Azb9ONSFUGPPepTy/Wla4S2teZeAPH6sgNtHMAfj9Oo50+3x/ysVf/0PSH5q/lpbec9evbuTVJdOkuLKCwd4YIZZEWCY3CPE8m8b8jQkdVxV5xdf8AOOUd5qM2rP5816K+uPSMskDRxVMBVozRT+yyhh/lb4qtuP8AnHNLy0exvPzA8xXNlKgjlt5ZUeN0VgwVlNQRyFfniqsv/OPsiTSXA/MPzIJ5gBLIJlDMASRUg/5R+84qqJ+QckMRgi/MDzEkJBBjWVFWjGp2G3XfFXH8hXbdvP3mFtlU8pUNVRSqg+IAZhQ+JxVRtf8AnHy0skRLTzlrUCRu8saxtEgWSUUdloNi37VPtd8VRSfkfJHz4+e/MH7z+8/fL8Xwhd999gBirQ/I2IV/53HW9y7H449zKvFz/shs383fFVb/AJU1KTybzvrzNXlUzKTWta/fiqlafkfa2McUNl5r1i3ihPKFInRFQ0cVULSm0j/8E3jiqIf8njJFPbyecNbeC6LG5jaRSkhk+1zHfl3r1xVDXv5IafqRjfUvMeqXbwr6cRnMchRKluI5A0FSTiqs35QQtMLmTzPqz3AVUEjshbilCoqR0FBTwxVVT8q1hf1I/NGrrJRhyEi1o7+qd/dzz/1vi64qot+UNi9u1rLr2pSWryeu8LmMoZdxzIIpy3O+KqQ/JfQxt+k7z/gYv+acVcPyc0Rf+lld/wDAxf0xVv8A5VLooNP0hdn6Iv8AmnFWx+VejLt9fu/uj/5pxVv/AJVjo4/4/rr7o/8AmnFV3/KtdIXf65cn6I/+acVb/wCVe6Sv/H3cn/kX/wA04q7/AAJpS9Lq5/5J/wDNOKrh5J0wf8fNx/wn/NOKrh5Q02PcT3B/4D/mnFVx8s6cKfvZ/vT/AJpxVw8v6enSSY/Sn/NOKuOkWKftTf8ABL/zTirvqFkv+/f+CX/mnFXfVbMdpf8Agl/5pxVcFtEFQkn/AAa/804q4zWq7enJ/wAGv/NOKuF3bD/dUn/Bj/mnFWv0hbr/ALpc/wDPQf8ANGKuGswJ0t3/AORg/wCacVb/AMRRDpatT/jIP+aMVd/ilENBZsf+eo/5oxVv/FyDpZN/yN/5sxVevnQLt9QP/I3/AJsxVd/jgD/jw/5K/wDNmKrl8+8f+lf/AMlf+bMVQeo+bP0kYfVhuIUgYvHHBPGFEhBXn8cLnlQkV8MVWQXdkdFuRHDOsCyfvQZkZ2DLFGFB9IIqhVC8eFOO2Kv/0fXvmfUorfW5rf0LieVUjkYQQtKFDggVI6E8TiqUfpZf+WG+/wCkV8Vd+ll/5Yb7/pFkxV36VX/lhvv+kWTFVp1RT/x433/SLJirv0oP+WK+/wCkWTFVOTVo4o3lks71Y0Us7G1koFUVJxVv9JBgCtle0O4/0WTocVa/SH/Llff9IsmKu/SH/Lle/wDSLJirX1//AJcr3/pFkxVr69/y5Xv/AEiyYq0b0n/jyvf+kaT+mKrDdk/8ed7/ANI0n9MVaNyx/wCPO8/6RpP6Yq19Zb/ljvP+kaT+mKtfWG/5Y73/AKRpP6Yq16zf8sd5/wBIsn9MVU2eQkn6peb/APLtL/TFVh9X/lku/wDpGl/pirVJv+WS7/6Rpf6Yq0VlP/Hpd/8ASNL/AExVY0cx/wCPS7/6Rpf6YqsMFx2tbr/pGl/piq021x/yy3X/AEjS/wBMVaNrcH/j1uv+kaX+mKqZsrk1/wBGuv8ApGl/piq02F2RT6tc/wDSNL/TFVJtMvG3+r3P/SNN/TFVh0i9P/Hvcf8ASNN/zTiq06Nen/j3uP8ApGm/5pxVYdEvj/ui4/6Rpv8AmnFVM6BqB/3Rcf8ASNN/zTiq0+XtQ/3zP/0jTf8ANOKrG8tagekM/wD0jTf804qpnyxqR6RT/wDSNN/zTiqw+VNTJqIpv+kab/mnFVNvKOqk1EUvv/o09f8AiOKtHyhqx/3XL/0jT/8ANOKrf8H6t/vuX/pGn/5pxV3+DtX/AN9y/wDSNP8A804q1/g7Vv8Afcv/AEjT/wDNOKu/wbq3++5f+kaf/mnFUbH5Z1GDTJLV0f1LuQ+kphlD/uuDGiFanbwxV//S9RfmHfNp+qahcJe/UZK6YBLt8SCZzIhLBtmQNXv4YqoamdXnvrKfT0uDZFCY1heONRPyryueZ+KEx9AoZuXYGjBVJIZvzLmWMNHFbq5jR3eGBpEDS/vH4rIV+FBRB3FGb4vhxVb6/wCZc638c9vHbBuSWT2qwySKWt24msjgU9TjU/EVbpVcVW28v5meikJiVJPTBaaZIHNedamkn94wqGX7CDiV74qjbi381WuqNqFo88i3hs4ns5ZWmtoeaObloowaKUKrSp4+++KsivpDJpt8TE8QEMoAkAFfgPShOKsS/NO51C18lpLZXOpWNp9bsV1q90NHl1ODSmkH1mS3WNJH5BaciiM6pyZd8VeU/wDKxPzI0GHyfp3l5NX1XSb9Q9tdeZNIlk1XVWk1VLb6rK8JAtfTtGNwk8oV5FA5qOmKtw/mX+djvbRNHBXVpYFt5Do8oFkj+YDpjeoPUHqf6N++NeFPt/ZxVS8vfm1+eN75s0jRLvQoZ7RmninZ7Ga1+vpBPeRPMjAP6TKIYiFqI/j/AMpcVSvU/wAwvzb1XQPKuuyahd2lxL+mU1qys9DvbJI70aU0sFjLyYs5jnrFHcJxUv8AF9sYqjF/Nn85raaTT4NMPqW+lRvDZz6VdzOqDTbaePUXu2bjJ6lzJJA1t9scf5t8Ve1fltrHmfV9L1hPNpSTUtL1rUNLhuo7U2S3NrauoimERZgOQbqrFWpirMsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVQd7/vbpX+vc/8AJtMVf//T9G/mVcNB53uXaSX0INKWf6vHez6esknrxovxwGrPRiqKf2m7Yqh9Q07TLO9t7ZTesjxfWLiSXV72OkfLhxi/esJJAd+FV+HviqUJqvliTgsNvrsskhjVFTULiheaT00XkboCv7TdlHX4vhxVpNW8rXCXv1GLW55rNXPF7+8gRykLTUDyTqOi02qe9MVWw6x5ZkhRzBrRmYV9KLUrlviDUYVNyuwBry+y2/GpGKsth8saPPDHPHPqPpyosiV1K+B4uARUet4HFVU+XdPsre8uoZLx5I7W4KrPe3U8dTEw3SSVlP0jFUTqmsQaFpseoXILRgxRgKyIeTjb4pGVe3judsVQC+ffLLbfX2Xm7xvzimWnp7MzVX7FTxD/AGS3TFVq+fNFbU4dK5XKzToGSR4JVTk/AJGaqCJG57JSvEMegxVFXvm/R7K0ubqWeR47ec2ksUccjuZkXmQFpuAo5cvs8d64qhR+YPlukji8lqtAg9GbnID04Lxqwr+tf5lqqif8Y6GLFtS+tyfUEnNu0/pTBfVChmO67gA7sPhrt1xVDr540GaSCGCSeaWaGadYxbyqypbxvIQwdVKswjbgh+JvDFVOx8/eW79LdhLPby3UixRQXFvLHJVzxDEcaca/CWrxDfDirr/z75c06W9huJJjJYnjJwgkYPJ8Y4IaUYlkKDsZPgxVdH578uSXsWniaVbiUEkNBIBHQJT1Ph+EH1AFY/CW2xVcPPHlswmcXMhjClj+4mqGEnpenTj/AHnLbh9rFVTUvOGhaVKLe5mf12jSZVVGoY5KHkGIANAQWA3HIYqq2vmrRLy9XTred2vGma3MfpSDi6qrAsStArBhxY7NXbFUutPzD8t3ULysbq24PwKXFtKh/ZBI+Eig5Ly3+HkteuKq488eXhbW1xNJNC91ClzHbPby+uIpByDMiqSAACT4cW8MVRUnmzy/FZnUJL1VslIBnKuFqwYqOnfg1PHFUI/n3yujmP64zPUceEMzhlYGjqVQjgaUD/ZJ74qvtvOei3E9rbMLi3lvYrWeATW8igreqCnIgEKQSqtX7Lsq98VVpfN3l+FmWS7I9P1PUb05CqCIyBixC0ABiYV8fniqHm87aHC1lX6w0N9DJcRzrbyFESF/TcOKcgwatVp8KqzH4RiqrJ5y8vRwQ3LXL+nchjagQTF5gjmM+mvCrfEKbDuv8y4qq2/mvQbq5gtLe6Mk9yjSxKIpaemiszMzcaKAFNeVPDFUPN528uwJHJLPMFlRJIqW1wS3qsFRQAhJZuQIXrxPP7OKrT588qrWt8QobjyMMwUgVq4JTeNaUZx8IxVavnvQDcTW7m5iaERsTJbSryWVFk5KvHlxVWq5I+Ghriqa6Rrem65BJcaZK0sUT+m5aN4jWlQQJFUkEbhuhxVMMVdirsVdirsVdirsVdirsVdiqDvf97dK/wBe5/5Npir/AP/U9S+eLHQJPMmo6lr1s08Nra2ycka4HBHZ2YkW7K1BwBJOwxVEXOs6RpzW8FwEjDKrRmkjLHGSEV3apCKWIUOxFW2xVBp5y8pMzpHqNiwjjSdnWWsYjkcxqeYbjuwI64qio/MHl+eRYoruylleY2yokwYmdBumzH4h4YqmPOIf7oTw/a/rirvUT/fKfe39cVQ2pSgabfcY1Um3mWo5dCh8TiqnLZ2l9aR297BHcQUR/SlUOvJKEGh22OKoWDy7oNuqLDplsoikeeMmJSRLKCHepBNWBoTiqqmjaTEYTDZQxG3ZXh9NAnFoxxX7NOg6Yq2+jaRJHJDJp9u0U0v1mWNokKvP/vxhTdv8rrirpNH0iaJ4JbC3eGRDHJG0SFWQgAqRTp8I+7FW5dJ0qeBbaaxt5LZH9VIXiRkWT+YKRQH3xV36K0sTrciyg+sorRpN6ScwkmzKGpWjV3xVauiaMogC6fbAWrK1sBCn7tkrxKbbU5GlPHFVk3l/QbmV7i40u0lnkf1XlkgjZ2kpx5Ela1ptXFWo/Lvl+GVZ4dKtI5lbmsiwRhgxHEmoWtaCmKrR5b8urH6K6TZiL02g4CCML6TtzZKBehb4j74qry6NpE9wbqfT7aW6KCIzPEjP6a9F5EVoPDFVsWiaLBOtzBp1tFcJK1wsyQoriaQcWkqBXkRsWxVptB0J41ifTLVokcyohhjKiRiGLAEdSQDXFW30TR5IxDJYwPAESJYWjUxhI3MigIdhRjy6YqvTSNKiWdY7G3VLqQT3KiJAJJRSjuKUJFOpxVTj0LRIneSLTbVJJAokdYYwWCABQSBvQAUxVcNF0dZIJhYW4ltQgtn9JOUYiBCBDTbiCeNOmKrf0FonrSXB062M8zmaaQwpyeQqULMabkqStfA4qubRdHa3htG0+3NrbqqQQmJCiKjBgFFNgCAcVXTaVptwixT2kUkCJJEsLKDGEmpzHDp8VB2xV1vpOl2s7XVrZQQ3LqEeaONVcqq8ACQK0CimKrE0TRo3SSPTrZXjQRxsIUBVA3MKNthy+L54q59E0aT0w+nWzCFg8QMKHgykkEbbULH78VW/oDQqBf0Za0Hp0Hop/umhj7fs0+HFUVBZ2lsS1tbxwsRxJjQJUCgA2+QxVXxV2KuxV2KuxV2KuxV2KuxV2KoO9/3s0r/Xuf8Ak2mKv//V9Uee9Iudd1XVdMtrlbb1obP1XeMyhox6tU4h06/P8d8VUrzy7Z6kkRuzK7RRiGVkYqssYbmEkG/JVcB1Feo6neqqVW/5f6Fb2yQLJdl0iWE3BnPqMFBUsTQipUlD/kbe+KouLyboVvNbz28csTWsqzRhJCASpYgN3K1Ymld++Kp/irsVQupf8c28/wCMEv8AxA4qqFmS0LxisixckHWrBagffirCIfN3mMwwG3sRqSyKkn1gxS2js1YVkiWJlJ+BpGHM7UTFUZpPmvzDqWqJZT6C1nbtLErSys/JIZInl5GilSfhVaVFGO+Kum1fSIdQnh1ObVzL9ckjkazuTHBFDzREKoqt0LiteI/ysVROkXvl3zDYS3ehvr888clnb/V5r5YCbi9DExljyA9LiQ56V+xyxVdbXOgXl/d2Fq+vSPbResh+ukep6aQPKoqvGqidaAMS57YqmWqweUdJ1V9Fm1XWm1CL02kjW8OySqzcvGgoAdv2tq70VXaZB5M1fUItMstZ1p7qSe4tT/pTcUltVDMrN0qVIIAqf5uOKsn/AOVd6b/1ddW/6TW/pirX/Ku9N/6uurf9Jrf0xV3/ACrvTf8Aq66t/wBJrf0xV3/Ku9N/6uurf9Jrf0xV3/Ku9N/6uurf9Jrf0xV3/Ku9N/6uurf9Jrf0xV3/ACrvTf8Aq66t/wBJrf0xV3/Ku9N/6uurf9Jrf0xV3/Ku9N/6uurf9Jrf0xV3/Ku9N/6uurf9Jrf0xV3/ACrvTf8Aq66t/wBJrf0xVv8A5V3pv/V11b/pNb+mKoe+8g6fb2skyarq3JRUf6a38VOKsAsLy0ub1BYXGtLJZanbWF4mpM6QuZG+JVDKA4pTdTTcYqzLFXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYqg73/ezSv8AXuf+TaYq/wD/1vT35m2Woalc6xYaYblbmeKxBeyMYlCo0jneSWGinjRuL8sVQmv+XdQ1u+07Ure8FhNaK9fhLMjPuGShoGHQ0Ir0bmnw4qony95plaS4k8xSRXLf3cUPI26Cpr8LU5Gh6nviqnJ5Z81JCI7PzNMGE0UvqXHOVgkbsWTZlqGQhSG+GvxHFU18v6Zq+mi4TVNSl1Ff3aWzzEM1FQGRzQDdpC1B+ynFcVTrFULqX/HNvP8AjBL/AMQOKoiEVijp14r+oYqgra80XVLhrq0mtby7sWa3adDHJLCzbNHz3K1pQrXfFUSl5ayJE8dxG6TmkDK6kOSCfhod9gTtiq+0tNCt6SXWmW17dLcSXaXNwiNIkjkVoaVotBiqOmbQ7m0ksZtCs3spvTMsBiTgxiNUJAXfiT8PhiqnLF5dmkmll8v2TyXAiWZjEtXFvx9Ou37HBeP+qvhiqIludJnvJNQn0W0lvpQoluXjRpWCCigsVrsMVWW8miWc8d1aaHZwXMLyTRSxRIjLJMAsjgqo+JgKE4qmf+J5f+WdfvP9MVd/ieX/AJZ1+8/0xV3+J5f+WdfvP9MVd/ieX/lnX7z/AExV3+J5f+WdfvP9MVd/ieX/AJZ1+8/0xV3+J5f+WdfvP9MVd/ieX/lnX7z/AExV3+J5f+WdfvP9MVd/ieX/AJZ1+8/0xV3+J5f+WdfvP9MVd/ieX/lnX7z/AExVDajrlzfWctrGPqzyCgnUB2Xfsrgg/TirGP0XPJNbSXepT3EdrNHcrCYoUDPEaqCypWlfDFUxxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KoO9/3t0r/Xuf8Ak2mKv//X9faz/wApTqX/ADD2v/M3FVHFXYq7FXYq7FULqX/HNvP+MEv/ABA4qrRhTHDyFRRTSpHRa9qYqxK8/L+G+tVtZ9TmQRMPq7wxpGyRLM84QmpJbk/2/h6fZ61VQKflVpyOhTUZVij9IRwLDEsaCFZFBVRsrgSHi4+JSAcVRUv5cWcv1jlqVwDcC6DsqhWAvGDFQQRRQRvxClv5lGKsn0zSrbS9NtNNjBlS0iSFZJGcswQUqasT+OKov0YP99j72/rirYt4juIh97f1xV31aP8A3z+L/wBcVd9Wj/3z+L/1xV31aP8A3z+L/wBcVd9Wj/3z/wAT/rirvq0f++fxf+uKu+rR/wC+f+J/1xV31aP/AHz+L/1xV31aP/fP4v8A1xV31aP/AHz/AMT/AK4q76tH/vn8X/rirRhgHWMD6W/rirXpQf77X72/5qxV3pQf77X72/5qxV3o2/8Avtfvb/mrFVksUSxllQAihBBbxHviqIb7TfM4q1irsVdirsVdirsVdirsVdirsVdirsVdiqDvf97NK/17n/k2mKv/0PX2sf8AKU6l/wAYLX/mbiqjirsVdirsVdiqF1L/AI515/xgl/4gcVVo/wC7h+S/8RxViXmTVPNkOsC10C3SWxWBFkoyGczyOH5qjLuiIvFjyH2+m2Koe31vz+b5YJ9G42Sz2aNP6dWaOVD69KSUojAHmfH6MVZzirsVdirFx+im12/XVNIuNW9S9ih5w3M8X1e3W1hdyscbANTkz8dmb54qpwjSb9J/0b5Yi9WNLSWOK51PUUrHdSRx8iY0cChkBA+1QHlxxVH3UPlWyghlk8tTSssNzJqKwX945tXtuQCsvLkQxC9uSo/PiVxVk+heTPKGsaXBqT6TLbNNzBhN5dsV4SMnX1B1416YqmP/ACrnyd/ywSf9Jd3/ANVcVd/yrnyd/wAsEn/SXd/9VcVd/wAq58nf8sEn/SXd/wDVXFXf8q58nf8ALBJ/0l3f/VXFXf8AKufJ3/LBJ/0l3f8A1VxV3/KufJ3/ACwSf9Jd3/1VxV53qOm6LZ+ZItBj8vahNDOryLqkdxObONU6iRzchg3Si8fi/ZxVPvLbuPLunyBj6hs7cliSWJI3qTUnFVuu+YhoFh+kLn1JY/Uji4RAF/3jULUPZFq7f5K4qkUP5naZcajHp0K3DPLdpZRzH0xGRIiv6teX2fiG32/5lXFWWrdyOKpNyHipBH4YqlcMsss2qmVy/G4RVqa0HoxGg+k4qmTfab5n9eKtYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYqg73/AHs0r/Xuf+TaYq//0fXusf8AKU6l/wAYLX/mbiqlirsVdirsVdiqF1L/AI5t5/xgl/4gcVVo/wC7h+S/8RxVV3p7Yq1irsVdTFXYqhLfzToflq6vYDqFra3t1Ik93HNMofkI1RTxY7Dgq4qif+Vm6MCT+mLGp6n1o6/rxV3/ACs3RhU/pixqev76P+uKt/8AKzdH/wCrzY/8jk/rirX/ACs3R/8Aq8WP/I5P64q7/lZ2j/8AV4sf+Ryf1xVv/lZuj/8AV5sf+Ryf1xV3/KzdH/6vFj/yOT+uKu/5Wdo//V4sf+Ryf1xV3/KztH/6vFj/AMjk/rirGJtS8mzyyTSeYZOcrF2C6tKq1Y12AegGKqz+ZPL9rp8Vho2tadbpCkcMf1iU3AEUQoBtIhJ9y2KoNvMaMCG8y6IQQR/dv0Iof+PnwOKoKzvtMsIzFba9ofAuZaypLMwdhQkNJdMRUeGKoxfMcaCieZNDUeCxMB+FziqZaNcQXVvfzRaja6lNJMsk72QpGlVVFWheQ1ISvXFU+f7bfM/rxVrFXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FUHe/72aV/r3P8AybTFX//S9faz/wApTqP/ABgtf+ZuKqOKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVWj/ALuH5L/xHFUi1PQ9RutRuby0miQzQcILiRpFntnWNk4xcNuLluTknYj7DfCVVYs2keb4bwwfWdUeQgRx3EMgksYywjVTWSZXYRj1AWaPk1efEtiqOfyh5wThHbeZJRAkjsPUllaQBkKrVmDFqfynbct9oYqq2flHzDZazFfJq7zWoeD1VmubhmaKH1KhlNQxo/civ7X2VxVm+KpTpVrN+ldeleBvTluYDFIUNGC2sSniab0Ipiqb/V2/3z/wn9mKu+rn/fP/AAn9mKu+rn/fP/Cf2Yq76uf98/8ACf2Yq70D/vn/AIT+zFXegf8AfP8Awn9mKu+rn/fP/Cf2Yq76uf8AfP8Awn9mKu+rt/vn/hP7MVd9XP8Avn/hP7MVd9XP++f+E/sxV31c/wC+f+E/sxV31c/75/4T+zFXfVz/AL5/4T+zFXTxlLKQFOFXTtSvXFXN9pvmf14q1irsVdirsVdirsVdirsVdirsVb4nwxV3FvA4q0QR1xVB3v8AvZpX+vc/8m0xV//T9e6z/wApTqX/ABgtf+ZuKqWKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVWj/ALuH/VX/AIjiqQar5wstIn1K3uPSNzY/VjDbtPHFJKtyBVyH+yiE/E9CoxVK9Q/Mi0s7RbiOxaSWZ3hggeZEfmsQdfUUBilWIBDdF/eb9MVU7T8y4bmO3I0x3lmUOywzxsEUK7uzV3oAh4f79/Zpiq688/3ENhNc29gsl36oFrZlyZXtmU/vSgodnHBqfCH+DlXFUbpfnMXgeG9jgtNRVo+FlJKI7mRHuJIHKwsxYMvp1K/F88VUNZ82T6XqGqQTXUkcVmQLS3t7dJpJOMEcr7sR/OT7KuKt6R5nl1mRLa21C6W9cSMbc2URKxxkD1C3KnFiQFPjiqhb+bp7y6uLO1vbgzxhvq7TWsMMUxSL1qcyx4AoCwLD7Kn5Yqp3vnK5082wvbm5gWe0+vO721uqxJwdxzq1QCV48vFlriqkvm/Xp2C2aSSE3EVvSUQQNxn58ZKMpqKxt9nkv+Xy5KqqvfecZ9PuZLe4vZwEjik9YW0Hpl51hZIyeWzN623iV/1cVZFYfpXULG1v49UZI7qJJ1RraIkCRQwBoeoriqJ+qax/1dj/ANI0X9cVd9U1f/q7n/pGi/rirvqmr/8AV3P/AEjRf1xV31TV/wDq7n/pGi/rirvqmr/9Xc/9I0X9cVd9U1j/AKu5/wCkaL+uKu+qav8A9Xc/9I0X9cVd9U1f/q7n/pGi/riqukF1FZzPd3Zum5IEPprFxBrXZa1rTFUU32m+Z/XirWKuxV2KuxV2KuxV2KuxVQuruKzVGlDsZW9ONIkaR2ahagVQT0BxVbDeLPz4RTRlFrWaF4gfkXArirH9K/JzyzrOiWGt6hf6i99qECXNwwmjoZJV5GlYye+KpPqv5PeRdNSt1rN/bK9QrT3sUQJ8AWQb4qjvJI0XSrnVNE07VUuoFniktIZLiKRx6kILiNUI+GvYDFWT3v8AvZpX+vc/8m0xV//U9faz/wApTqP/ABgtf+ZuKqOKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVWj/ALuH5L/xHFUAdO0N9b+uFYn170uPEzMZfRI4/wBzzpx9+GKpmED/ABBQw3JIAO/Qn+GKrSiR0qqpyIQbBansvz8BiraWyR1EcISpYkKoHxMeTdB3O5xVZJb28rK8sSO6EMjMoLKwNQQSNqHFWO3r+TI9S1Aalate30hj+uo1vPdRLVE4iiROgqqofHFV0WpeSYGDQ6aYnDNIrJp1ypDyijMCIBuw64qpG78gkSV0kUnDrMf0dcDmstOYY+hvypviqt+l/JhXgbBmUxmAq1hctWJgVKGsBqpBoRiq6DV/J1sXkt7B4izrI7JYXS/vFrxbaDqKmmKrV1byYkLQLp7C3YktH+j7kqSXDmoMH8wDfMYqio/NXlyKNYoo7hIkAVEWzuwqqNgABDsBiq4ebdAJoFuiT0H1S8/6o4qu/wAVaHv8F1saH/RLzr/yJxVo+a9CAqUugOlTaXnX/kTirX+LdA8Ln/pEvP8Aqjirv8W6B4XP/SJef9UcVd/i7QPC5/6RLz/qjirv8W6B4XP/AEiXn/VHFXf4t0Dwuf8ApEvP+qOKouDV7LVLOf6isnpxMnqNLFND8RrQD1USvfpiqNb7TfM/rxVrFXYq7FXYq7FXYq7FXYqgb/8A3p03/mJP/JmTFUawJUgdSCBiqE0jzbpGmeX9N0y9kmjvbO2jgnhFrctxeMUIqsZB+g4q8F/PfzNa3/mTRBb6lJY2gsLtmMsX1cSTLKnFQbqOnQk7D4qcetMVeU+WtfvZvPflaG3v/VguL6zW5jX0mYSRTlftIo2IPIcf5sVfaV7/AL36V/xkuf8Ak2mKv//V9fax/wApTqX/ABgtf+ZuKqOKuxV2KuxV2KoXUv8AjnXn/GCX/iBxVWj/ALuH5L/xHFWOat5Sl1bULyd7xYbO7WNiscTC5WWKB4BSYSD4CrklQoav7WKpMPIF7JqFBf3NtYWlyl1an1Q8bgszuqoG5IQSKEn9eKplJ5GqlvHFfFUt7e3gRnRpHD2yOpYFpKUcvzYEE8v2sVQEP5c3cVi9m2smVmtktvUeE0rHMZV+ESU4KPhWMfD3xVncaFI0QksVUKWPUkClfpxVij+XdUufMepakoVLeSSEWcskjo0DrAitcRBD8TGnpkMVHw91qMVSfUfy98zXZiNlq/6OiWN4Z7aCefhLzMLSSEgqQ8rw827ryYBvieqqbXflrzbPq99e22rm0s7xkPpwzOrKiyhioHGgJXkOY+Lfjirr3y35wutJt9NOsc5UuFluLhpnR5IwY2KkotSAVeibKeQG3HFXaP5b8x2D6bJqEkV7LYRTJ9ZNzI89GjVFiBdBVCQzmtN+C/ZTFUDB5R88Jqo1NtZCtx4f70SEKO37rhwKgfD6deP7dcVR+s6P56m0/TU0jU1t7uzjkF4Wnd3uWaMqo5MoBPLcM4+Hriqhb+XvOUsGrWeqXgure5thb2qy3TunxKCysOFSQfhMh+JvCmKoU+RNbXWINTieBbSCN0i0wTEQpEwn/wBFD+lz9I+qlSjJ9ndG+HFVaz8l67alntp47G8ZYVOoQzu8/pLGiPbjkgAjBDMh7fD8OKtN5U/MACFIvMzRxxpNHwQlQA0fGM9DyKsSakbbUxVnixyIqoGZgoA5M3JjQUqTXc4q3xk/zI/riruMn+ZH9cVdxk/zI/riq24qLOQMd+akCtdhXFXN9pvmf14q1irsVdirsVcASaDc4qu4P/KfuxV3B/5T92KtFSvUEfPFUBf/AO9Om/8AMSf+TMmKo7FW6nxOKpdq2haHryRx65ptrqSQktCt5Ck4QnqV5g0r7Yqg7LyX5O026jvdO8v6baXkJ5RXEFpDHIh8VZVBBxVML3/ezSv9e5/5Npir/9b17rP/AClOpf8AGC1/5m4qpYq7FXYq7FXYqhdS/wCObef8YJf+IHFVZFRoYw4BXipoajt7UxVBTajotsxW4mii4u0TM7Mqh1i9cgsTQUQcsVXpfaLJKsCXNs0zFFWMTAsWlBZABz3LAVXxxVCT+YfK9s0ST39tG8rFVUymoKoZDz+L4QFFSWpiqs+reXY5fQkvrNZq09M3Chq7ClOfuMVUpNf8sQ3X1OS/tVuQskjRmb7KQELIWPKg4kitcVRsFzpV08kdtNBNJDx9VI5eZTmKryAY0qOmKq3p238q/wDBN/zVirvTtv5V/wCCb/mrFXenbfyr/wAE3/NWKu9O2/lX/gm/5qxV3p238q/8E3/NWKu9O2/lX/gm/wCasVd6dt/Kv/BN/wA1Yq707b+Vf+Cb/mrFXenbfyr/AME3/NWKu9O2/lX/AIJv+asVd6dt/Kv/AATf81Yq707b+Vf+Cb/mrFXenbfyr/wTf81Yq707b+Vf+Cb/AJqxVsRW5IoikjelSentXFVQ7mp6nFXYq7FXYq7FWOectMk1rT7PR47yaxW9vYopbi2NJAgV3IG468cVYrN+TTq3GLzJqXSvN/s18NnrXFUum/KDWFHKPzNMq1A/emQEVIG9H98VZB5N0ybybqeoaNrOtw3RkgtprflIYxu0qsQJWqWNByI9sVZffkG40wggqbgkEbgj0ZMVR+KrXdIxWR1QeLEL+vFXI6SCsbq48VIb9WKrsVQd7/vZpX+vc/8AJtMVf//X9faz/wApTqP/ABgtf+ZuKqOKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVUIDQRKwBUmIEHcEclxVLdQ8saVqck73Qk4ThucKsoiEjR+kZFUqaPw+H+X/ACa4qhdN8j+X9J1FdVtIpPryukgkkk9Ql44mhBJIqfhY9+vSmKrW8i+X2oypMkgA4yJL8SlW5qwqCKg+IOKt/wCBfLnpiL0HCKvAfHvx4yL1Ir0lb8MVQ8f5d+XYbq4vYzdLc3MjTyv6/L944ReQ5KenAU/4bliqbaV5c0rRmLWMRBMYhPqESfCHL9x1qeuKppwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVdwj/wB9p/wC/wBMVWMqB4SqKDzO4VQfsN4DFVTFXYq7FXYq7FUu1NuN3orDqNRi/wCTcuKszuZw1Wb+2uKsb1C8htSbiZDIgFCiip3NAafPFXhH5xaPbeYtX/SyzPb/AFPT4gkRRSW5SSdanb7OKpx+R808vk6yWeVpRFrNzHFzNeKCBvhHgKnpir2IdRirwLVvyvufON/f65Lr86zSXVwPQuEM8aKkrKqpR0ooA6UxVhCaRqfkrzpolvZ6o5aS+topHhDQ8kaVVZSObVBB74q+tG6n54qgr3/ezSv9e5/5Npir/9D17rH/AClOpf8AGC1/5m4qpYq7FXYq7FXYqhdS/wCOdef8YJf+IHFVQf3MPzi/4kuKr7SBL3XEs7q5ltbEWkkxeLiKzCVFUFmVv2SdsVSrzJdappcqw6VG9xHJBPHbyGIzM15yT0OfEAKrDmWZuKeLLiqVWXmTzLdavFpz6GYrWQXXK+fmkStAzLGKtvRqLvQcg1V48aFVBw+ddfkh+uPoEi2hhFwAizTOI2oFNY1YOSSRwQchx5HY4qjT5m1qGysLi801Ibq9e65Wv71nVIGpGvHjy5uoL9OP7PVhiqBk83ebzYTajbeXfUiWpggKzrOyVgAYo4Sn945K/apH41oqio9f82vqCRy6SsVr6F3KI1SVy8sSt6MRlICqSUNTSjB1A91UNc+c/MgtnubHy7LcA8fSUxzRtxadoizCQIRsAeNK0bn0+HFVfVNa8zJBp0pifTYbiWZb+W2tXv5LeJJwkZ4FGJLLufg7+2Kr9S8x+Z7EadDbaI13dXVsZLhuEgiimGwDspPEHuvEtv1xVZJ5n8wQjVJ59OEUFolqtsjQ3B5SzzGOQkqpMlFKsFjr/K2+Kqa+bvMxungby7KkSPZqZTHKQfrIPqBafa9MgVb4QoP2WxVr/F3mwKgTyzJO8rzIrJzjjjMBavPnU8WAHBqDkf2R0xV0nmjzY6wGDRwsU08ES3Ho3JJR3HqN6RWqAoSVL/Z4nn+zirODSpp0xVrFXYq7FXYq7FVj/bh/1z/xBsVX4q7FXYq7FXYqoXVpBexiK4UlVYOjKzI6sOhVlIIO/Y4qxvzFZx2Edm9tPdK0lwqSD61cOTH3AHM/hiqW3qwvr+nw2c99FZyw3Pqo11OA7wvGAQRIagVI2OKsf/MCzgtdLu3j5tI6ENJLI8zkLWg5OWNBXpiqE/JGJpfJ9pSWSL/c1df3ZUVrAf5lOKvZIIWiapmklrTaQqQPlxVcVYb5f/3ivP8AmLuqf8j3xV5pe+W7zzV+Z2kadYzw280Ewv2kuCQnp2jLIw+EEkmlBTFXvlvO06uXULJHI8UgRuS8kNKg0FQfliqhe/72aV/r3P8AybTFX//R9e6x/wApTqX/ABgtf+ZuKqWKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVUH9zD84v+JLirVxf2lmxW5nWFhG85DEj91EQHb5KWFfnirR1HTxu15AB8YJM0fWMVcfa/Z/a/l74qhn1/R01BNKa8X6/IFKxBXZaP8AZrIFKDl+yGb4v2a4qmQrUAYqlcBudYSHUbby1dX8MTyC0vCtkSGjcxs0ZlnDruvWinFUbTzD1/w1qH/B2X/ZVirXHzD/ANS1qH/B2X/ZVirfHzD/ANS3qH/B2X/ZVirVPMP/AFLWof8AB2X/AGVYq3x8w/8AUtah/wAHZf8AZVirXHzD/wBS1qH/AAdl/wBlWKt08w/9S1qH/B2X/ZVirqeYf+pa1D/g7L/sqxVqnmH/AKlrUP8Ag7L/ALKsVdx8wf8AUtah/wAHZf8AZViruPmD/qWtQ/4Oy/7KcVdx8wf9S1qH/B2X/ZTiruPmH/qWtQ/4Oy/7KsVdx8wf9S1qH/B2X/ZTiruPmD/qWtQ/4Oy/7KsVXlLtRbte2ktjMzt/o85jMgARtz6TutD2+LFVTFXYq7FXYq7FWmZUUu5CooJZjsABuScVYZqF7PcrBqyRiOG6nWG1mkU+t6RPEtHuOAKV378sVTzU9BW7uLS7s5RbXNijwwqyc4jHIVJBUFT+yKEHFWJ6z5ev/M1xc6BJe29vNDGGnkSGVhwen2KuKnfFUz8seT7LyPpml6JZXEl0pvpLiWeYAFpZYX5UC7AbbDFWYjY1xVjKaDqdg06WDwXFtPLJMBMXikQysXIqquGoTtsuKq/lTSLa0mvotZsbO4v57l2SUL6jxxi3jKqsjKrDdjWmKo2E26axPbWsEcEUIdD6Q4htoWBbxI5HfFVa9/3t0r/Xuf8Ak2mKv//S9fax/wApTqX/ABgtf+ZuKqOKuxV2KuxV2KoXUv8AjnXn/GCX/iBxVUH9zD84v+JLiqTeY9G1LVJbZ9Pkt41jWSK69cyAywSlS8XwA/C3EVPwvt8LdcVS2f8ALTy5dFWuDO4U3JEfNfTAuxRlC8aAL+ztiqbzeWbObVG1MzzKsnomeyUoLeRrZucRPwchwYVAVgPHFU7B+IE+OKpVb+XdevtE0qKDUf0elt67PZySzW7B2uZ3Dfuga81dKMd0pVftYqj7jy/5kZpZ7DWLWy1GRrD1b6Npudwtop9V5kCqC7s1Nyy+mFXFVlt5X8xo11JN5odJppjKhinn4msXCrAgdWVG4j4UWqriqfeV7HU9ImuJNX1oX8cygJEOXBGBBqqkACtWrTrirJvr9n/v5fx/pirvr9n/AL+X8f6Yq76/Z/7+X8f6Yq76/Z/7+X8f6Yq76/Z/7+X8f6Yq76/Z/wC/l/H+mKu+v2f+/l/H+mKu+v2f+/l/H+mKu+v2f+/l/H+mKu+v2f8Av5fx/pirvr9n/v5fx/pirvr9n/v5fx/pirFvMckct/bvGwZT3H+o2KpZirsVdirsVdirRAYEMAQdiDuCMVY35usr28t4xZxXUssCSS2iWZgUfW1K+l6pm/3XTlULirST+eyqmS0sedBypIetN++KobRLPXE14ahqUE8d1cJcJqL8oTYhVcfVxAB+8qVA5E98VZDf/wC9Om/8xJ/5MyYqjsVdirVADyAo3j38MVcFUHkFAY9TTfFUJe/72aV/r3P/ACbTFX//0/X2s/8AKU6j/wAYLX/mbiqjirsVdirsVdiqF1L/AI515/xgl/4gcVVB/cw/OL/iS4qlGt6zqlhqumafpth9dS7Est29SPShheJWatQBtITU1+zxpviqSW/5m6ZdQmaCxnYBLpqFkXk9m1Cq1pXkPir/AMSxVuT8zNNjLx/o+5M6RJOQ3BIjFIOQYStRfb/W+HFUdp3nWHU9bstIispIRdi4b1ZnQPwgLqCsYJY8jGa/y7V3xVIbDW/MF/HJd3XmOSw9W7voba1tPLs+pqkFnfPZrynikpyPEEggYqqDWNSKeoPN19Th6n/KHXlaej6/+/P5fx2xVmtt5E883dtDdRedYBFOiyoH0NUfi4DDkrXIIO+4OKqv/KvfPv8A1O1t/wBwVP8AsqxV3/KvfPv/AFO1r/3BU/7KsVd/yr3z7/1O1r/3BU/7KsVd/wAq98+/9Ttbf9wVP+yrFXf8q98+/wDU7Wv/AHBU/wCyrFXf8q98+/8AU7Wv/cFT/sqxV3/KvfPv/U7Wv/cFT/sqxV3/ACrzz7/1O1r/ANwVP+yrFXf8q98+/wDU7Wv/AHBU/wCyrFXf8q98+/8AU7Wv/cFT/sqxV3/KvfPv/U7Wv/cFT/sqxV3/ACr3z7/1O1r/ANwVP+yrFXf8q88+/wDU7Wv/AHBU/wCyrFVtvY6lpv8AoOrXyalfQXLo15HALRXUw81HpB3pTlT7W+KovFXYq7FXYq7FXYq7FXYq7FUv1FlS401nYKv1k7sQB/cyeOKq09/DDQIkly/FnKWyiVgiU5MdwABUd8VVba4hu7eK6t3EkEyh43HdT0xVVxV2KoO9/wB7NK/17n/k2mKv/9T17rH/AClOpf8AGC1/5m4qpYq7FXYq7FXYqhdS/wCObef8YJf+IHFVSoEELMQADESTsB8S4qhL6w0nUpYZrxi0luawmO6mgA3B3EMiBtx+0DiqMMlr3eLoR1Xoeo+nFXGa2I4mSMr4FlptirYntwwb1I6jvyWv68VS/wApT635R0ubSbWfS7qCS9vb5JZZJ43Avbh7jgQqMKrz41B3xVPf8XeYv5dI/wCki4/6pYq7/F3mH+XSP+ki4/6pYq7/ABd5h/l0j/pIuP8Aqlirv8XeYv5dI/5H3H/VLFXf4u8w/wAukf8ASRcf9UsVd/i7zD/LpH/I+4/6pYq7/F3mH+XSP+R9x/1SxV3+LfMX8ukf8j7j/qlirv8AFvmL+XSP+R9x/wBUsVd/i3zD/LpH/I+4/wCqWKu/xd5h/l0j/kfcf9UsVd/i3zD/AC6R/wAj7j/qlirv8XeYf5dI/wCR9x/1SxV3+LfMX8ukf8j7j/qlirv8XeYv5dI/5H3H/VLFUA11LdTie7ktzeTztK6WrM0aj0uAALhWOy1O2Kq2KuxV2KuxV2KuxV2KuxV2KqU9tbXUfpXUEdxFUH05kWRajoaMCK4qxC7t7C5e70+yF3b6gpnX0NKSNFMAm9Pj6aREk/uwWY4qq+TpdXsbe50/UtOv7awtPSj00T20jP6YDBviRBUbKfi33xVkTapbIaNHcA+9tP8A80YqpnXNPGx9cf8ARvN/zRiqhd6pZO2m3iyEwRyXKvRH5hiiChSnKu47Yq//1fXus/8AKU6l/wAYLX/mbiqlirsVdirsVdiqF1L/AI515/xgl/4gcVRNurPHGqCrcF/Viqv6Nx4H7x/XFXejcfyn7x/XFXejcfyn7x/XFXejcfyn7x/XFXejcfyn7x/XFXejcfyn7x/XFVkweCJ55yI4YlLySMwCqqipJNe2KrA5IDKagioPscVb5N44q7k3jiruTeOKu5N44q7k3jiruTeOKu5N44q7k3jiruTeOKu5N4nFXcm8cVdybxxV3JvE4q1irsVdirsVdirsVdirsVdirsVU9H062t/MDXtnEqX9xbXIaQ1IZi6OKio25GvbFVNIvzIFrpIvZ9PNytzIdbKRtxa0qfTEXx/aod+n2f8AglUlvI/PlIQZrH1hqLtc/A1DptfgUfF/eUO/y64qkl9H569PUxbTWXrNcodMLI1Fta/GJPi+1QbfP7lUYPU4jcet9al7fDz9CDtXpX3xV//W9fax/wApTqX/ABgtf+ZuKqOKuxV2KuxV2KoXUv8Ajm3n/GCX/iBxVE2/9yP+MY/UMVSrzNNdW2h3lxY3o0+8iQvBcFYXHMdE4zgoeXTx8MVY8fMvmlJ5rWHTRc28V1HaW+oGJ3M8Tqf31ISIyDQPzXiig8eGKq0WteZEtYrmeN5L0WEEz2a2UggaV4lMspb7askhYeiG5FRstfjCqgnmfzo8Sy/oCMcyCqFbgMI0iEjkimxcnjGv7P7fI7YqpyeavOEtreGPRRaTRNcC3LwTzF/RKcU4rUciGb468Xp8KjpiqItvMvm2a7WFtEVbdJFW4kdJ1dULqhVTTiz0b1OY+Dj8NOSNiqf+ZwP8OauP+XOf/iBxVMYP7iH/AIxp/wARGKqmKuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KqcsEcxUtyV0rweN2jcV2NGQg74qpGyjbrNcn53Vx/wBVMVU20mzbdjMT73M//VTFVM6FppNSkp/6OJ/+a8VUbvTLFW02yWKlu8lyzqGfkWCIalq8q1Hjir//1/Xus/8AKU6j/wAYLX/mbiqlirsVdirsVdiqF1L/AI5t5/xgl/4gcVXSQvcWYhjnltmdF/fQFRIAKHYsrDf5Yqlk/lz6zGYbnVr6eEkExym3kQkdNmgIxVcmgyxoscWs6gkaDiiK8CqAOgAENAMVXfoS5/6vmpf8jIP+qOKu/Qlx/wBXvUv+RkH/AFRxV36EuP8Aq+al/wAjIP8Aqjirv0Hcf9XzUv8AkZB/1RxVSufLbXdvLa3OsajJbzKY5YzJCAyMKEGkI6jFU7VQiqg+yoCj5AUxVvFXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FUHe/726V/rXP/JtMVf/Q9faz/wApTqP/ABgtf+ZuKqOKuxV2KuxV2KoXUv8AjnXn/GCX/iBxVXi/uo/9Vf1DFV+KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KoO9/wB7NK/17n/k2mKv/9H17rP/AClOpf8AGC1/5m4qpYq7FXYq7FXYqhdT/wCObef8YJf+IHFVeL+6j/1F/UMVX4q7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYq7FXYqg73/AHs0r/Xuf+TaYq//0vXusf8AKU6l/wAYLX/mbiqlirsVdirsVdiqF1L/AI5t5/xgl/4gcVV4v7qP/UX9QxVfirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdirsVdiqDvf8AezSv9e5/5Npir//T9faz/wApTqX/ABgtf+ZuKqOKuxV2KuxV2KoXUv8AjnXn/GCX/iBxVXi/uo/9Vf1YqvxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxVB3v+9mlf69z/wAm0xV//9T2Dq0Er+Z9RdUJQwWoDdBUepUb/PFVP6vN/J+I/rirvq838n4j+uKu+rzfyfiP64q76vN/J+I/rirvq838n4j+uKoXUrac6deAISTBKABQkkoegxVXitpxFGOH7K9x4fPFV/1eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVd9Xm/k/Ef1xV31eb+T8R/XFXfV5v5PxH9cVQN9FIL/AEqMj4y1yQKj/fa4q//V9la9/wAdSb5L+rFUtxV1BirsVdQYq6gxV2KuxV1MVdQYq7FXUGKupirqYq6gxV2KupirsVdirqYq6gxV2KuxV2KuoMVVQQkKEIpLFqllBO1MVYtf/mN5a07zTN5NmcSeYLbSZtfubaKIERWELhOTMSBycn4F9jWmKqtn5/8ALV1DHI88dtJIJWFvKitJ+4bg4BhMiMQT0RmJxVNdN1yx1dbhrEI4tZntp6xcaSxmhFSKH6MVUYLuebXtQtXIFvBb2rxRqoADSGXkdvHiMVUdOsPrVlazy3d2Zpo0dyLiRRyYVOwIAxVI4/NPlNljaXVry2EhVEE806N6ju8YSlSa1jJ8OPE/tYqgNY8/+SNDtVv7/Vr9dNOpWmjNfLJcGBbq/XlEeRI5R/ss68gp64qmvnL6zouhtf6fe3Ud0tzaRhmneQcZbiNHHFiQaqSMVZkvFI3YIpPMAchWgocVSrVPMNrpNzp9pPb+rPqTyRwCNYgB6ShnZjI6bAHovJv8nFUEvnzyu8QmW8hMLEjn6TfaDKlAONTu4FVBXrvtiqP0nzDputxzvpxST6tK8E6NFwZXRmQ7EbglTQjY4qse7mfzAbOoW2Fj63pqoA9QzFeX3bYqm8rhJWRY46A0Hwg4qkk3mzS7WO4ub1PqthbyekL6WH9xIwcxtwZeR+FwVbkF/m+z8WKqZ86+WRBJcm9t/QiV5JH9JqKkTBST8Pcmi/z/ALHLFUx03WLLVrc3dh6c1tyKLKEHFqAGq+IIIxVI4764m1+QSlWS3vnghTiOKxtbwEinzY4q/wD/1vX/AJj1XSoNYuIpr+2jlTiHjeaNWB4jYgtUYqlX6a0b/q5Wn/SRF/zVirv01o3/AFcrT/pIi/5qxV36a0b/AKuVp/0kRf8ANWKu/TWjf9XK0/6SIv8AmrFXfprRv+rlaf8ASRF/zVirv01o3/VytP8AkfF/zVirv01o3/VytP8ApIi/5qxV36a0b/q5Wn/I+L/mrFXfprRv+rlaf8j4v+asVd+mtG/6uVp/0kRf81Yq79NaN/1crT/pIi/5qxV36a0b/q5Wn/I+L/mrFXfprRv+rlaf8j4v+asVd+mtG/6uVp/0kRf81Yq79NaN/wBXK0/6SIv+asVd+mtG/wCrlaf8j4v+asVd+mtG/wCrlaf9JEX/ADVirv01o3/VytP+kiL/AJqxV36a0b/q5Wn/AEkRf81Yq79NaN/1crT/AKSIv+asVd+mtG/6uVp/0kRf81Yq79NaN/1crT/pIi/5qxV36a0b/q5Wn/SRF/zVirv01o3/AFcrT/pIi/5qxVB6h5ogg9KGxS3vkAZnlF/aQAEnpSR6npirHNTu7DVJpL6bR7NdWazn01NRGpaeZ0tbkgyRgl91JUHie+KpXY6bpFvFD9f02HUr6ASLHfS6tZxzcZTyNSkoq1f2z8fviqf2OtwaaJhY6VbQrcSNPMBq1kQ0r/aY1kO574qi9J1aCTVb/UdQltLFJ4reKKM3tvOx9H1CxJjag+2MVS2DzXrllDHaw6Tp80duojSY63aJzCbBuJU0r1pirGLa3uxcm61PR9O1CRfSEBOr2Fs0foFuHxQopagcj4sVRyPbosUf+EdJeGG6iv4IZNdtZI47q3UrFKiOpCsoJpQe/XFUR5g1jXvMWnjSn03TrNJLi2lkuTrVrLwSCdJWPAKCdl8cVZpqHmazt4gLBra/d3q4W9toAgAPeRxWte2Ksc1PWbu/ntLmGOC0ltPUFRf6ZNzSYKHX94x41C0qu+KoaQaFJCIDoNsIlQRKF1i1UiMMGC1EoNKqMVTCy1q204yGy0m2h9WnqcdVsjXiWI6yHuxxVE2GrxXOtSahfPaWEAtBbIGvradmf1S5P7tjQAeOKq9z5uY3EphsoJIuRCSHU7FeSjYGheor4YqkN82jalHcw3+h208F2wknifWLXhyBJ+FRLRQSSWC05HdsVWyfoOWKSB9CtfSljMEijWLQBo/hoDSXfjxBU/s/s4qmVlr8WnQfVrLS7aGCvLgNVsiK0Aru57AYqg4tSaK7k1Bltjcz3j3SWS31sxEQjgjq0obgu6nr8sVf/9f0j5v/AOUm1L/jKP8AiC4qkmKuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxV2KuxVEW391ef8YB/wAnosVf/9k=)   
 Figure 9-4: Setting up the connection details

Enter the alias for the InstantUniversity database (INSTUNI in this case) and the ID and password of the user account you want to connect with, and then click Next. You're now asked whether you want to create a stored procedure or User-Defined Function (UDF) and whether you want to write it in SQL or Java, as shown in [Figure 9-5](#ch09fig05).
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 Figure 9-5: Choosing the type of object to create

Java stored procedures are beyond the scope of the book, so make sure that both Stored Procedure and SQL are selected, and click OK. You're now requested to give a name to the procedure, as shown in [Figure 9-6](#ch09fig06).
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 Figure 9-6: Naming the stored procedure

Replace the default name with InsertStudent, and click the Next button (you've left the name of the schema where it's stored as the prefix of the procedure name).

DB2 provides a wizard that creates the SQL statements for the stored procedure, but this is a SQL book, so you're going to do this manually. DB2 allows stored procedures to return none, one, or more result sets; this first example doesn't return a result set, so select None for the Result Set field and then click Finish, as shown in [Figure 9-7](#ch09fig07).

![Click To expand](data:image/jpeg;base64,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)   
 Figure 9-7: Defining the stored procedure

Back in the main Development Center window, open the stored procedure by double-clicking it. DB2 has added some default SQL code to create the procedure, as shown in [Figure 9-8](#ch09fig08).
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 Figure 9-8: The InsertStudent stored procedure

You're going to create the procedure manually, so delete this code and replace it with the code for the stored procedure:

CREATE PROCEDURE DB2ADMIN.InsertStudent (  
 i\_StudentID INT,  
 i\_StudentName VARCHAR(50))  
P1: BEGIN  
 INSERT INTO Student (StudentID, Name)  
 VALUES (i\_StudentID, i\_StudentName);  
END P1

Now that you've got this far, the SQL syntax for creating the procedure isn't too different from the standard:

CREATE PROCEDURE   
sp\_name  
 (  
parameter\_list  
)  
block\_name  
: BEGIN  
   
sp\_body  
;  
END   
block\_name  
;

DB2 can optionally use labels for BEGIN...END blocks, so it's clear which block the END keyword finishes.

Save the procedure in the editor and return to the main Development Center window. Before you can use this stored procedure, you need to compile it. Do this by right-clicking the procedure name and selecting Build. Once the procedure has compiled, you can call it from Command Center using this statement:

CALL InsertStudent(500, 'Víteslav Novák');

This will enter a row with the specified values into the Student table.

#### Access

Access doesn't support stored procedures as such, but it does allow you to create stored queries using the CREATE PROCEDURE syntax. You can use stored queries like stored procedures or (if they return a result set) like views, so if you have a query named GetStudents that returns a result set of all the students in the database, you call it just as you call a view:

SELECT StudentID, Name FROM GetStudents;

Or you could call it as you would a stored procedure in SQL Server:

EXECUTE GetStudents;

You should be aware of a couple more restrictions with Access queries. First, queries can only contain one SQL statement, so you can't perform two actions with a query. Second, you can't enter the CREATE PROCEDURE statement directly into the SQL window in Access. When you create an Access query, you're effectively executing a CREATE PROCEDURE statement behind the scenes, so you'll get an error if you type the statement manually into the SQL window. Because you want to show the full syntax, you'll print the whole CREATE PROCEDURE statement. You can run this against the InstantUniversity database from an application via a data-access technology such as ADO.

CREATING A SIMPLE STORED QUERY (ACCESS)

|  |
| --- |
| Start example |

Execute this query against InstantUniversity:

CREATE PROCEDURE InsertStudent(@i\_StudentID INT,  
 @i\_StudentName VARCHAR(50))  
AS  
INSERT INTO Student (StudentID, Name)  
VALUES (@i\_StudentID, @i\_StudentName);

If you want to type this directly into the SQL window in Access, the syntax is as follows:

PARAMETERS @i\_StudentID INT, @i\_StudentName VARCHAR(50);  
INSERT INTO Student (StudentID, Name)  
VALUES (@i\_StudentID, @i\_StudentName);

Otherwise, the syntax is identical to that for SQL Server stored procedures. As in SQL Server, Access parameter names are all preceded by the @ character. You can execute this query using the EXECUTE keyword:

EXECUTE InsertStudent 500, 'Víteslav Novák';

Note that you don't use parentheses for the arguments passed into an Access query.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Dropping and Modifying Stored Procedures

As with all database objects, you can delete an existing stored procedure using the DROP command:

DROP PROCEDURE   
ProcName  
;

This is supported by all platforms that support stored procedures.

You can also modify a stored procedure using the ALTER PROCEDURE statement in SQL Server and Oracle. In SQL Server, the ALTER PROCEDURE statement has the same syntax as the CREATE PROCEDURE statement and simply re-creates the stored procedure with the new specification. As with views, the ALTER PROCEDURE statement in Oracle is used to recompile the view rather than to redefine it.

### Creating and using Variables and Parameters

We mentioned earlier that the parameters to stored procedures can be of three types: input, output, or input/output. As you've seen in the previous examples, input parameters are used solely to pass information to the procedure, for example, to determine which rows to retrieve, update, and so on. On some systems, stored procedures can also return values, in the same way that functions in programming languages (or indeed, SQL UDFs) return values. However, before you look at output parameters and return values in detail, you need to understand how to create and use variables in SQL code.

#### SQL Variables

Variables in SQL are similar to variables in other languages. That's to say that they're basically a means of storing a value in memory, referenced by a unique name. For example, you could have a variable called MyVar that you assign a value to and then use it to send data to a stored procedure via a parameter. Alternatively, you might get a value from a stored procedure into a variable, either via an output parameter or a return value.

As you've seen, you can use literal values as parameters when calling a stored procedure. However, you'll often need to use variables to store and retrieve data values from parameters, and even if you don't you may have to use variables inside a stored procedure.

Note that Access doesn't support variables (apart from input parameters).

SQL variables are simply defined names for a specific item of data. Like parameters, variables must have an @ symbol prefix in SQL Server and MySQL, but not in Oracle or DB2.

##### Declaring Variables

Variables are declared using the DECLARE keyword:

DECLARE   
var\_name var\_type  
(  
length  
);

You can also declare several variables of the same type simultaneously:

DECLARE var1\_name, var2\_name, var3\_name var\_type(length);

The var\_type can be any of the data types defined in your RDBMS, such as int or nvarchar; length is an optional integer value saying how much storage to allocate (that is, the width of the column). You can also specify a scale (the number of decimal places) to use for floating-point values. Typically, you'll be declaring variable types that match column data types in tables that are manipulated by the stored procedure you're calling, so you'll often have to take this into account in both var\_type and length. Also, some values won't be meaningful for the data type in use, and some variable types don't require a value for this parameter (including int), so you need to be careful here.

In DB2, variables can only be declared within a BEGIN...END block. When these blocks are used in dynamic SQL (that is, not in a stored procedure or function), you need to specify the ATOMIC keyword:

BEGIN ATOMIC  
 DECLARE myvar VARCHAR(50);  
 -- Assign and use variable  
END;

We'll discuss the atomic properties when you look at transactions in [Chapter 10](#Top_of_LiB0056_html), "Transactions."

If you're entering a compound statement such as this via DB2's Command Center, you need to change the character that marks the end of the statement from the default semicolon, or Command Center won't pass the complete statement to DB2 (it will only reach the first semicolon in the embedded statements). You can change the statement termination character on the General tab of the Tools Ø Tools Settings menu, as shown in [Figure 9-9](#ch09fig09).
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 Figure 9-9: The Tools Settings dialog box

In Oracle, the DECLARE statement is placed before the BEGIN block. Any variables you want to use in the compound statement must be declared in this DECLARE statement:

DECLARE  
 myvar VARCHAR(50);  
 myothervar INT;  
BEGIN  
 -- Assign and use variables  
END;  
/

As well as RDBMS-specific types, you can also use the special type of CURSOR:

DECLARE   
cursor\_name  
 CURSOR FOR   
cursor\_spec  
;

This is a special case of variable, used to loop through rows returned from a query. Cursors are used by Oracle and DB2 to return result sets from a stored procedure, and you'll learn about them in more depth a little later.

##### Assigning Variables

Once you've declared a variable, you may need to assign a value to it prior to a procedure call. The syntax for this varies between RDBMSs. In SQL Server you assign values with the SET or SELECT keywords:

SET @  
VarName  
 =   
Value  
;  
SELECT @  
VarName  
 =   
Value  
;

Here VarName is the name of the variable, and Value is a literal value of the appropriate type or some expression that evaluates to a value of the appropriate type. This could include a SELECT statement used as a subquery.

Variables can also have values assigned to them in other ways, such as via functions or subqueries.

In MySQL and DB2, you can also use SET in the same way as previously described (though DB2 doesn't use the @ character for variable names). However, MySQL also allows values to be assigned to variables in any SQL statement although this requires using the := assignment operator rather than = because = is used as a comparison operator outside of SET statements. For example:

@  
VarName  
 :=   
Value  
;

Oracle also uses this syntax (although you don't need @):

VarName  
 :=   
Value  
;

Oracle and DB2 have a special syntax for storing values from a SELECT query into variables:

SELECT Name FROM Professor INTO ProfessorName  
WHERE ProfessorID = 1;

This will store the name of the professor with an ID of 1 into the ProfessorName variable.

Once you have a value in a variable, you can then go ahead and use the value in subsequent SQL statements in the same batch of commands. This is important in the body of stored procedures. Effectively, what happens with parameters is that the parameter is a variable declared and assigned when the stored procedure executes. For example, if you had a DeleteStudent stored procedure that deleted a single row from the Student table according to an ID parameter, you could define the stored procedure as follows (with minor variations for the different platforms):

CREATE PROCEDURE DeleteStudent(i\_StudentID INT)  
AS  
BEGIN  
 DELETE FROM Student  
 WHERE StudentID = i\_StudentID;  
END;

Here the parameter i\_StudentID is in fact a variable, which is subsequently used in the WHERE clause to select the correct name. This applies to all RDBMSs with stored procedures.

#### Default Parameter Values

If you want, you can provide a default value for a parameter. If a value isn't provided for that parameter, the default value will be used. You do this in SQL Server and Access by adding the default value after the parameter's data type, separated by an equals sign. For example, to create an InsertProfessor procedure that uses a default value of 'Prof. A.N. Other' for the professor's name if one isn't supplied, use this:

CREATE PROCEDURE InsertProfessor (  
 @i\_ProfID INT,  
 @i\_ProfName VARCHAR(50) = 'Prof. A.N. Other')  
AS  
 INSERT INTO Professor (ProfessorID, Name)  
 VALUES (@i\_ProfID, @i\_ProfName);

In Oracle, you use the keyword DEFAULT instead of an equals sign:

CREATE OR REPLACE PROCEDURE InsertProfessor (i\_ProfID IN INT,  
 i\_ProfName IN VARCHAR DEFAULT 'Prof. A.N. Other')  
AS  
BEGIN  
 INSERT INTO Professor (ProfessorID, Name)  
 VALUES (i\_ProfID, i\_ProfName);  
END;  
/

You can then call this procedure as usual.

|  |  |  |
| --- | --- | --- |
|  | Note | DB2 doesn't support default parameter values. |

#### Using Output Parameters

Now that you know how to use variables, you can look in more detail at output parameters. Output parameters are used to pass data back from the procedure to the calling application. The parameter is assigned a value within the body of the procedure, and this value is returned to the application.

Return values for procedures do exist on some platforms (although not Oracle or Access) as well as output parameters, but they can only be integers and are used for returning the error status of the operation.

For example, suppose you have a stored procedure that returns the name of a student given an ID. You would pass the ID in as an input parameter and return the name as an output parameter. To show how output parameters work, let's see how you implement this in the various RDBMSs.

##### SQL Server

Output parameters in SQL Server are marked by adding the keyword OUT or OUTPUT after the parameter's data type. For example:

(@OutputParamName INT OUTPUT)

USING OUTPUT PARAMETERS (SQL SERVER)

|  |
| --- |
| Start example |

Create the following stored procedure:

CREATE PROCEDURE GetStudentName(  
 @i\_StudentID INT,  
 @o\_StudentName VARCHAR(50) OUTPUT)  
AS  
BEGIN  
 SET @o\_StudentName = (SELECT Name FROM Student  
 WHERE StudentID = @i\_StudentID);  
END;

Here you retrieve the name of a student given the student's ID number. This ID is passed into the stored procedure as an input parameter. You return the name from the procedure as an output parameter called @o\_StudentName. You set the value of this parameter using a subquery in the SET statement, selecting the name of the appropriate student.

Once this procedure has been compiled, you can execute it by entering the following statements into Query Analyzer:

DECLARE @StudentName varchar(50);  
EXEC GetStudentName 4, @StudentName OUTPUT;  
PRINT @StudentName;

Here you declare the variable that you'll use to store the output parameter and then use the EXEC keyword to execute the parameter. Notice that you have to specify the OUTPUT keyword when you call the procedure, as well as when you define it. Finally, you print the value of the @StudentName variable using Query Analyzer's PRINT function:

Bruce Lee

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Oracle

For output parameters in Oracle, you just replace the IN keyword with OUT:

(  
OutputParamName  
 OUT INT)

USING OUTPUT PARAMETERS (ORACLE)

|  |
| --- |
| Start example |

Create the GetStudentName procedure by entering this code into SQL\*Plus:

CREATE OR REPLACE PROCEDURE GetStudentName(  
 i\_StudentID IN INT,  
 o\_StudentName OUT VARCHAR)  
AS  
BEGIN  
 SELECT Name INTO o\_StudentName FROM Student  
 WHERE StudentID = i\_StudentID;  
END;  
/

Here you use Oracle's SELECT INTO syntax to store the name of the student with the specified ID into your output parameter, o\_StudentName. When the procedure is executed, this value will be available to the application. You can execute the stored procedure and print the value of o\_StudentName in SQL\*Plus using the following lines:

SET SERVEROUT ON  
DECLARE  
 StudentName VARCHAR(50);  
BEGIN  
 GetStudentName(3, StudentName);  
 dbms\_output.put\_line(StudentName);  
END;  
/

The first line here, SET SERVEROUT ON, is a SQL\*Plus command that allows you to print output to SQL\*Plus; if you don't set SERVEROUT to on, you won't be able to display the value of your output parameter after the procedure has executed.

Next, you declare a variable called StudentName to hold the output value and pass this into the stored procedure. Notice that you don't use the CALL keyword when calling a stored procedure from inside a BEGIN block. Finally, you display the value by calling SQL\*Plus's dbms\_output.put\_line() function:

Emily Scarlett

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### DB2

In DB2, you place the OUT keyword before the parameter name:

(OUT   
OutputParamName  
 INT)

USING OUTPUT PARAMETERS (DB2)

|  |
| --- |
| Start example |

The DB2 code for creating your GetStudentName procedure looks like this:

CREATE PROCEDURE GetStudentName(i\_StudentID INT,  
 OUT o\_StudentName VARCHAR(50))  
P1: BEGIN  
 SET o\_StudentName = (SELECT Name FROM Student  
 WHERE StudentID = i\_StudentID);  
END P1

Create a new stored procedure in the InstantUniversitySprocs project in Development Center, enter this code, and build the procedure.

In DB2, you can set a variable to a value retrieved from a query using the normal SET syntax, assigning the result of the SELECT query to the variable:

SET o\_StudentName = (SELECT Name FROM Student  
 WHERE StudentID = i\_StudentID);

To execute the procedure in DB2 Command Center, you just need to enter one line:

CALL GetStudentName(2, ?);

You use a question mark (?) to represent the output parameter. After the procedure has been executed, Command Center displays the values of any output parameters:

Value of output parameters  
 --------------------------  
 Parameter Name : O\_STUDENTNAME  
 Parameter Value : Gary Burton  
  
 Return Status = 0

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Input/Output Parameters

As well as input and output parameters, DB2 and Oracle both support input/output parameters. These are parameters that you use both to feed data into the stored procedure and to return data from it. Input/output parameters are defined using the INOUT keyword:

(INOUT   
SomeParamName  
 INT) -- DB2  
(SomeParamName INOUT INT) -- Oracle

To use an input/output parameter, you need to declare and initialize a variable and then pass it into the stored procedure. The value of the parameter will then be modified within the stored procedure, and you can read the value of the variable again once the procedure has been executed.

## Coding in Stored Procedures

As mentioned earlier, stored procedures consist mainly of SQL statements. However, you also have access to certain structured language functionality, including conditional execution of statements and looping. The keywords and structures vary a little between platforms, but the basic operation is the same in all cases. In general, the keywords and structures introduced here are available for use in batches of SQL statements, but they're more commonly found in stored procedures and UDFs.

|  |  |  |
| --- | --- | --- |
|  | Note | This section applies only to SQL Server, Oracle, and DB2; Access supports only single-statement stored queries, and MySQL doesn't support stored procedures. |

### Conditional Execution

In some cases, you might only want a stored procedure to execute a query if certain conditions are met, such as valid parameters being supplied. Alternatively, you might execute one query and then only move on to execute another if the result of the first query meets your approval. Also, you might have several statements that you could execute and choose one of them based on a parameter or query result.

Two types of conditional statements are available in most RDBMSs:

* IF...ELSE statements, where one of two blocks of code is executed depending on a condition
* CASE...WHEN statements, where a value is used to choose the result of the structure, which may take one of several values

The SQL Server structure for IF...ELSE is as follows:

IF   
Condition  
  
BEGIN  
 ...Statements executed if   
Condition  
 evaluates to true  
END  
ELSE  
BEGIN  
 ...Statements executed if   
Condition  
 evaluates to false  
END

The BEGIN and END keywords can be omitted if only a single statement is required in a block, and the whole ELSE block can be omitted if desired.

Oracle and DB2 require a THEN keyword after each condition and also allow the use of ELSIF/ELSEIF clauses so that you can evaluate more than one condition (in SQL Server, you just use a nested IF statement instead). The syntax for Oracle is as follows:

IF   
Condition  
 THEN  
 ...Statements if   
Condition  
 evaluates to true ...  
ELSIF   
Condition2  
 THEN  
 ...Statements if   
Condition  
 evaluates to false  
 and   
Condition2  
 evaluates to true...  
ELSE  
 ...Statements if   
Condition  
 and   
Condition2  
  
 both evaluate to false...  
END IF;

Here, ELSIF and ELSE blocks are optional. DB2 is identical except that it uses two Es in ELSEIF.

In all cases, the conditions are simply Boolean expressions of the type you've used many times before.

You can also use CASE...WHEN statements to test a single expression for multiple values:

CASE   
Expression  
  
 WHEN   
Value1  
 THEN   
Result1  
  
 WHEN   
Value2  
 THEN   
Result2  
  
 ...  
 WHEN   
ValueN  
 THEN   
ResultN  
  
 ELSE   
ResultElse  
  
END;

Here, Expression is evaluated, and if it matches any of the values listed, then the result of the structure is the result associated with the first matching value. Any subsequent matches are ignored. If no match is made, then the result is ResultElse (if this appears because the ELSE section is optional). In SQL Server, CASE can only be used within a SELECT or variable assignment statement:

SET @  
somevar  
 = CASE @  
someothervar  
  
 WHEN 1 THEN 'one'  
 WHEN 2 THEN 'two'  
 ELSE 'can''t count that high'  
 END;

In Oracle and DB2, CASE can also be used as in procedural programming languages—the result for each WHEN case can be a complete statement. Used in this way, you need to provide semicolons at the end of each statement, and the CASE statement is terminated by END CASE rather than just END. For example, in DB2:

CASE   
somevar  
  
 WHEN 1 THEN SET   
someothervar  
 = 'one';  
 WHEN 2 THEN SET   
someothervar  
 = 'two';  
 ELSE SET   
someothervar  
 = 'can''t count that high';  
END CASE;

The Oracle syntax is identical (except, of course, that the syntax for the variable assignations uses := rather than SET).

You can also look at several conditions in a CASE statement:

CASE  
 WHEN   
Comparison1  
 THEN   
Result1  
  
 WHEN   
Comparison2  
 THEN   
Result2  
  
 ...  
 WHEN   
ComparisonN  
 THEN   
ResultN  
  
 ELSE   
ResultElse  
  
END;

If any of the comparisons evaluate to true, then the result is determined by the THEN clause for the first match (subsequent matches will be ignored). As before, if none is true, then the result is ResultElse.

#### Conditional Execution Example

Let's look at an example of using conditions in stored procedures. You'll create a stored procedure that calculates the average mark that a particular student scored in his or her exams and then returns a comment about how that student is doing based on this average. The ID will be passed in as an input parameter, and the comment will be returned as an output parameter. The code is similar for all three systems, but you'll look at each one individually because the syntax for assigning variables and so on is different.

##### SQL Server

The chief point to notice about the SQL Server version of this procedure is the slightly divergent syntax for the IF and CASE constructions.

CONDITIONAL EXPRESSIONS (SQL SERVER)

|  |
| --- |
| Start example |

Enter this code into Query Analyzer and execute it:

CREATE PROCEDURE GetStudentComments (  
 @i\_StudentID INT, @o\_Comments VARCHAR(100) OUTPUT)  
AS  
BEGIN  
DECLARE @exams\_sat INT;  
DECLARE @avg\_mark INT;  
DECLARE @tmp\_comments VARCHAR(100);  
SET @exams\_sat = (SELECT COUNT(ExamID) FROM StudentExam  
 WHERE StudentID = @i\_StudentID);  
  
IF @exams\_sat = 0  
 SET @avg\_mark = -1;  
ELSE  
 SET @avg\_mark = (SELECT AVG(Mark) FROM StudentExam  
 WHERE StudentID = @i\_StudentID);  
 SET @tmp\_comments = CASE  
 WHEN @avg\_mark < 0 THEN  
 'n/a – this student sat no exams'  
 WHEN @avg\_mark < 50 THEN  
 'Very poor. Needs to spend less time in the bar.'  
 WHEN @avg\_mark < 60 THEN  
 'Adequate, but could work harder.'  
 WHEN @avg\_mark < 70 THEN  
 'Very satisfactory. Should pass easily.'  
 ELSE 'Excellent! Will pass with flying colors.'  
 END;  
SET @o\_Comments = @tmp\_comments;  
END;

You start by declaring three variables: a variable to hold the number of the exams sat by the student, a variable to hold the average mark in the exams, and a variable to hold the comments to which you'll eventually assign the output parameter. Next, you retrieve the number of exams taken by the student into a variable called @exams\_sat. If this is zero, you set the @avg\_mark variable to -1. Otherwise, you set this variable to the average mark for the student.

Once you've set @avg\_mark, you use a CASE statement to set the @tmp\_comments variable. If @avg\_mark is less than zero, you return a message indicating that you have no comments because the student hasn't taken any exams. Otherwise, you set the message to reflect the marks scored by the student. Finally, you set the output parameter to the value of @tmp\_comments.

Once you've created the procedure, you can run it from Query Analyzer as follows:

DECLARE @comments VARCHAR(100);  
EXEC GetStudentComments 12, @comments OUTPUT;  
PRINT @comments;

The result of this is as follows:

n/a - this student sat no exams

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### Oracle

The Oracle code for this procedure is similar to the SQL Server version, but there are some differences in the way the conditional statements are implemented.

CONDITIONAL EXPRESSIONS (ORACLE)

|  |
| --- |
| Start example |

Enter this code into SQL\*Plus:

CREATE OR REPLACE PROCEDURE GetStudentComments(  
 i\_StudentID IN INT,  
 o\_Comments OUT VARCHAR)  
AS  
 exams\_sat INT;  
 avg\_mark INT;  
 tmp\_comments VARCHAR(100);  
BEGIN  
SELECT COUNT(ExamID) INTO exams\_sat FROM StudentExam  
 WHERE StudentID = i\_StudentID;  
IF exams\_sat = 0 THEN  
 tmp\_comments := 'n/a - this student sat no exams';  
ELSE  
 SELECT AVG(Mark) INTO avg\_mark FROM StudentExam  
 WHERE StudentID = i\_StudentID;  
 CASE  
 WHEN avg\_mark < 50 THEN tmp\_comments :=  
 'Very poor. Needs to spend less time in the bar.';  
 WHEN avg\_mark < 60 THEN tmp\_comments :=  
 'Adequate, but could work harder.';  
 WHEN avg\_mark < 70 THEN tmp\_comments :=  
 'Very satisfactory. Should pass easily.';  
 ELSE tmp\_comments :=  
 'Excellent! Will pass with flying colors.';  
 END CASE;  
END IF;  
o\_Comments := tmp\_comments;  
END;  
/

The first thing to notice is that you place the variable declarations between the AS keyword and the BEGIN keyword that marks the start of the procedure body. When you declare local variables within a procedure, notice that you don't include the DECLARE keyword.

Within the procedure body, you store the number of exams taken by the student in the exams\_sat variable using Oracle's SELECT INTO syntax. If this is zero, you set the message in the tmp\_comments variable to indicate that comments aren't applicable. Otherwise, you retrieve the average exam mark for the student and use a CASE statement to set tmp\_comments. Notice that you use the alternative syntax for CASE here, whereby the result for each case is a complete statement, rather than a value that you store in a variable. Finally, you set the output parameter to return the value stored in tmp\_comments.

You can run this procedure from SQL\*Plus using the following code:

SET SERVEROUT ON  
DECLARE  
 comments VARCHAR(100);  
BEGIN  
 GetStudentComments(2, comments);  
 dbms\_output.put\_line(comments);  
END;  
/

The output from this is as follows:

Very poor. Needs to spend less time in the bar.

|  |
| --- |
| End example |

|  |
| --- |
|  |

##### DB2

The DB2 code for this procedure is fundamentally similar to that for Oracle. Apart from the spelling of ELSEIF, the syntax for IF and CASE statements is identical in DB2 and Oracle.

CONDITIONAL EXPRESSIONS (DB2)

|  |
| --- |
| Start example |

Create and build the following stored procedure using Development Center:

CREATE PROCEDURE DB2ADMIN.GetStudentComments (  
 IN i\_StudentID INT, OUT o\_Comments VARCHAR(100))  
P1: BEGIN  
DECLARE exams\_sat INT;  
DECLARE avg\_mark INT;  
DECLARE tmp\_comments VARCHAR(100);  
SET exams\_sat = (SELECT COUNT(ExamID) FROM StudentExam  
 WHERE StudentID = i\_StudentID);  
IF exams\_sat = 0 THEN  
 SET tmp\_comments = 'n/a - this student sat no exams';  
ELSE  
 SET avg\_mark = (SELECT AVG(Mark) FROM StudentExam  
 WHERE StudentID = i\_StudentID);  
 CASE  
 WHEN avg\_mark < 50 THEN SET tmp\_comments =  
 'Very poor. Needs to spend less time in the bar.';  
 WHEN avg\_mark < 60 THEN SET tmp\_comments =  
 'Adequate, but could work harder.';  
 WHEN avg\_mark < 70 THEN SET tmp\_comments =  
 'Very satisfactory. Should pass easily.';  
 ELSE SET tmp\_comments =  
 'Excellent! Will pass with flying colors';  
 END CASE;  
END IF;  
SET o\_Comments = tmp\_comments;  
END P1

Again, you start by declaring the variables you'll be using in the procedure. You then check whether the student took any exams and if so store the average mark; otherwise, you set tmp\_comments to indicate that comments aren't applicable. If exams were set, you use the average mark value in a CASE statement to set the tmp\_comments variable to the message that indicates how the student is performing. Finally, you return this message from the procedure by assigning the value of the output parameter to tmp\_comments.

You can run this procedure from Command Center as follows:

CALL GetStudentComments(3, ?)

This gives the following output:

Value of output parameters  
  
 --------------------------  
 Parameter Name : O\_COMMENTS  
 Parameter Value : Excellent! Will pass with flying colors.  
  
 Return Status = 0

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Loops

The various dialects of SQL each have their own ways of performing loops, that is, repeatedly executing blocks of SQL statements. SQL Server, DB2, and Oracle all support the WHILE loop. Unfortunately, the syntax is slightly different in each case.

In SQL Server, WHILE is followed by either a single statement or a BEGIN...END block of SQL statements:

WHILE   
Condition  
  
BEGIN  
 ...statements to execute if   
Condition  
 is true...  
END;

With Oracle, you mark the start of the loop using the LOOP keyword placed after the condition and mark the end of the block using END LOOP:

WHILE   
Condition  
  
LOOP  
 ...statements to execute if   
Condition  
 is true...  
END LOOP;

DB2 uses DO to mark the start of the loop and END WHILE to mark the end:

WHILE   
Condition  
  
DO  
 ...statements to execute if   
Condition  
 is true...  
END WHILE;

In each case, the block of statements (or a single statement) executes if Condition is true and again if Condition is still true and so on. If, at the end of the block of statements, Condition evaluates to false, then the loop ends and processing continues. If Condition is false to start off with, then the block never executes.

This is the most basic type of loop, but some RDBMSs support variations of this. Oracle and DB2 also support FOR loops, which are used to iterate through every row in a cursor. Because loops are particularly important with cursors, you'll look at examples of looping shortly.

## Using Cursors

Cursors are a way of representing a result set within SQL code, and they allow you to loop through a set of rows, one row at a time. In general, if it's possible to avoid using cursors, then you should use the alternative because the performance of cursors is generally poor. However, situations do arise where you need to be able to loop through every row of a result set individually. More important, though, you need to use cursors in Oracle and DB2 if you want to create a stored procedure that returns a result set.

You'll look quickly at the syntax for declaring and using cursors before you move on to look at an actual example, which should make everything much clearer!

### Declaring Cursors

As mentioned previously, you can declare cursor variables using this syntax:

DECLARE   
CursorName  
 CURSOR FOR   
CursorSpec  
;

Here the CursorSpec section is the SQL query with which the cursor will be used. For example:

DECLARE cur\_students CURSOR FOR  
 SELECT StudentID, Name FROM Student;

#### Oracle

Oracle uses IS instead of FOR:

DECLARE cur\_students CURSOR IS  
 SELECT StudentID, Name FROM Student;

If you want to update the data in the database through the cursor, you need to add the FOR UPDATE clause:

DECLARE cur\_students CURSOR IS  
 SELECT StudentID, Name FROM Student  
 FOR UPDATE;

This locks any tables queried so that no other user can update the data in the table; if the query affects more than one table, you can lock only a specific table using FOR UPDATE OF ColumnList, where ColumnList is a comma-delimited list of column names. In this case, a table will only be locked if one or more of its columns appears in the list of column names.

You'll look at locking in [Chapter 10](#Top_of_LiB0056_html), "Transactions."

#### SQL Server

SQL Server also allows you to specify a FOR UPDATE [OF ColumnList] clause to indicate which columns you want to be updateable (alternatively, you can specify FOR READ ONLY if you don't want the cursor to be updateable). You can also specify that you want the cursor to be insensitive to changes made by other uses by placing the word INSENSITIVE after the cursor name; and you can specify whether you want the cursor to be scrollable (rather than forward only) by inserting the keyword SCROLL before CURSOR :

DECLARE cur\_students INSENSITIVE SCROLL CURSOR  
FOR  
 SELECT StudentID, Name FROM Student  
 FOR UPDATE OF Student;

Notice that, unlike other variables, SQL Server cursor names don't begin with the @ character.

As well as this SQL-92 syntax, Transact-SQL has an extended syntax:

DECLARE   
CursorName  
 CURSOR  
 [Scope]  
 [Scrollability]  
 [CursorType]  
 [LockType]  
 [TYPE\_WARNING]  
 FOR   
CursorSpec  
  
 [FOR UPDATE [OF   
ColumnList  
]]

[Table 9-1](#ch09table01) describes the options available using this syntax.

Table 9-1: Transact-SQL Options for Cursors

|  |  |
| --- | --- |
| Option | Description |
| Scope | This can be LOCAL or GLOBAL. Local cursors can only be accessed from within the current stored procedure or batch of SQL statements; global cursors are available to any procedures using the same connection. |
| Scrollability | FORWARD\_ONLY or SCROLL. Indicates whether the cursor is scrollable, so you can move backward and forward through it or forward only (in which case you can only move forwards, one row at a time). |
| CursorType | One of STATIC, KEYSET, DYNAMIC, or FAST\_FORWARD. Static cursors make a local copy of the data, so they don't reflect changes made by other users or allow modifications to the underlying data. |
| Keyset cursors fix the order and number of the rows when the cursor is opened; changes to nonkey values by other users will be visible, but rows inserted by other users won't be accessible. If another user deletes a row, then it won't be possible to fetch that row. If a key value for a row is changed, the keyset cursor will treat that as the deletion of the existing row and an insertion of a new row. |
| Dynamic cursors reflect any changes made by other users. Fast-forward cursors are a special type of forward-only, read-only cursor, which is optimized for performance. |
| LockType | This can be READ\_ONLY, SCROLL\_LOCKS, or OPTIMISTIC. Read-only cursors aren't updateable at all, optimistic cursors allow rows to be updated only if the underlying data hasn't changed since the cursor was opened, and cursors with scroll locks lock each row as it's fed into the cursor, so updates are always possible. |
| TYPE\_WARNING | If this option is specified, a warning will be generated if the cursor is implicitly converted to another type because the CursorSpec is incompatible with the requested options. |

#### DB2

DB2 has two extra options in the DECLARE CURSOR statement ([Table 9-2](#ch09table02) describes these options):

DECLARE CURSOR   
CursorName  
  
 [WITH HOLD]  
 [WITH RETURN [TO CALLER | TO CLIENT]]  
FOR   
CursorSpec  
;

Table 9-2: DB2 Options for Cursors

|  |  |
| --- | --- |
| Option | Description |
| WITH HOLD | If the WITH HOLD option is specified, the cursor can be kept open over multiple transactions. If the transaction is aborted, the cursor will be closed. |
| WITH RETURN [TO CALLER | TO CLIENT] | Indicates whether the cursor can be returned to a client application from a stored procedure. If WITH RETURN TO CALLER is specified, an open cursor will return a result set to any caller, such as a client application or another stored procedure. The WITH RETURN TO CLIENT option only allows the procedure to return a result set directly to the client application—the result set will be invisible to any intermediate stored procedure or UDF. |

### Using Cursors

Before you can use a cursor, you need to open it:

OPEN   
CursorName  
;

You can now retrieve rows from this cursor into local variables. To do this, you use the FETCH keyword (but the syntax varies somewhat for the different RDBMSs). The simplest is DB2:

FETCH   
CursorName  
 INTO   
var1  
,   
var2  
, ...  
varn  
;

The variables that you're storing the row values in must obviously match the data types of the columns. For example, to fetch the values from the cur\_students cursor into variables called StudID and StudName, you use this statement:

FETCH cur\_students INTO StudID, StudName;

SQL Server uses the following syntax:

FETCH [NEXT] FROM   
CursorName  
 INTO   
@var1  
,   
@var2  
, ...  
@varn  
;

So, the previous statement appears in SQL Server as follows:

FETCH NEXT FROM cur\_students INTO @StudID, @StudName;

Depending on the cursor type, you can also fetch the first, previous, or last row from the cursor by specifying FETCH FIRST, FETCH PRIOR, or FETCH LAST, instead of FETCH NEXT. Alternatively, you can specify a particular row to retrieve using FETCH ABSOLUTE n, which retrieves the nth row in the cursor, or FETCH RELATIVE n, which retrieves the row n rows after the current row (for a positive number) or before it (if n is negative).

The syntax for Oracle is a bit different, in that you read the row from the cursor into a single variable. This variable must, of course, be of the same type as a row in the cursor or CursorName%ROWTYPE. You can retrieve a row into this variable using the syntax:

FETCH   
CursorName  
 INTO   
RowTypeVariable  
;

You can then access an individual column value using RowTypeVariable.ColumnName.

Each system provides its own mechanism for looping through the rows in the cursor, so you'll examine these using an example. Once you've finished with the cursor, you need to close it:

CLOSE   
CursorName  
;

Finally, if you're using SQL Server, you also need to release the resources used by the cursor with the DEALLOCATE keyword:

DEALLOCATE   
CursorName  
;

This step isn't necessary in Oracle and DB2, and they don't support DEALLOCATE.

### Using Implicit Cursors

Before you look at a concrete example of cursors in action, you need to look briefly at implicit cursors in Oracle and DB2. Implicit cursors provide a shortcut syntax for creating, opening, looping through, and finally closing a cursor. This syntax uses a FOR loop and resembles somewhat the foreach construct available in some programming languages.

The syntax for Oracle is as follows:

FOR   
CursorName  
 IN (  
CursorSpec  
)  
LOOP  
 ...statements that use the cursor...  
END LOOP;

And for DB2:

FOR   
CursorName  
 AS   
CursorSpec  
  
DO  
 ...statements that use the cursor...  
END FOR;

This opens a cursor, loops through each row in turn, and then closes the cursor. As you can see, this approach is much easier to code and also more readable. The following DB2 and Oracle examples use both the implicit and explicit syntaxes.

### Cursor Example

For this example, you'll print a list of each professor in the database and all the students in each class they take. Although there are some significant differences between the SQL Server, Oracle, and DB2 versions of this procedure, the overall structure is similar. You start by opening a cursor containing the ProfessorID and Name columns of the Professor table and looping through each row in this cursor, printing the name of the professor. For each row, you open a nested cursor containing the names of all the students taught by that professor and loop through this, printing each name.

#### SQL Server

To loop through the rows in a cursor in SQL Server, you use the WHILE loop you saw previously. SQL Server has a system variable called @@FETCH\_STATUS, which returns zero as long as the last attempt to fetch a row from the cursor was successful.

USING CURSORS (SQL SERVER)

|  |
| --- |
| Start example |

Enter the following code into Query Analyzer and execute it:

DECLARE @ProfName VARCHAR(50);  
DECLARE @StudentName VARCHAR(50);  
DECLARE @ProfID INT;  
DECLARE cur\_profs CURSOR FOR  
 SELECT ProfessorID, Name FROM Professor;  
OPEN cur\_profs;  
FETCH NEXT FROM cur\_profs INTO @ProfID, @ProfName;  
WHILE @@FETCH\_STATUS = 0  
BEGIN  
 PRINT @ProfName;  
 DECLARE cur\_students CURSOR FOR  
 SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = @ProfID;  
 OPEN cur\_students;  
 FETCH NEXT FROM cur\_students INTO @StudentName;  
 WHILE @@FETCH\_STATUS = 0  
 BEGIN  
 PRINT @StudentName;  
 FETCH NEXT FROM cur\_students INTO @StudentName;  
 END  
 CLOSE cur\_students;  
 DEALLOCATE cur\_students;  
 PRINT '---------------';  
 FETCH NEXT FROM cur\_profs INTO @ProfID, @ProfName;  
END  
CLOSE cur\_profs;  
DEALLOCATE cur\_profs;

To see what's going on here more clearly, let's look at the outer loop separated from the inner loop:

DECLARE cur\_profs CURSOR FOR  
 SELECT ProfessorID, Name FROM Professor;  
OPEN cur\_profs;  
FETCH NEXT FROM cur\_profs INTO @ProfID, @ProfName;  
  
WHILE @@FETCH\_STATUS = 0  
BEGIN  
 PRINT @ProfName;  
 -- Use cursor  
 PRINT '---------------';  
 FETCH NEXT FROM cur\_profs INTO @ProfID, @ProfName;  
END  
CLOSE cur\_profs;  
DEALLOCATE cur\_profs;

You declare and open the cursor as normal and fetch the first row into two variables, @ProfID and @ProfName. You then loop for as long as the @@FETCH\_STATUS variable remains at zero, printing out the professor's name at the start of the loop and fetching the next row at the end (after you've finished using the current row). When the end of the cursor is reached, @@FETCH\_STATUS will be set to -1, so the loop will end. You then close and deallocate the cursor.

Now let's look at the inner loop:

DECLARE cur\_students CURSOR FOR  
 SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = @ProfID;  
 OPEN cur\_students;  
 FETCH NEXT FROM cur\_students INTO @StudentName;  
 WHILE @@FETCH\_STATUS = 0  
 BEGIN  
 PRINT @StudentName;  
 FETCH NEXT FROM cur\_students INTO @StudentName;  
 END  
 CLOSE cur\_students;  
 DEALLOCATE cur\_students;

The structure of this loop is basically the same as that for the outer one: You declare and open the cursor containing the students' names and fetch the first row into a variable. You then loop through each row, printing out the student's name and fetching the next row from the cursor. When @@FETCH\_STATUS is set to zero, the loop ends, and you close and deallocate the cursor. At this point, you fetch the next row for the professor cursor, so @@FETCH\_STATUS will be reset, and the outer loop will continue.

The output from this example is as follows:

Prof. Dawson  
  
 Anna Wolff  
 John Jones  
 Julia Picard  
 ---------------  
 Prof. Williams  
 Bruce Lee  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Oracle

The chief difference between the examples for SQL Server and Oracle is that you're using an implicit cursor for the inner loop. The way that you loop through the rows of the explicit cursor is similar. The cursor has a FOUND attribute (CursorName%FOUND), which evaluates to true if the last FETCH returned a row or false otherwise. You therefore just need to loop while this remains true.

USING CURSORS (ORACLE)

|  |
| --- |
| Start example |

Enter the following code into SQL\*Plus:

SET SERVEROUT ON  
DECLARE  
 CURSOR cur\_profs IS  
 SELECT ProfessorID, Name FROM Professor;  
 prof cur\_profs%ROWTYPE;  
BEGIN  
 OPEN cur\_profs;  
 FETCH cur\_profs INTO prof;  
 WHILE cur\_profs%FOUND  
  
 LOOP  
 dbms\_output.put\_line(prof.Name);  
 FOR c1 IN (SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = prof.ProfessorID)  
 LOOP  
 dbms\_output.put\_line(c1.Name);  
 END LOOP;  
 FETCH cur\_profs INTO prof;  
 dbms\_output.put\_line('----------------');  
 END LOOP;  
 CLOSE cur\_profs;  
END;  
/

Again, let's look at the outer loop separated from the inner loop to see more clearly what's happening:

OPEN cur\_profs;  
 FETCH cur\_profs INTO prof;  
 WHILE cur\_profs%FOUND  
 LOOP  
 dbms\_output.put\_line(prof.Name);  
 ... Use cursor  
 FETCH cur\_profs INTO prof;  
 dbms\_output.put\_line('----------------');  
 END LOOP;  
 CLOSE cur\_profs;

You start by opening the professor cursor and reading the first row into the prof variable, which you've declared as cur\_profs%ROWTYPE. You then loop while cur\_profs%FOUND remains true. For each row, you print the professor's name using dbms\_output.put\_line(), and (after you've looped through the inner cursor) fetch the next row. When the end of the cursor is reached, cur\_profs%FOUND will evaluate to false, the loop will end, and you close the cursor.

The inner loop is much simpler because it uses an implicit cursor:

FOR c1 IN (SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = prof.ProfessorID)  
LOOP  
 dbms\_output.put\_line(c1.Name);  
END LOOP;

Notice that you access the ProfessorID column of the current row in the cur\_profs cursor through the prof rowtype variable as prof.ProfessorID. You can access the columns in the implicit cursor using the same syntax (but without the need for a rowtype variable):

c1.Name

The output from this example is as follows:

Prof. Dawson  
  
 Anna Wolff  
 John Jones  
 Julia Picard  
 ----------------  
 Prof. Williams  
 Bruce Lee  
 ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### DB2

This example is a little trickier in DB2 for a number of reasons. The first is purely practical—DB2 doesn't provide an easy way of writing directly to the Command Center output. In DB2, DECLARE CURSOR isn't valid outside stored procedures, so you need to define a stored procedure for the example. So, what you'll do is construct a long string that contains the names of the professors and students and then pass this as an output parameter. True, this does seem a bit contrived, but it demonstrates the cursor syntax just as well as if you were printing to Command Center directly!

The next problem is that DB2 doesn't provide a convenient attribute of the cursor that tells you when the end of the cursor has been reached. To get around this, you need to define a "continue handler" that will execute when a particular SQL state occurs (in this case, the SQL state 02000):

DECLARE CONTINUE HANDLER FOR SQLSTATE '02000'  
 SET eof = 1;

When the end of the cursor is reached, SQL state 02000 will be signaled, your continue handler will execute, and the stored procedure will continue to execute. Within the continue handler, you just set the value of a flag to 1.

You'll look at SQL states in more detail shortly, when you learn about error handling in stored procedures.

USING CURSORS (DB2)

|  |
| --- |
| Start example |

Create and build this procedure using Development Center:

CREATE PROCEDURE GetClassAttendees (  
 OUT AllClassAttendees VARCHAR(1000))  
P1: BEGIN  
DECLARE ProfID INT;  
DECLARE ProfName VARCHAR(50);  
DECLARE tmp\_msg VARCHAR(1000) DEFAULT '';  
DECLARE eof SMALLINT DEFAULT 0;  
DECLARE cur\_profs CURSOR FOR  
 SELECT ProfessorID, Name FROM Professor;  
DECLARE CONTINUE HANDLER FOR SQLSTATE '02000'  
 SET eof = 1;  
OPEN cur\_profs;  
WHILE eof = 0  
DO  
 FETCH cur\_profs INTO ProfID, ProfName;  
 SET tmp\_msg = tmp\_msg || ProfName || ': ';  
 FOR cur\_students AS SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = ProfID  
 DO  
 SET tmp\_msg = tmp\_msg || Name || ', ';  
 END FOR;  
END WHILE;  
CLOSE cur\_profs;  
SET AllClassAttendees = LEFT(tmp\_msg, LENGTH(tmp\_msg) – 2);  
END P1

Again, let's look at the outer loop first:

DECLARE cur\_profs CURSOR FOR  
 SELECT ProfessorID, Name FROM Professor;  
DECLARE CONTINUE HANDLER FOR SQLSTATE '02000'  
 SET eof = 1;  
OPEN cur\_profs;  
WHILE eof = 0  
DO  
 FETCH cur\_profs INTO ProfID, ProfName;  
 SET tmp\_msg = tmp\_msg || ProfName || ': ';  
END WHILE;  
CLOSE cur\_profs;

Here you declare the cursor and the continue handler. You then open the cursor and continue fetching rows into it and adding the professor names to a string variable that you use to build the output message until no more rows are found. At this point, the SQL state 02000 is signaled, the continue handler runs and sets the eof flag to 1, and the WHILE loop terminates.

The inner loop uses an implicit cursor and looks like this:

FOR cur\_students AS SELECT DISTINCT Name FROM Student s  
 INNER JOIN Enrollment e  
 ON s.StudentID = e.StudentID  
 INNER JOIN Class c  
 ON e.ClassID = c.ClassID  
 WHERE c.ProfessorID = ProfID  
DO  
 SET tmp\_msg = tmp\_msg || Name || ', ';  
END FOR;

This simply loops through each row in the Student table and adds the Name for any students taught by the current professor to your tmp\_msg variable.

You can run the procedure in Command Center using this statement:

CALL GetClassAttendees(?);

The output from this is as follows:

Value of output parameters  
  
 --------------------------  
 Parameter Name : ALLCLASSATTENDEES  
 Parameter Value : Prof. Dawson: Anna Wolff, John Jones,  
 Julia Picard, Prof. Williams: Bruce Lee ...  
 Return Status = 0

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Returning Result Sets From a Procedure

So far, you've only seen how to retrieve individual values from stored procedures using output parameters. It's also possible to return a whole result set from a procedure (or even, in the case of DB2, multiple result sets). In the case of SQL Server and Access, this involves nothing new—you just include a SELECT statement in the body of the procedure. However, for Oracle and DB2, you need to use cursors to do this, so now that you understand cursors, you're in a position to see how to return a result set from a stored procedure.

In DB2, you need to open a cursor WITH RETURN and leave it open at the end of the procedure. Things are trickier in Oracle, though: You need to create a special object called a package, which is used to associate multiple objects into a single object. You can place a cursor and your procedure into a single package and return the cursor as an output parameter from your procedure.

Let's start by looking quickly at the SQL Server and Access code.

### SQL Server and Access

This is probably the simplest example in the chapter!

RETURNING ROWS (SQL SERVER AND ACCESS)

|  |
| --- |
| Start example |

Execute the following CREATE PROCEDURE statement against the InstantUniversity database:

CREATE PROCEDURE GetStudents  
AS  
SELECT StudentID, Name FROM Student;

You can execute this using the EXEC or EXECUTE keyword:

EXEC GetStudents;

The output from this query is as follows:

StudentID Name  
  
 ---------- --------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

### DB2

One feature of DB2 is that it allows you to return more than one result set from a stored procedure, simply by leaving more than one cursor open at the end of the procedure. Because of this, it also allows you to specify how many result sets are returned from a procedure using the RESULT SETS clause, which is placed before the LANGUAGE SQL clause.

RETURNING ROWS (DB2)

|  |
| --- |
| Start example |

Build the following procedure in Development Center:

CREATE PROCEDURE GetStudents()  
RESULT SETS 1  
LANGUAGE SQL  
P1: BEGIN  
 DECLARE cur\_Students CURSOR WITH RETURN FOR  
 SELECT StudentID, Name FROM Student;  
 OPEN cur\_Students;  
END P1

You're just returning one cursor, so you add the clause RESULT SETS 1 to your CREATE PROCEDURE statement. Within the body of the procedure, you simply declare and open the cursor for the appropriate SELECT statement. Notice that you declare the cursor WITH RETURN because you want to return the result set from the procedure.

You can execute this using the standard CALL keyword:

CALL GetStudents;

The output from this query is as follows:

StudentID Name  
 ---------- --------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Oracle

As mentioned previously, you have to do a bit more work with Oracle. First, you need to create a package that will hold your cursor and the stored procedure. To create a package, you need to use the CREATE PACKAGE statement:

CREATE [OR REPLACE] PACKAGE   
PackageName  
  
AS  
-- Types, procedures, etc., in the package  
END   
PackageName  
;

Next, you have to define the body for the package. The package body is where the actual code for any functions, procedures, and so on in the package is defined. As expected, you create this using the CREATE PACKAGE BODY statement:

CREATE [OR REPLACE] PACKAGE BODY   
PackageName  
  
AS  
-- Definitions of procedures and functions  
END   
PackageName  
;

Note that the package body must be given the same name as the package with which it is associated.

It's also possible for the stored procedure to be defined outside the package; you'll see examples of this in the first case study.

Let's see how this works in practice by implementing the GetStudents procedure in Oracle.

RETURNING ROWS (ORACLE)

|  |
| --- |
| Start example |

First, you have to define the package:

CREATE OR REPLACE PACKAGE student\_pkg  
AS  
TYPE studCur IS REF CURSOR;  
PROCEDURE GetStudents(o\_StudCur OUT studCur);  
END student\_pkg;  
/

As well as the signature of the GetStudents procedure, the package defines a cursor type called studCur. This is a special type of cursor, called a REF CURSOR. Whereas the implicit and explicit cursors you used in the previous example needed to be defined when the procedure was written, REF CURSORs can be used even if the cursor spec isn't known until runtime.

Second, you create the package body:

CREATE OR REPLACE PACKAGE BODY student\_pkg  
AS  
 PROCEDURE GetStudents(o\_StudCur OUT studCur)  
 IS  
 BEGIN  
 OPEN o\_StudCur FOR  
 SELECT StudentID, Name FROM Student;  
 END GetStudents;  
END student\_pkg;  
/

In this case, the package body contains just one item—the definition of the GetStudents stored procedure. This has one output parameter, o\_StudCur, which is an instance of your REF CURSOR type, studCur. Within the body of the procedure, you open this cursor, specifying the cursor spec in the OPEN statement. Notice that you can't declare the cursor because it's a parameter—this is why you need to use a REF CURSOR rather than a standard explicit cursor.

Now you can test the procedure. Because this procedure is intended to return a result set to a client application, rather than being accessed from SQL code, you need to retrieve the cursor from the output parameter and loop through the rows manually:

SET SERVEROUT ON  
DECLARE  
 TYPE studCurType IS REF CURSOR;  
 mycur studCurType;  
 studrow Student%ROWTYPE;  
BEGIN  
 student\_pkg.GetStudents(mycur);  
 FETCH mycur INTO studrow;  
 WHILE mycur%FOUND  
 LOOP  
 dbms\_output.put\_line(studrow.StudentID || ' ' ||  
 studrow.Name);  
 FETCH mycur INTO studrow;  
 END LOOP;  
END;  
/

The output from this query is as follows:

1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 ... ...

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Error Handling

Because the coding in stored procedures goes beyond standard SELECT statements, INSERT statements, and so on into the realms of procedural programming, it's inevitable that errors will occur. This may be because of a faulty query or other SQL statement, but it's just as likely to be a result of bad data being passed to a stored procedure or even an error raised on purpose. Unlike errors in other languages, SQL errors don't necessarily result in exiting of code (although other code may not work as planned—see the [next chapter](#Top_of_LiB0056_html) concerning transactions). Instead, you may have to check to see if an error has occurred or leave it to the user of the procedure to deal with it.

SQL Server, Oracle, and DB2 all provide mechanisms for handling errors that occur in stored procedure code. Unfortunately, as you've probably guessed, these are all completely different. A full coverage of error handling in these systems is beyond the scope of this book, but we'll cover the basics.

### Providing Return Values

In DB2 and SQL Server, you can provide a return value for a stored procedure using the RETURN keyword:

RETURN   
value  
;

However, you can only return scalar values in this way, and you can only return integers.

When a RETURN statement is encountered in a stored procedure, the procedure terminates immediately, and no further lines of code execute. Bear in mind that this may mean that some output parameters aren't assigned values.

Return values are used to indicate whether the stored procedure executed successfully. Normally, you'd return zero for successful execution or an error code if something went wrong.

### SQL Server Error Handling

In SQL Server, you can use the @@ERROR global to check if an error occurred (globals are special variables that are accessible to all code accessing a database, and in general they start with @@). If no error has occurred, then @@ERROR will have a value of 0; otherwise, it'll have an integer value reflecting the error that has occurred. You can check for this as follows:

IF (@@ERROR <> 0)  
 ...Do something, because an error has occurred...

You might choose to exit the procedure, for example, or save the error value to an output parameter for later inspection.

In addition, you can raise your own errors if, for example, you only allow certain values for a parameter and the procedure call uses a value that isn't allowed. You can do this using the RAISERROR statement:

RAISERROR {   
msg\_id  
 |   
msg\_str  
 },   
severity  
,   
state  
 [,   
argument  
]]

If a msg\_id is specified, rather than a string error message, it must be between 13,000 and 2,147,483,647, and the message must be defined in the sysmessages system table. The severity is a value from 0 to 25 that indicates how serious the error is—values from 20 onward are fatal errors and will cause the connection to be lost. Values from 19 onward are reserved for users in the sys-admin role. The next parameter, state, is an arbitrary integer value between 1 and 127 that allows you to return information about the state of the error. Finally, you can also specify arguments that are passed into the message string. This can be used to return information about the specific values that caused the error. If any arguments are added, the message string needs to contain markers to indicate where the arguments are to be placed. These markers consist of a percent sign and a character indicating the type of the argument; for example, %d represents a signed integer, %u an unsigned integer, and %s a string.

Let's look at a quick example. You'll create a simple stored procedure that inserts a row into the Students table and call this twice, passing in the same details.

ERROR HANDLING (SQL SERVER)

|  |
| --- |
| Start example |

Create the following stored procedure:

CREATE PROCEDURE ErrorTest(@i\_StudID INT,  
 @i\_StudName VARCHAR(10))  
AS  
BEGIN  
 DECLARE @errno INT;  
 INSERT INTO Student VALUES (@i\_StudID, @i\_StudName);  
 SET @errno = @@ERROR;  
 IF @errno <> 0  
 BEGIN  
 RAISERROR (  
 'Can''t insert row with ID %d into database', 10,  
 1, @i\_StudID);  
 RETURN @errno;  
 END;  
 ELSE  
 RETURN 0;  
END;

This procedure simply inserts a new row into the Student table, based on the parameters passed in. Once you've executed the INSERT statement, you store the @@ERROR value because this will change if further statements are executed. You then check the value of this variable; if it's not zero, you raise an error, giving the ID of the row that caused the problem. You then return the error number as the return value of the procedure. If everything went well, you just return zero.

Test this procedure by executing these two lines in Query Analyzer:

EXEC ErrorTest 99, 'John Fields';  
EXEC ErrorTest 99, 'Charles Ives';

The first statement will execute without problems, but the second will generate an error because there's already a row with the ID 99:

(1 row(s) affected)  
  
 Server: Msg 2627, Level 14, State 1, Procedure ErrorTest, Line 7  
 Violation of PRIMARY KEY constraint 'PK\_\_Student\_\_1920BF5C'.  
 Cannot insert duplicate key in object 'Student'.  
 The statement has been terminated.  
 Can't insert row with ID 99 into database

An error is raised before you check the error number, but execution continues (this won't always happen but depends on the severity of the original error). The custom error is then raised, so your own error message appears as the last line of the output.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Oracle Error Handling

In Oracle, you handle errors by placing an EXCEPTION block at the end of a BEGIN block (immediately before the END keyword). Within this EXCEPTION block, you can write code that will execute whenever a certain error occurs.

BEGIN  
 -- SQL code here  
EXCEPTION  
 WHEN   
Exception1  
 THEN  
 -- Handle   
Exception1  
  
 WHEN   
Exception2  
 THEN  
 -- Handle   
Exception2  
  
 -- Handle other exceptions  
END;

You can define your own exceptions and handle them here, but there are also a number of predefined exceptions. The most common are the following:

* CURSOR\_ALREADY\_OPEN: This exception is raised if you try to open a cursor that's already open.
* DUP\_VAL\_ON\_INDEX: This is raised if you try to insert a row with a duplicate value in a primary key column or a column with a unique index.
* INVALID\_NUMBER: This is raised when you try to convert a string into a number if the string doesn't contain a valid numerical value.
* NO\_DATA\_FOUND: This exception is raised if you use a SELECT INTO statement to store a value in a variable, but no row is returned by the SELECT query.
* TOO\_MANY\_ROWS: If you try to use a SELECT INTO statement to populate a variable but the SELECT statement returns more than one row, a TOO\_MANY\_ROWS exception will be thrown.
* OTHERS: Handles any exceptions not handled by any of the previous exception handlers.

To define your own exception, you simply declare a variable of type EXCEPTION and then RAISE that exception when a particular condition is met. You handle custom exceptions in exactly the same way as predefined exceptions.

Let's look at an example of this in action.
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Create the following stored procedure:

CREATE OR REPLACE PROCEDURE ErrorTest(  
 i\_StudID IN INT,  
 i\_StudName IN VARCHAR)  
AS  
 UnluckyNumber EXCEPTION;  
BEGIN  
 IF i\_StudID = 13 THEN  
 RAISE UnluckyNumber;  
 END IF;  
 INSERT INTO Student VALUES (i\_StudID, i\_StudName);  
EXCEPTION  
 WHEN DUP\_VAL\_ON\_INDEX THEN  
 dbms\_output.put\_line(  
 'A student already exists with ID ' || i\_StudID);  
  
 WHEN UnluckyNumber THEN  
 dbms\_output.put\_line(  
 'Can''t insert a student with an unlucky ID');  
END;  
/

In this procedure, you insert a new row into the Student table. You check for two exceptions—the predefined DUP\_VAL\_ON\_INDEX exception, which will be thrown if you try to insert a row with a StudentID that already exists in the table, and a custom exception called UnluckyNumber, which is thrown if you try to insert a row with a StudentID of 13 (just to protect the feelings of any superstitious students).

You implement this by declaring UnluckyNumber as an EXCEPTION in your procedure's declarations section and then checking the value of the i\_StudID input parameter before you make the INSERT. If this is 13, you raise the following error:

IF i\_StudID = 13 THEN  
 RAISE UnluckyNumber;  
END IF;

Within the exception handlers, you just write an error message to the output.

Test this procedure by executing this line in SQL\*Plus:

CALL ErrorTest(10, 'John Fields');

A student with an ID of 10 already exists, so the DUP\_VAL\_ON\_INDEX exception will be raised:

A student already exists with ID 10

Now enter the following statement:

CALL ErrorTest(13, 'Charles Ives');

This will cause the UnluckyNumber exception to be raised:

Can't insert a student with an unlucky ID

|  |
| --- |
| End example |

|  |
| --- |
|  |

### DB2 Error Handling

DB2 uses two variables to handle errors in stored procedures—SQLSTATE, which contains a five-character string representing the standard SQL state code for the current error status, and SQLCODE, which is an integer. You can only use one of these because accessing either will cause the other to be reset.

See the DB2 Message Reference at <http://www-3.ibm.com/cgi-bin/db2www/data/db2/udb/winos2unix/support/document.d2w/report?fn=db2v7m0frm3toc.htm> for a complete list of the SQL state codes supported by DB2.

Before you use either of these variables, you need to declare them in the procedure. Usually you would initialize them with default values that indicate all is well:

DECLARE SQLCODE INT DEFAULT 0;  
DECLARE SQLSTATE CHAR(5) DEFAULT '00000';

By default, any exception thrown will cause the stored procedure to stop executing, so you have to handle errors if you want execution to continue. To do this, you need to set up a handler for that exception. You do this using the DECLARE...HANDLER statement:

DECLARE handler\_type HANDLER FOR error\_type  
BEGIN  
 -- handler code  
END;

There are three types of handler you can use:

* CONTINUE: Continue handlers execute the code in the handler and then continue execution after the line that caused the error. You used a continue handler in the example previously where you looped through a cursor.
* EXIT: If you define an exit handler for an error, then execution will continue after the current BEGIN block once the code in the handler has run. If the current block is nested within another BEGIN block, the stored procedure will continue the execution of the outer block.
* UNDO: This can only be used within a transaction (see the [next chapter](#Top_of_LiB0056_html) for a discussion of transactions). If an error handled by an undo handler occurs, any changes made by the current transaction will be rolled back, and execution will continue at the end of the current BEGIN block.

The error\_type specifies the type of error associated with this handler. You can handle a specific SQL state, or you can handle one of the following general conditions:

* SQLEXCEPTION: The handler will be invoked whenever a SQL exception is raised.
* SQLWARNING: The handler will be invoked whenever a SQL warning is raised.
* NOT FOUND: This is raised when a WHERE clause matches no rows in the database.

For example, if you want to handle SQL state '23505', which occurs if you try to insert a duplicate value into a primary key or unique column, and you want to continue execution at the next statement, you use the following:

DECLARE CONTINUE HANDLER FOR SQLSTATE '23505'  
 -- Do something here to handle the error

You can raise custom errors using the SIGNAL statement:

SIGNAL SQLSTATE   
SqlStateCode  
  
 SET MESSAGE\_TEXT =   
ErrorDescription  
;

This raises an error with the specified SQL state and error message, which will be returned to the client application if it isn't handled by an exception handler. Note that you can only use SQL state codes beginning with characters in the range '7' to '9' or 'T' to 'Z' for custom exceptions.

Let's see an example to see how this works in practice.

ERROR HANDLING (DB2)

|  |
| --- |
| Start example |

Build the following stored procedure:

CREATE PROCEDURE DB2ADMIN.ErrorTest (  
 i\_StudID INT,  
 i\_StudName VARCHAR(50),  
 OUT o\_Status CHAR(5))  
P1: BEGIN  
 DECLARE SQLSTATE CHAR(5) DEFAULT '00000';  
 DECLARE EXIT HANDLER FOR SQLEXCEPTION  
 SET o\_Status = SQLSTATE;  
 IF i\_StudID = 13 THEN  
 SIGNAL SQLSTATE '75000'  
 SET MESSAGE\_TEXT =  
 'Can''t insert a student with an unlucky ID';  
 END IF;  
 INSERT INTO Student VALUES (i\_StudID, i\_StudName);  
 SET o\_Status = SQLSTATE;  
END P1

Here you define just one error handler—an exit handler for all SQL exceptions. In it, you just set the value of the o\_Status output parameter to the SQL state associated with the error:

DECLARE EXIT HANDLER FOR SQLEXCEPTION  
 SET o\_Status = SQLSTATE;

You then check to make sure that no unfortunate student has been assigned the unlucky ID number 13, and if they have, you raise a custom error:

IF i\_StudID = 13 THEN  
 SIGNAL SQLSTATE '75000'  
 SET MESSAGE\_TEXT =  
 'Can''t insert a student with an unlucky ID';

Finally, you execute the INSERT statement and return the resulting SQL state as an output parameter.

After building this procedure, test it by entering the following statement into Command Center:

CALL ErrorTest(10, 'Zdenek Fibich', ?)

A SQL exception is raised here because a student with the ID of 10 already exists. However, because it's handled by your exit handler, the error isn't passed directly back to the user. Instead, you see the relevant SQL state in your output parameter:

Value of output parameters  
  
 --------------------------  
 Parameter Name : O\_STATUS  
 Parameter Value : 23505  
  
 Return Status = 0

Now try entering a student with an ID of 13:

CALL ErrorTest(13, 'Rasmus Rask', ?)

This will cause your custom error to be raised, but because all SQL exceptions are handled by the exit handler, this error isn't passed on to the client. Instead, you can see the SQL state for your error in the output parameter:

Value of output parameters  
  
 --------------------------  
 Parameter Name : O\_STATUS  
 Parameter Value : 75000  
  
 Return Status = 0

If you hadn't handled the error, the exception would have been raised back to the client, as shown in [Figure 9-10](#ch09fig10).
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 Figure 9-10: Raising the exception back to the client

|  |
| --- |
| End example |

|  |
| --- |
|  |

|  |
| --- |
| Start Sidebar |

A Final Note on Stored Procedures

There's a school of thought that says all database access should be carried out through stored procedures. The reason for this is that this enhances security and allows the RDBMS you're using to optimize itself for the use of the stored procedures it contains, without having to interpret new SQL statements. Also, because stored procedures are usually precompiled inside the RDBMS, this is another reason for enhanced performance.

One major advantage is that using stored procedures avoids the risk of socalled SQL insertion attacks. Suppose you have a standard SELECT query where a parameter is taken straight from user input. It's possible for that user input to perform operations you really don't want it to perform. Rather than inserting a literal value, you might find that a malicious user inserts an entire SQL statement, perhaps one that would delete all the tables in your database. As you've seen, multiple statements can be executed in a single batch, so this is possible. If you accidentally assign too many security privileges to users, they may just destroy your data. Using stored procedures, on the other hand, avoids this possibility because parameters won't be interpreted as entire SQL statements.

|  |
| --- |
| End Sidebar |

|  |
| --- |
|  |

## Summary

In this chapter, you've explored using SQL stored procedures. You've learned about the following:

* Creating and executing stored procedures
* Using input and output parameters
* Coding in procedures with loops, conditional statements, and variables
* Working with cursors
* Returning result sets from a stored procedure
* Error handling in stored procedures

You'll be using stored procedures a lot in the rest of the book, and you'll build on these techniques. In the [next chapter](#Top_of_LiB0056_html), you'll look at SQL transactions, which allow you to treat multiple statements as a single unit.

Chapter 10: Transactions

Overview

Although it's generally considered to be an advanced topic, the concept of transactions is easy to understand because it models natural processes that happen in our everyday lives.

Transactions aren't necessarily related to financial operations, but this is the simplest way to look at them. For example, every time you buy something, a transaction happens—you pay an amount of money and then receive in return the product for which you paid. The two operations (paying the money and receiving the product) form the transaction.

Imagine that a customer called Sally wants to transfer $1,000 from her checking account to her savings account. From Sally's point of view, this operation is a single operation (one money transfer operation), but in fact inside the database something like this happens:

UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';

Of course, this piece of SQL code is a simplified version of what really happens inside a production database, but it demonstrates how a set of simple operations can form a single larger operation. In this example you have only two operations, but in reality there are likely to be many more. When you perform such a complex operation, you need to be assured it really executes as a single, atomic operation.

This isn't as easy as it sounds because you need to make sure all the constituent operations execute successfully—if any of them don't (and this can happen because of a wide area of reasons such as operating system or database software crashes, computer viruses, or hardware crashes), the larger operation fails.

In the bank scenario, two database operations need to happen in order to correctly transfer the money—if one of the two operations fails (say, a hardware failure happens after the first UPDATE), Sally would lose $1,000. You need to find a way to ensure the two UPDATE statements both either execute successfully or don't execute at all.

Fortunately, modern databases have the technology to protect transactions for you—you just need to tell the database about the statements that form a transaction, and the database will do everything for you.

In this chapter, you'll learn what transactions are and how they're implemented in databases. More specifically, this chapter answers the following questions:

* What are transactions? Why do you need them?
* What are the rules that transactions must follow?
* How can you implement database transactions?
* What are the performance problems associated with database transactions, and what are the best practices to avoid them?

This chapter also looks at the differences between the database platforms that you've been working with when it comes to implementing transactions.

Let's start with the basics....

## What is a Transaction?

Transactions are all about data being transformed from one state to another. Before giving an accurate definition for transactions, let's look at yet another scenario involving transactions—this time, an example that's not necessarily related to databases. Imagine what happens when a user who is visiting an e-commerce shop decides to buy the items in his or her shopping cart. From the user's perspective, all that's required is a simple action such as clicking the Order Items button. However, the actual processes that happen behind the scenes could be something like the following:

1. Create a new order in the database by assigning an identifier, storing a customer ID and storing the current date.
2. Clear the customer's shopping cart.
3. Charge the customer's credit card.

1. Send a request to the supplier (or the warehouse) that the ordered items be shipped to the customer.
2. Update database statistics and perform various other operations depending on the way the e-shop is designed to work.
3. Finally, send the customer a confirmation e-mail containing details about his or her order.

Of course, this list of individual tasks is purely hypothetical, but it gives you an idea about the work that needs to be done after the customer clicks a single button. This is another example of a complex operation that's composed of many smaller ones.

You need to be sure that the specified operations execute either in their entirety or not at all. The process outcome should be black or white, success or failure, nothing in between.

So, in more formal terms, a transaction is a logical unit of work consisting of a sequence of separate operations that brings a system from one consistent state to another. The data should be, at any moment, in a consistent state. The transaction is successful if all of its constituent operations are successful. If any of the operations fail (because of any kind of software or hardware problem), all the changes made by the successful operations are reversed, and the system is brought back to its original state. A transaction can either succeed or fail, but nothing in between. In both cases, the system is brought to a consistent state.

If a problem occurs, all the successful operations are reversed, and everything goes back to the way it was before starting the transaction. This process of reversing the successful operations is called a transaction rollback.

If, instead, everything goes just fine and all operations complete successfully, the changes are declared to be permanent, and you say that the transaction has been committed. After a transaction is committed, it can't be rolled back.

Transactions (not only the database ones) must conform to a set of properties, collectively known as the ACID properties.

### The ACID Properties

ACID is an acronym used to describe the four properties of a transaction:

Atomicity refers to the all-or-nothing nature of a transaction: The transaction executes completely, or it doesn't execute at all. In the case of a failed transaction, all the successful individual actions need to be reverted, and the transaction is rolled back to the original state. Atomicity is perhaps the most representative property of transactions and it's typically used when describing and defining transactions. Nevertheless, the other three properties are just as important as this one.

Consistency refers to the fact that a transaction must take the system from one consistent state to another consistent state. That is, the transaction as a whole must not break any business rules specified for the environment. Contrary to the atomicity property, consistency isn't a rule that the database system can take care of: You, the programmer, must make sure the system gets to a consistent state (in respect to the rules that you define) after the transaction successfully completes.

Isolation specifies that each transaction should perform independently of the other transactions and operations that happen at the same time. In practice, this means that the outside world shouldn't see individual changes to the database while the transaction is happening. In other words, changes made by the active transaction aren't visible to other concurrently running transactions—this is essential, especially because you can't know ahead of time if the transaction will be successful. The changes made by a transaction are declared permanent and become visible to the other transactions and processes only after the transaction is committed.

Durability ensures that after the transaction is completed, its outcome is persisted and resists even in the event of a system failure. So, after a transaction is committed, you can be sure its results are persisted even if the power goes down one second later.

## Understanding Database Transactions

In the case of database transactions, the group of actions that you attempt to execute (a process that either succeeds or fails—the all-or-nothing proposition) are SQL statements, and the system that needs to be kept in a consistent state is the database itself.

Luckily enough, SQL-99 has support for transactions, as do the major database systems. Otherwise, you would need to manually enforce the ACID rules, which would be a tough job!

In order to implement transactions, databases keep log files with everything that happens inside the transaction. When rolling back the transaction, all the successful operations are reversed based on the data in the log files, and the affected data is brought back to its previous state.

|  |  |  |
| --- | --- | --- |
|  | Note | The way log files work is considered an advanced topic and will not be covered in this book. Moreover, because each database system has its own particularities regarding this subject, you would be best off consulting the documentation for your database platform. |

SQL Server, Oracle, DB2, and MySQL do support transactions and the ACID rules. Access doesn't support transactions.

### The Typical Database Transaction

Transactions work differently with each Relational Database Management System (RDBMS), but there are some concepts and steps common to all transactions. We'll describe how transactions work and then give specific examples for each RDBMS, discussing the particularities of each database platform.

#### Beginning the Transaction

Transactions must have a clearly defined start and end point. The point the transaction starts is very important—it's the point you can roll back to in case some failure or problem occurs in any of its constituent SQL statements. In respect to the consistency rule, at the moment a new transaction is created, the data must be in a consistent state.

The SQL-99 standard specifies the START TRANSACTION statement, which should mark the point at which a new transaction starts, but this command isn't implemented in the database platforms covered in this book.

Oracle and DB2 start transactions automatically. In other words, a transaction automatically begins as soon as you execute the first SQL statement. With SQL Server, you use the BEGIN TRANSACTION statement, which can also accept a transaction name, and with MySQL you simply use BEGIN. You'll see more details in the examples later in this chapter.

#### Executing the SQL Statements

Whether the statements execute correctly will determine whether the transaction is committed or rolled back. You'll usually need a mechanism that can test whether all the SQL statements ran without problems so that you can decide how to end the transaction (to commit it if everything went okay or to roll back if it didn't go okay).

Implementing a testing mechanism is important because, by default, the transaction is not rolled back if a noncritical error occurs. Let's take another look at the checking/savings accounts example:

UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';

If these two statements are part of a transaction, and one of them generates an error because it can't be executed successfully, the transaction will most likely not be rolled back by default. Instead, you need to manually test whether each statement performed successfully; if either of them didn't, you can roll back the transaction. Also, if everything runs okay, you need to manually to commit the transaction.

In this chapter's examples, you'll see how to test if any of the statements generated errors and how to react to them.

#### Rolling Back the Transaction

As you saw earlier, when problems occur inside the transaction, you can roll it back to its starting point or to a savepoint if the database system supports savepoints (we'll cover these in more detail a little later).

The SQL-99 syntax for rolling back transactions is as follows:

ROLLBACK [WORK] [TO SAVEPOINT   
savepoint\_name  
]

This structure is fully supported by Oracle, DB2, and partially by MySQL, which doesn't support savepoints.

The SQL Server syntax is a bit different, but it serves the same purpose:

ROLLBACK TRANSACTION [<  
transaction name  
>|<  
savepoint name  
>]

What's important to keep in mind is that rolling back a transaction brings the data it has affected to its previous state and closes the transaction, but the execution of the batch continues normally. For example, if you have a ROLLBACK statement in the middle of a stored procedure, the execution doesn't stop at ROLLBACK (so ROLLBACK isn't like a RETURN or a GOTO command, and it doesn't move the execution pointer). If you want the stored procedure to stop executing when you do a ROLLBACK, you need to manually handle this—you'll see how to accomplish this in the upcoming examples.

#### Committing the Transaction

If all of the SQL commands in the transaction execute successfully (or in a way you consider to be okay), you issue a COMMIT command. This tells the database to persist the changes made by the transaction in the database. From this moment, the changes can't be undone using a ROLLBACK command.

The SQL-99 syntax for committing transactions is as follows:

COMMIT [WORK]

This syntax is supported by all major database vendors, but some of them also accept additional parameters. SQL Server supports COMMIT WORK but also has a COMMIT TRANSACTION command that accepts as a parameter the name of the transaction to be committed (SQL Server supports having transaction names).

### Particulars of Database Transactions

You'll now look at some features that aren't supported by all database systems covered in this book or that are supported differently. First, we cover the concepts, and then we'll show how to apply them in a few examples.

#### Autocommit

A database that runs in autocommit mode will treat every SQL query as a separate transaction, without needing any additional SQL commands such as BEGIN, COMMIT, or ROLLBACK. After a SQL data modification statement is executed, the changes are automatically committed (so the results are considered final) by the database system.

|  |  |  |
| --- | --- | --- |
|  | Note | SQL Server and MySQL work by default in autocommit mode. |

With a database that works in autocommit mode, these two statements will be considered as two separate transactions:

UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';

While in autocommit mode, if you want to start a transaction formed by more than one SQL command, you must use a BEGIN command and then manually finish the transaction with either ROLLBACK or COMMIT. So if you want to have a single transaction containing the previous two SQL statements, you need to do something like this:

BEGIN WORK  
UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';  
COMMIT WORK

However, note that here you didn't do any checking to see whether either of the two UPDATE statements executed successfully. In a real-world example, you'd need to implement some error handling mechanism and ROLLBACK the transaction in case an error happens.

If the database isn't in autocommit mode, it's said to be in automatic-transactions mode.

|  |  |  |
| --- | --- | --- |
|  | Note | Oracle and DB2 work by default in automatic-transactions mode. |

In this mode, a new transaction starts automatically with the first SQL query you type, but it's not automatically committed. In other words, the database system works as if you had already typed a BEGIN command and then waits for you to call COMMIT or ROLLBACK to finish the transaction. With a database working in automatic-transactions mode, you can integrate the previous two UPDATE commands in a transaction like this:

UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';  
COMMIT WORK

SQL Server and MySQL work by default in autocommit mode while Oracle and DB2 work by default in automatic-transactions mode, but in all cases the default mode can be changed (although most developers prefer to keep the default mode of the database system).

For Oracle, you change the default mode with SET AUTOCOMMIT ON/OFF. With SQL Server you use SET IMPLICIT\_TRANSACTIONS ON/OFF, and with MySQL you use SET AUTOCOMMIT=0/1. When working with DB2, you can handle this by selecting Command Center Ø Options from the main menu of the Command Center tool and then checking or unchecking the Automatically Commit SQL Statements box in the Execution tab as appropriate (see [Figure 10-1](#ch10fig01)).
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 Figure 10-1: Choosing to automatically commit SQL statements

|  |  |  |
| --- | --- | --- |
|  | Caution | It's possible that your data access provider (for example, JDBC or OLEDB) will be working in autocommit mode. If you want to issue SQL statements in automatic-transactions mode, then you may have to alter the default behavior of your provider as well. |

In general, because of the isolation property of transactions, other users will not be able to see your changes if you forget to send a COMMIT command. Be sure to always issue COMMIT statements after an update, insert, or delete when working in automatic-transactions mode.

#### Savepoints

A savepoint acts as a bookmark inside a transaction. You can roll back any actions that have been performed by a transaction to a certain savepoint, without actually closing the transaction. Rolling back to a certain savepoint brings the database to the status it was when the savepoint was created, but it doesn't end the transaction. A final ROLLBACK or COMMIT is still required.

|  |  |  |
| --- | --- | --- |
|  | Note | Savepoints are supported by Oracle, DB2, and SQL Server. MySQL supports transactions but doesn't support savepoints. |

SQL-99 specifies the SAVEPOINT command to create savepoints, and this command is implemented in Oracle and DB2. Because you can have multiple savepoints in a single transaction, you always need to supply a savepoint name:

SAVEPOINT <  
savepoint name  
>

SQL Server uses SAVE TRANSACTION instead of SAVEPOINT:

SAVE TRANSACTION <  
savepoint name  
>

This is how you would add a savepoint to the bank transactions example using the SQL Server syntax:

BEGIN TRANSACTION  
  
SAVE TRANSACTION BeforeChangingBalance  
UPDATE Checking  
 SET Balance = Balance - 1000  
 WHERE Account = 'Sally';  
ROLLBACK TRANSACTION BeforeChangingBalance  
  
UPDATE Savings  
 SET Balance = Balance + 1000  
 WHERE Account = 'Sally';  
  
COMMIT TRANSACTION

After executing this batch, Sally will have $1,000 more in her account. The first UPDATE statement is rolled back (but the transaction still remains active!), and finally the transaction is committed.

We'll see examples with SQL Server, Oracle, and DB2 savepoints in the following sections.

## Transactions at Work

Here, we'll provide a closer look at how transactions are supported by the database products you've been investigating so far.

### SQL Server

SQL Server works by default in autocommit mode, with each SQL command treated as a separate transaction, unless you use BEGIN TRANSACTION to start a multistatement transaction.

|  |  |  |
| --- | --- | --- |
|  | Tip | You can set SQL Server to work with implicit transactions (by turning off autocommit mode) by using SET IMPLICIT\_TRANSACTIONS ON. When working in implicit transactions mode, SQL Server assumes the BEGIN TRANSACTION command before the first SQL query is issued. In the following examples, we assume you'll work with the default transactions mode of SQL Server, which requires you to manually start multistatement transactions with BEGIN TRANSACTION. |

The statements that deal with transactions in SQL Server are as follows:

BEGIN TRANSACTION [<transaction name>]  
COMMIT TRANSACTION [<transaction name>]  
ROLLBACK TRANSACTION [<transaction name>|<savepoint name>]  
SAVE TRANSACTION <savepoint name>

The TRANSACTION keyword can be optionally replaced by its shorter form, TRAN.

BEGIN, COMMIT, and ROLLBACK receive an optional transaction name. Using names for transactions doesn't bring any new functionality, but it can help for readability if you use suggestive names, especially in stored procedures or batches, that have more transactions.

If ROLLBACK doesn't have a parameter or if the parameter specifies a transaction name, the whole transaction is rolled back. If a savepoint name is received instead, the transaction is rolled back to the specified savepoint.

Note that after rolling back to a savepoint, the transaction is still active. It still needs a final ROLLBACK or COMMIT, with either no parameter or with the transaction's name as a parameter to finalize the transaction.
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|  |
| --- |
| Start example |

In this example, you'll see a simple SQL Server transaction. In this transaction, you'll add two new students to the Student table from the InstantUniversity database. However, the second INSERT operation is rolled back using a savepoint. Finally, the transaction is committed:

BEGIN TRANSACTION MyTransaction;  
INSERT INTO Student (StudentID, Name) VALUES (98, 'Good Student');  
SAVE TRANSACTION BeforeAddingBadStudent;  
INSERT INTO Student (StudentID, Name) VALUES (99, 'Bad Student');  
ROLLBACK TRANSACTION BeforeAddingBadStudent;  
COMMIT TRANSACTION MyTransaction;  
SELECT \* FROM Student;

The example starts by declaring the new transaction with this well-known command:

BEGIN TRANSACTION MyTransaction

Then you add Good Student to the Student table:

INSERT INTO Student (StudentID, Name) VALUES (98, 'Good Student')

Then you add yet another student to the table. However, the operation is rolled back using the BeforeAddingBadStudent savepoint:

SAVE TRANSACTION BeforeAddingBadStudent  
INSERT INTO Student (StudentID, Name) VALUES (99, 'Bad Student')  
ROLLBACK TRANSACTION BeforeAddingBadStudent

Practically, this piece of code actually does nothing because the changes are annulled. Also, after rolling back to a savepoint, the transaction is still active, so you still have the power to commit it or roll it back completely. In the end, you commit the transaction and display the contents of the Employee table:

COMMIT TRANSACTION MyTransaction  
SELECT \* FROM Student

If you had rolled back the transaction instead of committing it, the changes done by both INSERT statements would have been void, and the Student table would have ended up being just as it was before starting the transaction.

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### SQL Server Transactions and Error Handling

The first example was interesting enough, but it didn't show how to roll back the whole transaction in case something bad happens in any of the queries (that was the whole point after all, right?).

Let's see how to do that in another example.

SQL SERVER TRANSACTIONS WITH ERROR HANDLING

|  |
| --- |
| Start example |

In this example, you'll insert a number of rows into the Student table as part of a transaction, and after each insert, you'll check whether an error occurred. If it did, you'll roll back the transaction. If all the inserts succeed, you commit the transaction. In both cases, you display a message saying whether the transaction was committed or rolled back:

BEGIN TRANSACTION MyTransaction  
  
INSERT INTO Student (StudentID, Name) VALUES (101, 'Dave')  
IF @@ERROR != 0  
BEGIN  
 ROLLBACK TRANSACTION MyTransaction  
 PRINT 'Cannot insert Dave! Transaction rolled back.'  
 RETURN  
END  
  
INSERT INTO Student (StudentID, Name) VALUES (102, 'Claire')  
IF @@ERROR != 0  
BEGIN  
 ROLLBACK TRANSACTION MyTransaction  
 PRINT 'Cannot insert Claire! Transaction rolled back.'  
 RETURN  
END  
  
INSERT INTO Student (StudentID, Name) VALUES (103, 'Anne')  
IF @@ERROR != 0  
BEGIN  
 ROLLBACK TRANSACTION MyTransaction  
 PRINT 'Cannot insert Anne! Transaction rolled back.'  
 RETURN  
END  
  
COMMIT TRANSACTION MyTransaction  
IF @@ERROR != 0  
 PRINT 'Could not COMMIT transaction'  
ELSE  
 PRINT 'Transaction committed.'

This example looks a bit different from the previous one. The batch of statements tries to insert three records to the Student table. If any of the INSERT statements fail, you roll back the transaction, display a message on the screen, and stop the execution.

You achieve this by verifying the @@ERROR system variable after each statement that could generate an error:

INSERT INTO Student (StudentID, Name) VALUES (101, 'Dave')  
IF @@ERROR != 0  
BEGIN  
 ROLLBACK TRANSACTION MyTransaction  
 PRINT 'Cannot insert Dave! Transaction rolled back.'  
 RETURN  
END

The @@ERROR system variable is automatically updated after each SQL query, so it is necessary to test it each time you do something to the database. Another important thing to note is that you call RETURN after rolling back the transaction. This wouldn't be necessary if you had rolled back to a savepoint, but if you roll back the entire transaction, the execution should stop; otherwise, the following SQL statements would mistakenly assume that they're part of a transaction and call ROLLBACK or COMMIT at certain points.

You can also test the outcome of the COMMIT command. This way you deal with the case where there's a problem and the transaction can't be committed. The most likely reason for this is if you already finalized the transaction (say, rolled back the transaction when an INSERT failed without calling RETURN after ROLLBACK). This is a great debugging technique because it provides feedback about the transaction's output, but once you're confident that the SQL script is well constructed, you can omit this:

COMMIT TRANSACTION MyTransaction  
IF @@ERROR != 0  
 PRINT 'Could not COMMIT transaction'  
ELSE  
 PRINT 'Transaction committed.'

The first time the batch is executed, the output should read as follows:

Transaction committed.

However, if you now execute the batch again, the transaction will be rolled back because you can't insert two rows with the same primary key value into a table:

Violation of PRIMARY KEY constraint PK\_\_Student\_\_59063A47'.  
  
 Cannot insert duplicate key in object 'Student'.  
 The statement has been terminated.  
 Cannot insert Dave! Transaction rolled back.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Oracle

Oracle transactions work by default in automatic-transactions mode. In other words, it starts a new multistatement transaction with the first SQL query you type. This mode is used by default in DB2 as well, and it's the mode used in these examples.

COMMIT and ROLLBACK are still your best friends when working in automatic-transactions mode. You create savepoints using the SAVEPOINT command, and if you want to roll back to a savepoint, you must use ROLLBACK TO <savepoint name>.

ORACLE TRANSACTIONS AND SAVEPOINTS

|  |
| --- |
| Start example |

To start a new transaction, you just need to start executing SQL queries. In this example, you'll add two new students to the Student table. However, the second INSERT operation is rolled back using a savepoint. Finally, you commit the transaction:

INSERT INTO Student (StudentID, Name) VALUES (98, 'Good Student');  
SAVEPOINT BeforeAddingBadStudent;  
INSERT INTO Student (StudentID, Name) VALUES (99, 'Bad Student');  
ROLLBACK TO BeforeAddingBadStudent;  
COMMIT;

You added two new students to the Student table. However, before adding the second one, you created a savepoint—which was then used as a point to which you rolled back the transaction. Right now, if you type SELECT \* FROM Student, in addition to the original rows, you'll see a single new row, containing Good Student.

|  |
| --- |
| End example |

|  |
| --- |
|  |

#### Oracle Transactions and Exception Handling

Oracle has a robust and powerful exception handling system, which proves to be helpful when dealing with real-world transactions. When an error occurs in your code, the transaction needs to be rolled back, and the other SQL statements shouldn't execute anymore.

You saw in the SQL Server example that one way to deal with this is to check the outcome of each SQL statement and deal with them separately. Oracle has another way of dealing with this.

ORACLE TRANSACTIONS AND EXCEPTION HANDLING

|  |
| --- |
| Start example |

In this example, you'll try to insert three rows into the Student table. One of the inserts will be rolled back using a savepoint. If any exceptions are raised in the process, you roll back the whole transaction and bring the Student table back to its original state.

Here's the piece of code that does this:

BEGIN  
  
 INSERT INTO Student (StudentID, Name) VALUES (101, 'Dave');  
 INSERT INTO Student (StudentID, Name) VALUES (102, 'Claire');  
  
 SAVEPOINT BeforeAddingAnne;  
 INSERT INTO Student (StudentID, Name) VALUES (103, 'Anne');  
 ROLLBACK TO BeforeAddingAnne;  
  
 COMMIT;  
  
EXCEPTION  
 WHEN OTHERS  
 THEN ROLLBACK;  
END;  
/

After typing the batch, you can save it using SAVE:

SAVE exception

Once the procedure is saved to a file, you can call it like this:

@exception

If any of the SQL queries in the BEGIN block generates an error, the execution is passed to the EXCEPTION block:

EXCEPTION  
 WHEN OTHERS  
 THEN ROLLBACK;

You can handle separately many different kinds of predefined exceptions, and you can also define and raise your own exceptions. Also, if you have nested BEGIN blocks or stored procedures, the unhandled exceptions propagate vertically. In this case, you have used the WHEN OTHERS option, which handles all exceptions. There you use ROLLBACK to roll back the transaction. You can learn more about Oracle exception handling in [Chapter 9](#Top_of_LiB0049_html).

The procedure you wrote would end up adding two rows into the Student table, as long as no errors are generated inside the script. If an error does occur, everything is brought back to the original state. If, for example, you already have a student with a StudentID of 102 before executing the script, an error will be generated when trying to add Claire, and the transaction is rolled back (so not even Dave will end up being in the Student table).

After you've run this code once, each subsequent time you execute @exception, the transaction will be rolled back.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### DB2

DB2 supports the COMMIT, ROLLBACK, and SAVEPOINT commands. Like Oracle, DB2 works in automatic-transactions mode by default.

To switch between automatic-transactions mode and autocommit mode, you need to alter the Command Center options, as shown earlier in this chapter. For the purpose of this example, clear the Automatically Commit SQL Statements checkbox. So, let's look at an example.
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|  |
| --- |
| Start example |

In this example, you'll add two new students to the Student table—a good student and a bad student. You reverse the addition of the bad student by using a savepoint:

INSERT INTO Student (StudentID, Name) VALUES (98, 'Good Student');  
SAVEPOINT BeforeAddingBadStudent ON ROLLBACK RETAIN CURSORS;  
INSERT INTO Student (StudentID, Name) VALUES (99, 'Bad Student');  
ROLLBACK TO SAVEPOINT BeforeAddingBadStudent;  
COMMIT;

Notice the way you create the savepoint:

SAVEPOINT BeforeAddingBadStudent ON ROLLBACK RETAIN CURSORS;

The ON ROLLBACK RETAIN CURSORS statement ensures that your code will continue to execute from the point where the rollback was called after the rollback has been performed.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### MySQL

MySQL does have support for transactions, but only if you know how to create your data tables. Yes, this sounds a bit weird, but it's true.

The MySQL engine supports more internal data storage formats for its data tables. When creating a new data table with CREATE TABLE, the default table type is used, which is MyISAM. This table type is pretty basic and doesn't support features such as transactions or the capability to enforce referential integrity through foreign keys, but it's the fastest one available for MySQL.

In total, MySQL supports at least five table types: MyISAM, HEAP, ISAM, BDB, and InnoDB. For detailed information about each table type supported by MySQL, please visit <http://www.mysql.com/doc/en/Table_types.html>.

|  |  |  |
| --- | --- | --- |
|  | Tip | MySQL documentation recommends using the default table type, MyISAM, if transactions aren't required because it works much faster without the overhead of keeping a transaction log. |

The important fact to understand, for the purposes of this chapter, is that BDB and InnoDB are the only types that support transactions. InnoDB fully supports the ACID properties, and as such, we'll be using this table type here. You can learn more about this table type at <http://www.mysql.com/doc/en/InnoDB.html>.

By default, MySQL works in autocommit mode (like SQL Server does). Each update on the database is committed immediately, without the need to call COMMIT. To explicitly start a multistatement transaction, you use BEGIN, and you finish the transaction with either COMMIT or ROLLBACK. MySQL doesn't support savepoints.

For transaction-safe tables (BDB and InnoDB), you can also instruct MySQL to work in non-autocommit mode (just like Oracle works by default) using SET AUTOCOMMIT=0.
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|  |
| --- |
| Start example |

Let's look at a simple example with MySQL transactions. Start a new transaction with BEGIN, add two new students to the Student table, and then roll back the transaction. Open a new MySQL console, open the InstantUniversity database, and type the following:

BEGIN;  
  
INSERT INTO Student (StudentID, Name) VALUES (98, 'Anne');  
INSERT INTO Student (StudentID, Name) VALUES (99, 'Julian');  
  
ROLLBACK;

Now, read the Student table, and you'll see that it has no new rows—the transaction was successfully rolled back.

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Access

This is really simple: Microsoft Access doesn't support transactions, so there's not a lot to discuss here!

## Moving onto Advanced Topics

Having experimented with some simple transactions, we're now going to present further issues involved in writing advanced transaction code. The basics of transactions that you've looked at so far form the foundation for what you'll be looking at here as you consider the wider implications of executing transactions in the real world.

We'll discuss the different transaction isolation levels that you can use. These define certain rules that govern the degree of "interaction" between multiple transactions acting on the same data. We'll also discuss the use of database locks—one of the mechanisms by which you can control concurrent access to shared resources in the database.

There are several different isolation levels and many different types of lock that can be applied, depending on your specific RDBMS. It's way beyond the scope of this chapter to provide a definitive guide to transactions and locking for each RDBMS. Instead, we aim to provide a good general understanding of the requirements that apply to each level, how you often have to use locks to meet those requirements, and the potential performance consequences of locking database resources.

### Concurrency and Transaction Isolation Levels

It's a fact that, most of the time, you can't guarantee that transactions will execute one at a time—on the contrary, in complex databases it's likely that many transactions will run concurrently. This leads to potential concurrency problems, which occur when many transactions try to interact with the same database object (access the same data) at the same time. The nature of the interaction depends on the actions each transaction performs: from simply reading data to inserting, updating, or deleting data.

You need to consider these issues because they're directly related to the isolation property of transactions, which dictates that changes made by a transaction shouldn't be visible to other concurrently running transactions. If a transaction modifies information in a data table, should other transactions be able to access that data table? If yes, in what way? What if the transaction only reads from the data table without modifying it?

The answer to these questions depends on the transaction isolation level. You can manually set the isolation level for each transaction, and this establishes the way transactions behave when they're trying to access the same piece of data.

Transactions ask for ownership of a particular piece of data by placing locks on it. There are many different types of locks, and they differ in the way they limit access to database resources. For example, a row can be locked in such a way that other transactions can't access it in any way or can read it but not modify it. Also, depending on the lock granularity, the resource they apply to can be an entire database, a data table, a row or a number of rows, and so on.

It's important to understand the difference between locks and the transaction isolation level. Locks limit access to database objects, and the transaction isolation level specifies how the active transaction places locks on the resources with which it works.

SQL-99 specifies four transaction isolation levels. With each level, a different balance is struck between the level of data integrity protection offered and the performance penalties imposed.

The four transaction isolation levels, listed from the one that offers the best performance to the one that offers the best protection, are as follows:

* READ UNCOMMITTED
* READ COMMITTED
* REPEATABLE READ
* SERIALIZABLE

The SQL-99 standard also categorizes transactions into read-only transactions and read-write transactions. Read-only transactions are a special kind of transaction, and you'll learn about them in a moment.

|  |  |  |
| --- | --- | --- |
|  | Note | The isolation levels mentioned previously can only be applied to read-write transactions. |

The SQL-99 command for setting the transaction type is SET TRANSACTION. The complete syntax is as follows:

SET [LOCAL] TRANSACTION { { READ ONLY | READ WRITE } [,...]  
| ISOLATION LEVEL  
 { READ COMMITTED  
 | READ UNCOMMITTED  
 | REPEATABLE READ  
 | SERIALIZABLE } [,...]  
| DIAGNOSTIC SIZE INT };

Therefore, to choose between read-only and read-write transactions, the syntax is as follows:

SET TRANSACTION [READ ONLY|READ WRITE]

To set a transaction level, you can use a command such as the following. Note that setting the transaction isolation level automatically assumes a read-write transaction:

SET TRANSACTION ISOLATION LEVEL <  
isolation level name  
>

The default transactional mode in all databases covered in this book is READ COMMITTED.

#### Read-Only Transactions

Read-only transactions are so named because they can't contain any data modification statements—only plain SELECT statements are allowed.

The default state for read-write transactions is statement-level consistency. In other words, if, within the scope of a transaction, the same record is read twice, different values may be retrieved each time if the record was modified between readings.

Read-only transaction mode solves this problem by establishing transaction-level read consistency. In a read-only transaction, all queries can only see the changes committed before the transaction began.

To set a transaction as being read-only, you type the following command:

SET TRANSACTION READ ONLY;

Read-only transactions aren't supported by SQL Server, DB2, or MySQL. They are supported, however, by Oracle.

#### READ UNCOMMITTED Isolation Level

This is the first and most dangerous isolation level, but it's also the one that offers the best performance. The following command sets the READ UNCOMMITTED isolation level for the next transaction:

SET TRANSACTION ISOLATION LEVEL READ UNCOMMITTED;

The READ UNCOMMITTED isolation level isn't supported by Oracle but is supported by SQL Server, DB2, and MySQL.

When the transaction is in READ UNCOMMITTED mode, its isolation property isn't enforced in any way, and the transaction is able to read uncommitted changes from other concurrently running transactions (effectively breaking the isolation property of the ACID rules).

With READ UNCOMMITTED mode, the transaction is susceptible to dirty reads and many other existing kinds of consistency problems.

##### Data Consistency Problem: Dirty Reads

Dirty reads happen when a transaction reads data that was modified by another transaction but that hasn't yet been committed. If the other transaction rolls back, the first transaction ends up reading values that, theoretically, never existed in the database.

To understand dirty reads, imagine two concurrent transactions that work with the Student table. One transaction calculates the total number of students from that table, and the second removes or adds students to the table, as shown in [Table 10-1](#ch10table01).

Table 10-1: Sequence of Actions That Demonstrate Dirty Reads

|  |  |  |
| --- | --- | --- |
| Time | Transaction 1 | Transaction 2 |
| T1 | The transaction starts. |  |
| T2 | Removes or adds records from/to the Student table. | Transaction starts. |
| T3 |  | Calculates the total number of students based on the uncommitted results of Transaction 1. |
| T4 | Transaction rolls back. |  |

If Transaction 2 works with the READ UNCOMMITTED isolation level, it can read the uncommitted changes from Transaction 1. In this example, because Transaction 1 finally rolls back, Transaction 2 ends up calculating an erroneous number of students. This is a dirty read.

Another scenario of a dirty read would be if Transaction 1 changed the data of a student (say, the name), then Transaction 2 read that uncommitted data, and finally Transaction 1 rolled back.

|  |  |  |
| --- | --- | --- |
|  | Note | Oracle doesn't support the READ UNCOMMITTED isolation level. Oracle always reads the last-committed values, even if the data is being changed by other ongoing transactions. |

You can avoid dirty reads by forbidding data that's being modified by other transactions from being read.

However, there are certain situations in which you might want to allow dirty reads, the most common of which is when you want to get quick reports or statistics from your database, where it isn't critical to get very accurate data. In such situations, setting an isolation mode of READ UNCOMMITTED can help you because it locks fewer resources and results in better performance than the other isolation levels.

The default transaction isolation level, READ COMMITTED, doesn't permit dirty reads, so you explicitly need to set the isolation level to READ UNCOMMITTED in situations where you want to allow dirty reads. The other isolation levels (REPEATABLE READ and SERIALIZABLE) are even more stringent about enforcing data consistency, and they don't permit dirty reads either.

#### READ COMMITTED Isolation Level

The second isolation level in terms of enforcing transaction isolation is READ COMMITTED, which is the default mode for most database systems.

When in READ COMMITTED mode, all resources modified by the transaction are locked until the transaction is completed—in other words, any updated, inserted, or deleted records won't be visible to other transactions (or will be only visible to their last-committed values), until (and unless) you commit the transaction. Transactions that run in READ UNCOMMITTED mode are the exception to this rule because they can uncommitted changes from other transactions.

Also, other transactions aren't allowed to modify the rows that are being modified by your transaction but are able to modify the rows that are simply read by your transaction.

When in READ COMMITTED mode, no dirty reads will happen in your current transaction because you can't see or modify data that is being updated by other transactions. However, the READ COMMITTED mode doesn't guard against unrepeatable reads.

##### Data Consistency Problem: Unrepeatable Reads

An unrepeatable read happens when you read some data twice in a transaction and you get different values because it has been modified in the meantime by another transaction.

When in READ COMMITTED mode, other transactions are allowed to modify data that has only been accessed for reading by your transaction. So, if you start a transaction, read a record, do some other things, and then read the same record again, you might read a different value.

If this is acceptable and no serious problems can occur because of unrepeatable reads, it's best to stick with the READ COMMITTED isolation mode. Additionally, in some cases, you can avoid unrepeatable reads by saving pieces of information in variables or temporary tables and using the saved data instead of querying the database again.

Before moving on to the next transaction isolation level (which prevents unrepeatable reads), you'll see an example demonstrating unrepeatable reads (see [Table 10-2](#ch10table02)). In this example, Transaction 1 tries to calculate the average mark for all students by summing up all their marks and then dividing by the number of students.

Table 10-2: Sequence of Actions That Demonstrate Unrepeatable Reads

|  |  |  |
| --- | --- | --- |
| Time | Transaction 1 | Transaction 2 |
| T1 | The transaction starts. (READ COMMITTED) |  |
| T2 | Sums up the students' marks. | Transaction starts. |
| T3 | (Waits for Transaction 2 to release locks.) | Deletes one student, locking the Student table. |
| T4 | (Waits for Transaction 2 to release locks.) | Transaction commits, releases locks. |
| T5 | Retrieves number of students. |  |
| T6 | Calculates average mark by dividing the two numbers calculated earlier. |  |

For the purposes of this example, assume the mark of each student is stored in the Student table (so working with marks implies working with Student).

Transaction 1 ends up calculating a wrong average mark because the students' data changes while the transaction is running. The students' data can be modified by other transactions because Transaction 1 is only reading it and doesn't place any locks on it.

In fact, after Transaction 2 updates the Student table (placing locks on it), Transaction 1 needs to wait until Transaction 2 finishes in order to calculate the number of students.

|  |  |  |
| --- | --- | --- |
|  | Note | Oracle would behave as before, reading the last-committed values from the Student table without blocking Transaction 1 until Transaction 2 finishes executing. |

If you don't find any solutions to avoid unrepeatable reads, SQL-99 has an isolation level that does the work for you, guarding against unrepeatable reads and dirty reads: the REPEATABLE READ isolation level.

#### REPEATABLE READ Isolation Level

This transaction isolation mode provides an extra level of concurrency protection by preventing not only dirty reads but also unrepeatable reads.

The way most databases (again, not Oracle) enforce repeatable reads is to place shared read locks on rows that are being read by the transaction, not just on the ones that are being updated (as the READ COMMITTED isolation mode does). This way, as soon as one record is read, you can guarantee you'll get the same value if you read it again during the same transaction.

Having a shared lock on a record permits other transactions to read the record but not to modify it. In the previous example, setting the first transaction to REPEATABLE READ would prevent the second transaction from removing the student, ensuring the calculated average mark is correct. [Table 10-3](#ch10table03) shows the same transactions running, but this time the first transaction runs in REPEATABLE READ mode.

Table 10-3: Sequence of Actions That Explain the REPEATABLE READ Isolation Mode

|  |  |  |
| --- | --- | --- |
| Time | Transaction 1 | Transaction 2 |
| T1 | The transaction starts in REPEATABLE READ mode. |  |
| T2 | Sums up the students' marks (placing shared locks on the rows in the Student table). | Transaction starts. |
| T3 | Retrieves number of students. | Tries to delete one student but finds the table locked. |
| T4 | Calculates average mark by dividing the two numbers calculated earlier. | (Waits.) |
| T5 | Transaction completes executing, releases locks. | (Waits.) |
| T6 |  | Deletes student. |

You get the right answer this time, but because other transactions need to wait for your transaction to finish processing before getting to the requested data, this can result in important performance penalties for your applications. The longer your transaction lasts, the longer the locks will be held, practically not allowing other transactions to perform any modifications on them.

With the REPEATABLE READ isolation level, you can be sure unrepeatable reads will be avoided. However, there's still one more concurrency-related problem that can happen: phantoms.

##### Data Consistency Problem: Phantoms

Phantoms are similar to repeatable reads, except they also take into account the case where new records are being introduced to a data table by another transaction while the current transaction is working with the table.

Let's imagine another scenario, similar to the previous example, but this time Transaction 2 inserts a new student rather than removing an existing one. [Table 10-4](#ch10table04) shows the actions performed by the two transactions.

Table 10-4: Sequence of Actions That Demonstrate Phantoms

|  |  |  |
| --- | --- | --- |
| Time | Transaction 1 | Transaction 2 |
| T1 | Transaction starts in REPEATABLE READ mode. |  |
| T2 | Sums up the students' marks (placing shared locks on the rows in the Student table). | Transaction starts. |
| T3 | Tries to count the number of students, but Transaction 2 has a lock on the newly created student. | Inserts one student (placing a lock on the new created record). |
| T4 | (Waits.) | Transaction commits, releases locks. |
| T5 | Calculates the total number of students. |  |
| T6 | Calculates average mark by dividing the two numbers calculated earlier. |  |

Transaction 2 is allowed to insert new records to the Student table because it doesn't affect any of the existing rows in Student (on which Transaction 1 has set shared locks). Phantoms refer to the situation when other transactions insert new records that meet one of the WHERE clauses of any previous statement in the current transaction. The SERIALIZABLE isolation level guards your transaction against phantoms, as well as the previously presented concurrency-related problems.

#### SERIALIZABLE Isolation Level

The SERIALIZABLE isolation level guarantees the transactions will run as if they were serialized—with other words, they're guaranteed not to interfere, and they execute as if they were run in sequence.

When you set the transaction isolation level to SERIALIZABLE, you're guaranteed that other transactions cannot modify (with UPDATE, INSERT, or DELETE) any data that meets the WHERE clause of any statement in your transaction.

The SERIALIZABLE transaction isolation level is a dangerous one when it comes to performance. It does provide the highest level of consistency—indeed, transactions works the same as if they were executed one at a time.

However, while increasing consistency, you get much lower concurrency because other transactions are restricted in the actions they can do with database objects already used in other transactions—they need to wait one after the other to get access to shared data.

If Transaction 1 was set to SERIALIZABLE in the example presented in [Table 10-4](#ch10table04), Transaction 2 couldn't have inserted a new record to the Student table before Transaction 1 finished executing.

#### RDBMS-Specific Transaction Support

So far we've presented the SQL-99 features regarding a transaction's isolation level. Now you'll take a closer look at how they're supported by SQL Server, Oracle, MySQL, and DB2.

##### SQL Server

SQL Server supports the four specified isolation levels, but it doesn't support read-only transactions. After setting the transaction isolation level, it remains set as such for that connection, unless explicitly changed. The default isolation level is READ COMMITTED.

Here's the syntax:

SET TRANSACTION ISOLATION LEVEL  
 { READ COMMITTED  
 | READ UNCOMMITTED  
 | REPEATABLE READ  
 | SERIALIZABLE  
 }

##### Oracle

Oracle supports read-only transactions, but it doesn't support the READ UNCOMMITTED and REPEATABLE READ isolation levels. The default isolation level is READ COMMITTED.

With Oracle, SET TRANSACTION affects only the current transaction—not other users, connections or other transactions. Here's its syntax:

SET TRANSACTION  
{ { READ ONLY | READ WRITE }  
 | ISOLATION LEVEL  
 { READ COMMITTED  
 | SERIALIZABLE } };

To change the default transaction isolation level for all the transactions on the current session, you use the ALTER SESSION command. Here's an example:

ALTER SESSION SET ISOLATION\_LEVEL SERIALIZABLE;

##### MySQL

MySQL supports transaction isolation levels with InnoDB tables. Here's the syntax for setting the transaction isolation level:

SET [GLOBAL | SESSION]  
TRANSACTION ISOLATION LEVEL  
{ READ UNCOMMITTED | READ COMMITTED |  
 REPEATABLE READ | SERIALIZABLE }

By default, in MySQL, SET TRANSACTION affects only the next (not yet started) transaction.

The SESSION optional parameter changes the default transaction level for all the transactions on the current session.

The GLOBAL optional parameter changes the default transaction isolation level for all new connections created from that point on.

##### DB2

DB2 supports transaction isolation levels, but the way that the isolation levels are implemented is quite different in DB2 compared to the other RDBMS implementations. In DB2, you can set the isolation level for a transaction on each statement that you use, for example:

UPDATE   
table name  
  
SET assignment clause  
WHERE search condition  
WITH   
isolation level

where isolation level can be one of the following:

* RR: REPEATABLE READ
* RS: Read Stability (similar to REPEATABLE READ—locks all rows being read and modified but doesn't completely isolate the application process, leaving it vulnerable to phantoms)
* CS: Cursor Stability (similar to READ COMMITTED)
* UR: Uncommitted Read

The default isolation level of any statement relates to the isolation level of the package containing the statement.

For example, referring back to an example you saw in [Chapter 3](#Top_of_LiB0021_html), "Modifying Data" (where you added some new professors to the university but without titles), you could use the following:

UPDATE Professor  
SET Name = 'Prof. ' || Name  
 WHERE ProfessorID > 6;  
 WITH RS

This method of applying an isolation level also applies to other SQL statements, for example, SELECT INTO, INSERT INTO. For more information, please refer to the DB2 documentation.

#### Playing Concurrency

Let's do a short exercise now and test how the database enforces consistency, depending on how you set the transaction isolation level.

For this you'll need to open two connections to the same database. If you're running DB2, please first uncheck the Automatically Commit SQL Statements checkbox in the Command Center Ø Options Ø Execution window of Command Center. This way you'll start multistatement transactions just like with Oracle (which works in automatic-transactions mode).

For the purpose of this exercise you'll use the default isolation level, READ COMMITTED, for both transactions. This means that you don't need SET TRANSACTION statements to explicitly set the transaction isolation level.

First, you need to start new transactions on the two connections. If you're using Oracle or DB2, no additional statements are required. Use BEGIN TRANSACTION for SQL Server or BEGIN for MySQL.

Then, add a new record to the Student table on the first connection:

INSERT INTO Student (StudentID, Name) VALUES (115, 'Cristian');

After executing this command, while still in the first connection, test that the row was indeed successfully added:

SELECT \* FROM Student

The results show the newly added student:

StudentID Name  
  
 ----------- ---------------------------------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 ... ...  
 12 Isabelle Jonsson  
 115 Cristian

Now, while the first transaction is still active, switch to the second connection and read the Student table:

SELECT \* FROM Student

Because the first transaction is in READ COMMITTED mode, it doesn't allow other transactions to READ UNCOMMITTED changes in order to prevent dirty reads. However, the databases implement this protection differently.

With Oracle and MySQL, the second transaction simply ignores the changes made by the first one (which is still running because it wasn't committed or rolled back yet). The list of students will be returned:

StudentID Name  
  
 ----------- ---------------------------------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 ... ...  
 12 Isabelle Jonsson

DB2 and SQL Server, on the other hand, have a different approach: They don't allow the second transaction to read the entire Student table until the first one decides to commit or roll back. The SELECT in the second transaction will be blocked until the first transaction (which keeps the Student table locked) finishes.

Note that a SELECT statement in the second transaction that refers strictly to rows that weren't added, modified, or deleted by the first transaction isn't affected in any way by that transaction (for example, it isn't blocked until the first transaction finishes, in SQL Server and DB2). An example of such a statement is as follows:

SELECT \* FROM Student WHERE StudentID=10

Or even:

SELECT \* FROM Student WHERE StudentID<100

Note that with SQL Server and MySQL, on the second connection you can set the transaction isolation level to READ UNCOMMITTED. This way, when you read the Student table, you'll see even the row that was inserted by the first transaction, even though that transaction hasn't been committed:

SET TRANSACTION ISOLATION LEVEL READ UNCOMMITTED;  
SELECT StudentID, Name FROM Student WHERE StudentID>1200;

Now let's roll back the first transaction to get the database to its original form:

ROLLBACK;

#### Transaction Best Practices and Avoiding Deadlocks

Transactions are, in a way, a necessary evil in database programming. They provide the functionality you need to ensure data consistency, but they reduce concurrency. The more consistency a transaction isolation level provides, the less concurrency you have and hence the greater performance penalties for concurrently running transactions.

The higher the isolation level you set, the more the users accessing the database at the same time are affected. For this reason, it's important to always use the lowest possible transaction isolation level:

* The lowest isolation level, READ UNCOMMITTED, doesn't provide any concurrency protection, and it should be avoided except for the times when you don't require the data you read to be very accurate.
* The default isolation level, READ COMMITTED, is usually the best choice, because it protects you from dirty reads, which are the most common concurrency problem.
* The higher isolation protection levels, REPEATABLE READ and SERIALIZABLE, can and should usually be avoided. Apart from hurting performance, they also increase the probability of deadlocks.

A deadlock is a situation when two or more transactions started processing, locked some resources, and they both end up waiting for each other to release the locks in order to complete execution. When this happens, there can be only one that can win the battle and finish processing. The database server you use will choose one of the transactions (named a deadlock victim) and roll it back, so the other one can finish execution.

Deadlocks can rarely be entirely eliminated from a complex database system, but there are certain steps you can make to lower the probability of their happening. Of course, most of the times the rules depend on your particular system, but here are a few general rules to keep in mind:

* Use the lowest possible transaction isolation level.
* Keep the transactions as short as possible.
* Inside transactions, access database objects in the same order.
* Don't keep transactions open while waiting for user input (okay, this is common sense, but it had to be mentioned).

### Distributed Transactions and the Two-Phase Commit

It's not unusual these days for companies to have, say, SQL Server, Oracle, and MySQL installations on their servers. This leads to the need of conducting transactions that spread over more databases (say, a transaction that needs to update information on three different database servers).

This situation is a bit problematic because all you've studied so far is about transactions that apply to a single database server only. Distributed transactions are possible through specific protocols (depending on the platform) that use a two-phase commit protocol system. The database originating the distributed transaction is called a Commit Coordinator, and it coordinates the transaction.

The first phase in the two phase-commit is when the Commit Coordinator instructs all participating databases to perform the required actions. The participating databases start individual transactions, and when they're ready to commit, they send a "ready to commit" signal to the Commit Coordinator.

After all participating databases send a "ready to commit" signal, the Commit Coordinator instructs all of them to commit the operations, and the distributed transaction is committed. If any of the participating databases report a failure, the Commit Coordinator instructs all the other databases to roll back and cancels the transaction.

## Summary

We've covered some many new concepts in this chapter. You learned what transactions are, what the ACID properties are, and how they're enforced by the databases.

You could see that, unfortunately, each database product has its own view about how transactions should be implemented, and you learned about the most important features provided by some of the database systems. You then experimented with a few transaction examples that demonstrated transactions.

The chapter ended by previewing a few advanced topics that enhanced your understanding about how database transactions work. In the [next chapter](#Top_of_LiB0062_html), you'll learn about users and security.

# Chapter 11: Users and Security

Overview

It's a fact of life that although storing and managing information is vital to the success of any business, having it fall into the wrong hands can bring a business down. As a result of this, database administrators have to be familiar with some complex security systems in order to protect a company's data.

The purpose of a database security system is to protect the stored information. There are various factors that you want to protect your data from; not only do you need to guard your database against attacks from outside the organization, but most of the time it's also vital to fine-tune access to sensitive database areas for employees inside the company (an obvious example would be locking access to personnel information so that only certain people can access salary details).

Security is a broad and complex subject. This chapter doesn't teach security theory; instead, you'll quickly look at the SQL commands and some database-specific commands that allow database administrators to configure their server's security. We'll present just enough so that you, the SQL programmer, will understand the basics of implementing security on database servers. If you're serious about learning more about security, you'll need to read a specialized book that's relevant to the database system with which you're working.

When implementing a security system, there are two fundamental concepts you need to understand:

* Authentication is the part that deals with uniquely identifying users. This is usually done via checking for user ID and password combinations, but other methods such as fingerprint scanning are becoming increasingly popular.
* Authorization takes care of the permissions an authenticated user has inside the database (what the user is allowed to do with his or her account). So, even if you log in to the database (you authenticate yourself), you may not be authorized to view or modify certain tables or other database objects.

With a modern Relational Database Management System (RDBMS), the administrator has a wide range of tools that help to fine-tune the security process and procedures. Although many of these features are beyond the scope of this book because they tend to be specific to particular database implementations, you'll learn how to deal with the basic security needs that are implemented in similar ways by all database software products.

In this chapter, you'll learn, with examples for SQL Server, Oracle, DB2, and MySQL, how to do the following:

* Create and remove database users and assign passwords to them (this has to do with the authentication part of security)
* Grant and revoke permissions to database users on the database resources (this has to do with authorization)

You'll also look quickly at the security provided by Microsoft Access.

## Let's Talk About Security

Before moving on to the SQL security details, you need to understand some basic concepts regarding the way security is implemented in databases. It's important to understand the concepts of user, user permissions, and roles.

### Users and Permissions

At the base of the authentication process is the concept of a user account. When installing database software, one or more administrative accounts are created by default, and nobody else has access to the system. However, it's likely you'll need to give database access to other people.

To give database access to someone, you need to take two steps:

1. Create a user account for that person (if he or she doesn't already have one). Using that account, the database system will be able to authenticate that person. Typically, the user is protected by a password that's requested during the login process.
2. When a user is created, by default the user doesn't have access (permissions) to any database objects. So, you need to grant the necessary permissions to the person's account; by doing this, you authorize the person to access the necessary database resources.

You can grant users various kinds of permissions, such as the rights to access various databases; create new data tables; update, select, insert, or delete records from data tables; execute stored procedures; add or modify other user accounts; and so on. The permissions can be generic (such as the user can create data tables or read any of the data tables), or they can be specific to existing database objects (such as the user can read or modify the Friend data table).

Each database supports a large number of possible permissions that a user can have. Users can be granted one or any combination of permissions; by setting permissions, a database administrator has the power to control who can do what to the database.

Along with the flexibility to provide each user with any combination of permissions, there comes the complexity of administering these permissions. When having a large number of users, each with its own combination of permissions, it can be become a nightmare to be in charge of security. What are the implications of an employee leaving the company or being transferred to another department? What about the permissions that the employee gave to other people while having the account?

SQL has answers for some of these problems. Additionally, most databases have started to offer additional tools to improve the database administrator's life. One of them is the support for roles.

### Roles

A role is a named set of database permissions. In other words, a role contains permissions. Roles can be granted to or revoked from users; granting a role to a user has the same effect as granting the user all the permissions in that role.

Roles are important because they're extremely helpful for administering database security; they allow the database administrator to manage user privileges in a much more convenient way than setting individual permissions.

From the databases we've presented so far, SQL Server, Oracle, and DB2 support roles. MySQL doesn't support roles. Access supports the notion of "user groups," which is similar to the notion of roles.

Each database that supports roles ships with a number of predefined database roles. For example, the system administrator (sa) account in SQL Server is associated with the sysadmin role. After creating a new SQL Server user, if you want to give it full access to the server's resources, you just need to assign it to the sysadmin role, and the job is done; the user will have all permissions associated with the system administrator role. This is much easier than if you had to manually assign permissions (and believe us, a system administrator has a lot of individual permissions on the database).

### Views

Views aren't directly related to security, but database administrators often use them to control the security of a database.

If you want to grant a user access to a portion of a table (such as a limited number of columns or only to certain rows), you can create a view based on that table (or even on multiple tables) and grant permissions on that view. Working with views sometimes offers more flexibility than assigning privileges on database tables.

For more information about views, please refer to [Chapter 8](#Top_of_LiB0043_html), "Hiding Complex SQL with Views."

## Understanding Database Security and SQL

For the authentication part, the SQL-99 standard doesn't provide you with any commands for managing user accounts. As a result, once again you're facing difficult territory, where each database has its own approach to the subject, even though the features they provide are quite similar. You'll see, for each database, how to create and remove users, assign passwords to them, and so on.

As for the authorization part, SQL-99 specifies two commands for managing permissions: GRANT and REVOKE. Most database systems support these two commands, but the syntax differs slightly between the implementations. You'll take a quick look at each of them before moving on to database specifics.

SQL-99 also specifies the CREATE ROLE, SET ROLE, and DROP ROLE commands, which are about managing roles and associating them with users. However, out of the RDBMS platforms covered in this book, only Oracle implements these commands; the other databases have different commands for dealing with roles. For this reason, we'll discuss roles separately for each database.

|  |  |  |
| --- | --- | --- |
|  | Tip | Most databases ship with visual tools that allow administering security with mouse clicks instead of lengthy commands. MySQL doesn't ship with such tools, but you'll find many free ones provided by third parties. We'll leave these features for you to explore. The following sections cover how you can manage user accounts for each database system using command-line instructions. |

### Using GRANT

You use GRANT to grant privileges to existing users. There are two main kinds of permissions: statement-level permissions and object-level permissions.

Statement-level permissions are about permitting users to perform certain actions that aren't related to a specific database object. Examples of statement-level permissions are CREATE DATABASE, CREATE TABLE, CREATE PROCEDURE, and CREATE VIEW. A user with the CREATE TABLE permission has the right to create data tables. For granting statement-level permissions, you use a command similar to the following:

GRANT <  
privilege type  
> TO <  
username  
>

Object-level permissions control access to specific, existing database objects. The most obvious database object type you might want to limit access to is the data table. The typical rights that can be granted for data tables are INSERT, UPDATE, DELETE, SELECT, or a combination of all of these. As an example, a user can be allowed to read a data table but will not be allowed to modify it. Some databases permit restricting access on a column-level basis inside the table. For stored procedures, the typical privilege type that can be granted is EXECUTE. When granting object-level permissions, you must also specify the object (resource):

GRANT <  
privilege type  
> ON <  
resource  
> TO <  
username  
>

By default, users have full access to the objects they create, but they don't have access to other users' objects. A user who creates a data table will have all possible rights on that table, including permissions to read, modify, and even drop it, and a user who creates a stored procedure will have the right to execute that stored procedure. However, if you want to access some other user's data, that user will have to grant you access to his or her objects.

With SQL Server, Oracle, and DB2, you can also use GRANT to assign roles to existing users. You'll see examples of this later in the chapter.

The exact GRANT options, privilege types, and supported resource types are database specific; you'll need to consult the documentation for your database for more details.

Here is the SQL-99 syntax for GRANT:

GRANT { [ALL PRIVILEGES] }  
| SELECT  
| INSERT [(  
column\_name  
 [,...n])]  
| DELETE  
| UPDATE [(  
column\_name  
 [,...n])]  
| REFERENCES [(  
column\_name  
 [,...n])]  
| USAGE }[,...n]  
ON { [TABLE]   
table\_name  
  
| DOMAIN   
domain\_name  
  
| COLLATION   
collation\_name  
  
| CHARACTER SET   
charset\_name  
  
| TRANSLATION   
translation\_name  
 }  
TO (  
granteee\_name  
 | PUBLIC}  
[WITH GRANT OPTION]

### Using REVOKE

You use REVOKE to remove privileges that had previously been granted with GRANT or deny permissions that users have by default (such as the rights users have over their own data).

REVOKE also works supports a statement-level syntax and an object-level syntax. For dealing with statement-level permissions, you use it like this:

REVOKE <  
privilege type  
> FROM <  
username  
>

For object-level permissions, you also need to specify the resources you're revoking privileges from:

REVOKE <  
privilege type  
> ON <  
resource  
> FROM <  
username  
>

When all rights are revoked from a given user, the user and its objects (such as data tables) aren't deleted from the database. Instead, the user is simply forbidden to access them.

SQL-99 specifies the following REVOKE syntax:

REVOKE [GRANT OPTION FOR]  
{ ALL PRIVILEGES }  
| SELECT  
| INSERT  
| DELETE  
| UPDATE  
| REFERENCES  
| USAGE }[,...n]  
ON { [TABLE]   
table\_name  
  
| DOMAIN   
domain\_name  
  
| COLLATION   
collation\_name  
  
| CHARACTER SET   
charset\_name  
  
| TRANSLATION   
translation\_name  
 }  
FROM (  
granteee\_name  
 | PUBLIC} [,...n]  
{CASCADE | RESTRICT}

## Working with Access Security

Access isn't a real database server, and its security systems are something of a joke when compared with the features provided by its bigger brother and cousins. We'll have just a quick look at them before moving on. ...

Access 2002 supports the GRANT and REVOKE commands, but with Access the visual wizards have always had much more success. You can access all security-related Access features by visiting the Tools Ø Security menu.

The most basic way to secure an Access database (an .mdb file) is to set a database password on it. Once a password has been set on the database, it's requested each time the database is opened. You can set a database password by opening the database and selecting Tools Ø Security Ø Set Database Password. This option becomes more powerful when combined with database file encryption (Tools Ø Security Ø Encrypt/Decrypt Database). An encrypted data file is much harder to break than a nonencrypted, password-protected one.

Access also supports user-level security, which can be combined with the database password. User-level security allows you to fine-tune the access permissions for the users you define. To manage the database users, select Tools Ø Security Ø User and Group Accounts. This will allow you to add, remove, or modify existing user information (see [Figure 11-1](#ch11fig01)).
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 Figure 11-1: Adding users

Once you have added the users to the database, you can control their permissions by accessing Tools Ø Security Ø User and Group Permissions (see [Figure 11-2](#ch11fig02)).
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If you prefer a wizard to do some of the work for you, try calling the User-Level Security Wizard from Tools Ø Security Ø User-Level Security Wizard.

## Working with SQL Server Security

In the following sections, you'll learn how you can use SQL Server's built-in stored procedures to add new users and change their passwords. You'll then see how you can use stored procedures and SQL statements to change the permissions of a particular user—that is, how you can determine what they can and can't do within a particular database.

### Working with Users

With SQL Server, you can create a new user with the sp\_addlogin stored procedure. You need to provide a username and optionally a password. There are more optional parameters; please consult SQL Server Books Online for the complete syntax:

EXEC sp\_addlogin 'Alice', 'simplepassword'

|  |  |  |
| --- | --- | --- |
|  | Tip | For aesthetic purposes, we use proper casing for usernames, but database usernames are case insensitive. This is true for all databases covered in this book. |

You can change the user's password with the sp\_password stored procedure. It takes as parameters the old password, the new password, and the username. If no username is supplied, the logged-in user is assumed by default. The following example illustrates how you can change Alice's simple password to a more complicated one:

EXEC sp\_password 'simplepassword', 'complicatedpassword', 'Alice'

You can remove a user by using the sp\_droplogin stored procedure, which takes as a parameter the username you want to delete. You can remove the Alice account using the following command:

EXEC sp\_droplogin 'Alice'

This statement will drop the Alice account.

|  |  |  |
| --- | --- | --- |
|  | Note | In order to test the following statements, you'll need to keep the Alice account around. |

#### Integrated Security and Windows Authentication

Note that SQL Server also supports an alternative mode of authentication, known as Integrated Security, where access to the database is linked to Windows authentication (local user accounts or domain user accounts). If you're using Windows authentication, you can refer to domain accounts or local accounts in SQL statements in the same way as database user accounts except that you can't create a new user account in this manner.

To refer to domain users, you can use the syntax DOMAIN\UserName. Local accounts are referred to using the name of the machine you're using, for example, MyMachine\Administrator. If you're using Windows authentication, you'll need to have access to a user called Alice for these examples. You can create a local system user called Alice using the Computer Management console. For the following examples, you can use MachineName/Alice as your username.

|  |  |  |
| --- | --- | --- |
|  | Tip | SQL Server also supports mixed mode authentication, where both Windows authentication and SQL Server authentication are used. |

### Granting Database Access

Once you've added a new database account, you can start playing with its rights and permissions. By default, the new account doesn't have any permissions.

For a start, you can grant the new user permission to access a particular database. You can do this with the sp\_grantdbaccess stored procedure. Giving users access to a database allows them to connect to the database, but it doesn't give any specific permissions to individual objects.

If you're logged in with the sa account (or an account that has the rights to create databases), you can do this little experiment using Query Analyzer:

CREATE DATABASE TestDatabase  
GO  
USE TestDatabase  
GO  
CREATE TABLE TestTable (TestRow INT);  
GO  
EXEC sp\_grantdbaccess 'Alice'

Note that the sp\_grantdbaccess stored procedure always works with the current database. In this example, you first create a new database named TestDatabase. When you connect to the database, you create a new data table and then you grant Alice access to the database.

Now, if you log in using the Alice account you'll be able to connect to TestDatabase (by calling USE TestDatabase), but you won't be able to read any rows from TestTable. An attempt to read TestTable generates a SELECT permission denied error.

You can easily reverse this action and revoke Alice's access to TestDatabase using the sp\_revokedbaccess stored procedure (you need to be logged on as a user with administrative privileges again):

USE TestDatabase  
GO  
EXEC sp\_revokedbaccess 'Alice'

If you execute this command and then log in with Alice's account, TestDatabase will not be visible to you. An attempt to call USE TestDatabase would generate an error: Server user 'Alice' is not a valid user in database 'TestDatabase'.

|  |  |  |
| --- | --- | --- |
|  | Note | For now, just make sure Alice does have access to TestDatabase so you'll be able to experiment further. |

After you've given the user access to the database itself, you'll most likely want to give the user access to objects inside the database—as you've seen, users can't access anything unless they are explicitly given the right to do so.

### Setting Object-Level Permissions

For fine-tuning user permissions, SQL Server provides you with the SQL-99 commands GRANT and REVOKE. You also have an additional command named DENY. Here you'll see how to use these commands to control object-level access.

The basic syntax for GRANT when setting object-level permissions is as follows:

GRANT <  
privilege type  
> ON <  
resource  
> TO <  
username  
>

You can assign six privileges to SQL Server objects:

SELECT, INSERT, UPDATE, and DELETE are the four rights that apply to data tables and views. Users having the SELECT permission on a data table will be able to read information from that table by using the SELECT statement. Users can have a mix of these permissions—for example, a user can be allowed to insert new rows into a table but can be forbidden to read data from the table.

REFERENCES allow a user to insert rows into a table that has a FOREIGN KEY constraint to another table where the user doesn't have SELECT permissions. This permission was implemented because inserting rows int a table having FOREIGN KEY constraints can give you tips about the data in other tables on which you may not have SELECT rights.

EXECUTE allows the user to run the specified stored procedure.

If you want to give Alice SELECT access to a table named TestTable, you type the following:

GRANT SELECT ON TestTable TO Alice

If you want to give Alice the right to pass along the permissions she receives (using GRANT), you can use the WITH GRANT OPTION parameter of GRANT. This allows her to grant SELECT access to TestTable to other users:

GRANT SELECT ON TestTable TO Alice WITH GRANT OPTION

DENY is the opposite of GRANT: It prevents the user from accessing the targeted object. DENY overrides any previously issued GRANT statements and overrides any permissions the user may have because of role memberships.

REVOKE eliminates the effect of previously issued GRANT or DENY statements. After revoking all individual permissions, the user will revert to having the default set of permissions specified by any roles of which they're a member.

To remove the SELECT permission on TestTable from Alice, you can call either DENY or REVOKE. REVOKE nullifies the effect of the GRANT statement, which was initially issued because Alice couldn't access TestTable. DENY is even tougher and explicitly denies Alice from accessing TestTable. Let's use REVOKE now:

REVOKE SELECT ON TestTable FROM Alice

If you granted access using WITH GRANT OPTION, you must use CASCADE when revoking the permission. This will remove the SELECT permission from all the accounts Alice granted this permission to:

REVOKE SELECT ON TestTable FROM Alice CASCADE

|  |  |  |
| --- | --- | --- |
|  | Tip | Keep in mind that GRANT, REVOKE, and DENY allow you to control access down to column level. |

### Using Roles

SQL Server has a number of predefined roles (for a full list, you should consult the SQL Server Books Online). Here you'll focus on the commands that create new roles and assign them to database users.

To create a new SQL Server role, you use the sp\_addrole stored procedure, which takes as a parameter the name of the new role. While logged in with a system administrator account, create a new role named TestRole:

EXEC sp\_addrole 'TestRole'

After adding the role, let's assign the permission to perform SELECT on TestTable to it. You do this using the GRANT command, where instead of a username to assign the permission, you specify the name of a role:

GRANT SELECT ON TestTable TO TestRole

Okay, so you have a role that has an associated permission. In this example, you're testing a role with a single permission, but remember that you can add any number of permissions to TestRole. You can also assign DENY permissions to a role—so you can have roles that are allowed to perform some actions but that are prevented from performing other tasks.

After creating a role, it's time to assign the role to the Alice account. The sp\_addrolemember stored procedure take care of that:

EXEC sp\_addrolemember TestRole, Alice

Now it's time to see if Alice has gotten her rights to access TestTable again. Log in using the Alice account, select TestDatabase to make it your current database, and make a query on TestTable. It should run without problems:

SELECT \* FROM TestTable

|  |  |  |
| --- | --- | --- |
|  | Note | DENY is always more powerful than GRANT. If you explicitly deny SELECT access on TestTable to Alice, she won't be able to read TestTable, even if she's a member of TestRole. Also, if you explicitly granted to Alice SELECT access on TestTable but assigned her a role that denies the same privilege, Alice couldn't access TestTable. |

You can use the sp\_droprolemember stored procedure to remove a role from a user account. Type the following command when logged in using an administrator account on TestDatabase:

EXEC sp\_droprolemember TestRole, Alice

After executing this command, Alice can't access TestTable anymore. You can drop roles from the database using sp\_droprole:

EXEC sp\_droprole TestRole

### Setting Statement-Level Permissions

GRANT, DENY, and REVOKE also deal with the statement-level permissions. With two exceptions, these rights allow the user to create new database objects. The statement-level permissions supported by SQL Server are as follows:

* CREATE DATABASE
* CREATE DEFAULT
* CREATE FUNCTION
* CREATE PROCEDURE
* CREATE RULE
* CREATE TABLE
* CREATE VIEW
* BACKUP DATABASE
* BACKUP LOG

As an example, the following command gives Alice the right to create databases:

GRANT CREATE DATABASE TO Alice

Note that when you issue this command you need to have the master database currently selected, and Alice needs to be granted login permission to the master database before the administrator can run this command. As with object-level permissions, you use WITH GRANT OPTION if you want the grantee to be able to give the received permissions to other users as well.

It's also possible to grant a user the right to create tables within the current database. Make sure the database you want to give access to is your currently selected database and execute a GRANT CREATE TABLE statement, just like in the following example:

USE TestDatabase  
GRANT CREATE TABLE TO Alice

Now you can log in with the Alice account and attempt to create a new table in TestDatabase—you'll see; it works.

## Working with Oracle Security

In the following sections, you'll look at some of the same tricks you learned in the SQL Server section. You'll create a new user called Alice, see how you can change passwords, and then examine how you work with permissions in Oracle.

### Working with Users

Oracle comes with two users that are created by default: SYSTEM and SYS. In order to create new users, you log in using the SYSTEM user because SYSTEM has the required privileges.

To create a new Oracle user, you use the CREATE USER command, which needs to be supplied with the username and its password. Here's how you create the Alice account in Oracle, with a default password of simplepassword:

CREATE USER Alice IDENTIFIED BY simplepassword;

If you want to change the simple password of Alice to a complicated one, you need to use the ALTER USER command. For example:

ALTER USER Alice IDENTIFIED BY complicatedpassword;

Alternatively, you can use the password command in SQL\*Plus, which doesn't display the passwords as you type them. When logged in as Alice, simply type password and press Enter. When logged in as SYSTEM, type password Alice to change Alice's password.

You can remove users with the DROP USER command. If you want to give Alice a nasty surprise, try this:

DROP USER Alice;

|  |  |  |
| --- | --- | --- |
|  | Note | With Oracle, you can assign profiles to user accounts via the CREATE PROFILE command. Using this command, you can set the lifetime of a password, the number of consecutive failed attempts allowed before the account is automatically locked and for how much time it will remain locked, and other similar parameters regarding passwords. Please look up the CREATE PROFILE command in the Oracle Alphabetical Reference for more information about this command. |

### Assigning User Permissions

Right now, although Alice does have a new account, she can't do many things with it. By default, a new user isn't even allowed to log in—all access rights must be explicitly defined. You'll use GRANT and REVOKE commands to adjust the permissions for each user.

#### The Predefined System Roles

To let Alice connect to Oracle, you need to assign her the CONNECT role. The CONNECT role allows a user to connect to the database, but this right only becomes meaningful when combined with other permissions (such as permissions to access or modify existing data tables).

|  |  |  |
| --- | --- | --- |
|  | Note | CONNECT, RESOURCE, and DBA are the three standard roles in Oracle. The CONNECT role permits users to connect to the database. Users with the RESOURCE role are allowed to create their own tables, procedures, triggers, and other types of database objects, and the DBA role allows for unlimited access. |

To assign Alice the CONNECT and RESOURCE roles, log in using a database administrator account (such as SYSTEM) and execute the following command:

GRANT CONNECT, RESOURCE to Alice;

Note that the RESOURCE role doesn't include the privileges supplied by CONNECT. You can test this by providing Alice only with the RESOURCE role (without CONNECT) and then trying to connect to the database using the Alice account—the database won't let you in!

Be aware that a user who is granted the RESOURCE role obtains many system-level privileges, including UNLIMITED TABLESPACE, which allows the user to consume any amount of space in any tablespace. Don't haphazardly grant the RESOURCE role to any user, and if you do use it, it's a good idea to revoke the UNLIMITED TABLESPACE privilege.

REVOKE has a similar format, except you use FROM instead of TO. Here's an example:

REVOKE RESOURCE FROM Alice;

After revoking the RESOURCE role from Alice, she won't be able to do anything with her account, except log in to the database. Give her the RESOURCE role again so you can do some more tests.

#### Granting and Revoking Object-Level Permissions

To grant object-level permissions, you use the usual syntax:

GRANT <  
privilege type  
> ON <  
resource  
> TO <  
username  
>

The object-level permissions supported by Oracle are as follows:

* ALTER allows the grantee to change the table definition using the ALTER TABLE command.
* DELETE, INSERT, SELECT, and UPDATE are the permissions that apply to data tables and views.
* INDEX allows the grantee to create indexes on the mentioned data table.
* REFERENCES allows a user to insert rows into a table that has a FOREIGN KEY constraint to another table where the user doesn't have SELECT permissions.
* EXECUTE allows the user to run the specified function or stored procedure or to access any program object declared in the specification of a package.

Let's look at a quick example to see how these work. First, connect to Oracle as Alice using a command similar to the following:

CONNECT Alice/complicatedpassword  
@service name  
;

where @service name is sometimes required by Oracle to connect to the database server.

|  |  |  |
| --- | --- | --- |
|  | Caution | Note how you can use the CONNECT command to change the logged-in user; don't confuse the CONNECT command (which changes the current user) with the CONNECT role. |

Second, when logged in as Alice, try to read data from the Student table in the InstantUniversity database. Note that when accessing some other user's objects you need to specify the owner username along with the object name:

|  |  |  |
| --- | --- | --- |
|  | Note | In these examples we assume you created the InstantUniversity database while logged on with the INSTSQL account. If you created it using another account (for example, SYSTEM), please use that account instead. |

SELECT \* FROM INSTSQL.Student;

When executing this command using Alice's account, you'll be told that INSTSQL.Student doesn't exist. This is because Alice doesn't have SELECT permissions on Students.

To grant her access on Student, you need to log in again as the administrator of the InstantUniversity database:

CONNECT INSTSQL/password@service name;

|  |  |  |
| --- | --- | --- |
|  | Note | You could run this command while logged on as SYSTEM, but as a general rule, you should always work with the least privileges necessary to perform a task; because you only need administrative privileges on the InstantUniversity database, you'll use the account that just has privileges for that database. |

When logged in as INSTSQL, execute the following GRANT command, which grants Alice access to SELECT and INSERT data on the Student table:

GRANT SELECT, INSERT ON Student TO Alice;

Now connect again as Alice and perform two operations on the Student table as follows:

INSERT INTO INSTSQL.Student (StudentID, Name)  
VALUES (13, 'George Bush');  
SELECT \* FROM INSTSQL.Student;

The results will show the rows inserted with both the INSTSQL account that you've been using and the row added using the Alice account:

StudentID Name  
  
 ------------------ ----------------------  
 1 John Jones  
 2 Gary Burton  
 3 Emily Scarlett  
 4 Bruce Lee  
 5 Anna Wolff  
 6 Vic Andrews  
 7 Steve Alaska  
  
 8 Julia Picard  
 9 Andrew Foster  
 10 Maria Fernandez  
 11 Mohammed Akbar  
 12 Isabelle Jonsson  
 13 George Bush

Now, try to do an update (while still connected as Alice):

UPDATE INSTSQL.Student  
SET StudentID = 555  
WHERE StudentID = 13;

If you try this, you'll be told you don't have enough privileges. This is true because Alice only has INSERT and SELECT privileges.

You can use GRANT with the WITH GRANT OPTION that gives the user the right to pass along the received privileges to other users. If you wanted Alice to have the rights to give INSERT and SELECT permissions on SomeTable to other users, you need to execute something similar to this:

GRANT SELECT, INSERT ON Student TO Alice WITH GRANT OPTION;

To revoke the INSERT permission on Student from Alice, you use REVOKE:

REVOKE INSERT ON Student FROM Alice;

If you want to revoke the INSERT permission on Student from Alice and from all the other users who received this permission from Alice, you use the CASCADE keyword. This only applies if Alice was provided the permission using WITH GRANT OPTION:

REVOKE INSERT ON Student FROM Alice CASCADE;

### Assigning Roles

In Oracle, in addition to the three system roles mentioned earlier, you can create new roles using the CREATE ROLE command. Oracle even supports associating passwords to roles.

While logged in with the SYSTEM account, create a new role named TestRole:

CREATE ROLE TestRole;

While you're still logged in as SYSTEM, assign it to Alice:

GRANT TestRole TO Alice;

When created, the role doesn't have any privileges. So, log back in as INSTSQL and add the UPDATE privilege on Student to TestRole:

GRANT UPDATE ON Student TO TestRole;

Now log in once again as Alice. While logged in as Alice, try to update Student. Remember that before having the role, this was impossible. Now, the following command executes successfully:

UPDATE INSTSQL.Student  
SET StudentID = 555  
WHERE StudentID = 13;

To remove the granted role from Alice, you use REVOKE while being logged in as SYSTEM:

REVOKE TestRole FROM Alice;

To finally drop the role, do the following:

DROP ROLE TestRole;

Don't forget to delete George Bush from the Student table when you're done.

### Setting Statement-Level Permissions

GRANT and REVOKE also deal with statement-level permissions. With two exceptions, these rights allow the user to create new database objects. The list of statement-level permissions supported by Oracle is very long; please consult the GRANT section (under "System Privileges and Roles") in the Oracle SQL Reference for complete details.

Typical statement-level permissions are CREATE DATABASE, CREATE TABLE, ALTER TABLE, DROP TABLE, and so on. Statement-level permissions also can be granted using WITH GRANT OPTION, in which case the grantee can grant the received privileges to other users.

Note that many of these permissions are included with the RESOURCE role. For example, users having the RESOURCE role have permissions to create their own data tables. However, if you want to be restrictive about the permissions you grant to a user, you'll prefer to grant individual rights instead of assigning the RESOURCE role.

## Working with DB2 Security

DB2 handles user accounts differently from the other database systems. DB2 user accounts are linked to local system users, relying on the authentication protocols of the underlying operating system rather than having self-contained users. To add a new user to DB2, you first need to create a new local system user using the standard tools available as part of the operating system. Once you have a local user account set up, you can then start granting and revoking permissions, which you'll learn about in the following sections.

For this example, let's assume you've created an account for Alice with a password of SimplePassword.

### Granting and Revoking Object-Level Permissions

To grant object-level permissions, you use the usual syntax:

GRANT <  
privilege type  
> ON <  
resource  
> TO <  
username  
>

The object-level permissions supported by DB2 are as follows:

* ALTER allows the grantee to change the table definition using the ALTER TABLE command.
* DELETE, INSERT, SELECT, UPDATE are the permissions that apply to data tables and views.
* INDEX allows the grantee to create indexes on the mentioned data table.
* REFERENCES allows a user to insert rows into a table that has a FOREIGN KEY constraint to another table where the user doesn't have SELECT permissions.
* EXECUTE allows the user to run the specified function or stored procedure or to access any program object declared in the specification of a package.
* CONTROL grants all of the previous permissions to the user and also gives them the ability to grant any of the previous permissions, excluding CONTROL, to other users. The CONTROL permission can only ever be granted by users with database administrator or system administrator status.

So, let's start by granting some permissions to Alice. Open DB2 Command Center and enter the following code:

GRANT CONNECT ON DATABASE TO USER Alice;

So, Alice can now connect to the database. But if you try to connect to the InstantUniversity database as Alice and then view some data, you'll find that permission is denied. So, while you're logged on as the DB2Admin administrator, enter the following command:

GRANT SELECT, INSERT ON Student TO Alice;

Again, you could have specified WITH GRANT OPTION in this statement to allow Alice to grant these permissions to others.

Now, if you log on as Alice, you'll be able to run the following commands:

INSERT INTO DB2Admin.Student (StudentID, Name)  
VALUES (13, 'George Bush');  
  
SELECT StudentID, Name FROM DB2Admin.Student;

However, to be able to delete George Bush from the database, you need to give Alice DELETE privileges. Instead of granting this permission to Alice, let's revoke the INSERT permission on Alice and then experiment with adding her to a group (the equivalent of a role on DB2):

REVOKE INSERT ON Student FROM Alice;

### Working with Groups

Alice is now limited to being able to select data from the table, but because DB2 doesn't have traditional users and roles, to give Alice more permissions more easily, you need to use a mixture of SQL and tools available to the operating system.

If you create a new group account on your system, called MyGroup, you can assign permissions on this group just as you did with Alice:

GRANT CONNECT ON DATABASE TO GROUP MyGroup;  
GRANT SELECT, INSERT, DELETE ON Student TO MyGroup;

Because Alice isn't a member of the group yet, she still can't insert or delete students. However, if you add the Alice user to the MyGroup group on your system, you'll find that Alice now has much more power when it comes to creating and deleting students.

An interesting point to note is that if an individual member of a group has more permissions than the group itself, that user will still be able to perform all the appropriate tasks, even if other members of the group are unable to do so. To test this, create another system user called Joe and make him a member of MyGroup. Joe can now log on and select, insert, and delete students.

Now, log back in as the administrator and run the following commands:

REVOKE DELETE, INSERT On Student FROM MyGroup;  
GRANT UPDATE on Student TO Alice;  
GRANT CONTROL ON Student TO Joe;

Joe can now have much more fun with the Student table, creating, altering, or deleting information as much as he wants. Alice can view and update data, for example:

UPDATE DB2Admin.Student SET Name = 'George W. Bush'  
WHERE StudentID=13;

Any other members in the group are limited to simply viewing data in the table.

To finish, you can revoke all privileges from the users:

REVOKE ALL PRIVILEGES ON Student FROM Alice;

Note that you must first revoke CONTROL from Joe and then revoke all the individual privileges that are added when the CONTROL privilege is added:

REVOKE CONTROL ON Student FROM Joe;  
REVOKE ALL PRIVILEGES ON Student FROM Joe;

Note that, at this point, Alice and Joe can still view data in the Student table because the MyGroup group still has SELECT permission. This final command will prevent both users from viewing data in the Student table:

REVOKE ALL PRIVILEGES ON Student FROM MyGroup;

But note that the users are still able to log on until you revoke the CONNECT permission for the group (which revokes connect permission from Joe because you never explicitly granted him CONNECT permission), then from Alice, who had her own explicit CONNECT permission, which was the first thing you granted:

REVOKE CONNECT ON DATABASE FROM MyGroup;  
REVOKE CONNECT ON DATABASE FROM Alice;

### Setting Statement-Level Permissions

DB2 also has the ability to grant or revoke permissions for creating tables and databases. The full list of grantable permissions is quite lengthy, so you should consult the documentation.

If you want to allow a user to create tables, you could use the following command:

GRANT CREATETAB ON DATABASE TO Alice;

Note that to create a view, all you need is SELECT permission on each of the tables involved in the view.

If you want to make Alice a full administrator of the database, in case she wanted to do a lot of work on manipulating the database, you could make her a full administrator of that database:

GRANT DBADM ON DATABASE TO Alice;

Note that when you enable this permission, all of the other permissions available are added. Removing just this permission won't remove all the other permissions that were added, so you'll need to first remove DBADM and then do a REVOKE ALL PRIVILEGES, as you saw with Joe.

## Working with MySQL Security

MySQL security isn't as involved as SQL Server, Oracle, or DB2 security. MySQL doesn't support roles, and it has a limited range of security options that can be set. You'll take a brief look at them here—please consult the MySQL online documentation for complete and more recent information.

MySQL user rights are stored in a series of security data tables known as grant tables, which are automatically created when MySQL is installed.

|  |  |  |
| --- | --- | --- |
|  | Tip | The grant tables are kept in a database called mysql. When MySQL is installed, the mysql and test tables are created automatically. |

There are a total of six grant tables: user, tables\_priv, columns\_priv, db, func, and host. Each table serves a different purpose and can be manually updated in order to grant user privileges or add and remove users. You should consult the MySQL documentation for a description of each grant table.

It's unlikely that somebody would want to modify these tables by hand. If you don't believe me, here's an INSERT command that adds a new user named Alice@localhost with the password simplepass:

USE mysql  
INSERT INTO user VALUES('localhost','Alice',PASSWORD('simplepass'),'Y','Y',  
 'Y','Y','Y','Y','Y','Y','Y','Y','Y','Y','Y','Y');  
FLUSH PRIVILEGES;

This adds a new user named Alice@localhost to the database system.

|  |  |  |
| --- | --- | --- |
|  | Note | MySQL stores security information for user/host combinations, but the localhost is allowed to be void. To this regard, Alice@localhost will be regarded as a different user than Alice. |

The 'Y' fields in this statement relate to the available privileges, but rather than learn what each one stands for, in just a moment you'll learn how to set the same privileges with a simpler method: using the GRANT command. Before you move on, if you look at this INSERT command, you can clearly see that passwords aren't stored in clear text. Instead, the password is encrypted with the PASSWORD function and stored in an encrypted form. Each time the user attempts to log in, the entered password is encrypted again using the same algorithm, and the result is compared to the value in the database. This way, somebody gaining access to the database (or even database administrators) can't obtain the password by reading the user table (the encryption process used by PASSWORD isn't reversible).

Note that the FLUSH PRIVILEGES command is required after any change to the grant tables because although these are loaded when MySQL starts, they aren't reloaded automatically when security information changes.

Okay, so it's pretty obvious that you won't be adding users by inserting records into the user table. The alternative to this is, as we said before, the GRANT command, which is much simpler. GRANT is primarily used to accord privileges to users, but if the user getting the privileges doesn't exist, the user is automatically created.

|  |  |  |
| --- | --- | --- |
|  | Tip | Unlike SQL Server, Oracle, and DB2, MySQL doesn't ship with a visual administrative interface. However, there are plenty of third-party visual interfaces that allow you to administer MySQL security, for example, the MySQL Control Center, available from <http://www.mysql.com/products/mysqlcc/>. |

The syntax of GRANT is similar to what you've seen with SQL Server or Oracle. One interesting feature is that it also allows you to set the user's password:

GRANT <  
privilege type  
> ON <  
resource  
> TO <  
username  
> [IDENTIFIED BY <  
passwd  
>];

A FLUSH PRIVILEGES call is still required, even when granting privileges using GRANT or revoking privileges with REVOKE. This tells MySQL to read again security information from its data tables.

In order to accord SELECT permissions for all the tables in the InstantUniversity database to Alice@localhost, you would type the following:

GRANT SELECT ON InstantUniversity.\*  
TO Alice@localhost IDENTIFIED BY 'simplepassword';  
FLUSH PRIVILEGES;

MySQL also supports the WITH GRANT option, which allows the grantees to pass along the rights they receive:

GRANT SELECT ON InstantUniversity.\*  
TO Alice@localhost IDENTIFIED BY 'simplepassword' WITH GRANT OPTION;

Note the notation used to express all the tables in the test database: InstantUniversity.\*. You can also grant privileges on all databases and all their tables using the \*.\* wildcard. To grant all possible privileges (including to grant privileges to other users) to Alice@localhost , you use the following command:

GRANT ALL ON \*.\* TO Alice@localhost;

The following command gives INSERT privileges to the Friend table of the Test database:

GRANT INSERT ON InstantUniversity.Student TO Alice@localhost;

To revoke user rights, you use—as you've probably guessed already—the REVOKE command. REVOKE works just like GRANT and has a similar syntax, except you use FROM instead of TO. The following example revokes from Alice@localhost the rights to drop the Friend table in Test database:

REVOKE DROP ON InstantUniversity.Student FROM Alice@localhost;

To revoke from Alice@localhost the rights to drop any objects from InstantUniversity, you use this command:

REVOKE DROP ON InstantUniversity.\* FROM Alice@localhost;

If you want to revoke the rights to drop any database and any object from any database, you use the following command:

REVOKE DROP ON \*.\* FROM Alice@localhost;

Although GRANT can be used to create user accounts, REVOKE doesn't delete user accounts. The only way to remove MySQL accounts is manually delete the user from the user table. Here's an example:

DELETE FROM mysql.user WHERE user='Alice' AND host='localhost';

Notice that you prefixed the user table with the database in which it resides. This is required only if mysql isn't the currently selected database.

Finally, if you want to see which privileges a particular user has in the system, you use the SHOW GRANTS FOR command. Here's an example:

SHOW GRANTS FOR Alice@localhost;

## Summary

Although most of the time security isn't the favorite field of a SQL programmer, it's important to have a basic knowledge of how it works.

In this chapter, you analyzed the basic security options available with SQL Server, Oracle, DB2, MySQL, and Access. You saw how to create, modify, and remove database user accounts and how to set the appropriate level of permissions to them. For more information on securing your database, you should consult an RDBMS-specific book or the appropriate documentation.

# Chapter 12: Working with Database Objects

Overview

In this chapter, you'll learn how to create, alter, and drop databases and other kinds of objects that live inside databases, such as tables, sequences, and so on.

Each of these objects has well-delimited purposes, and you'll examine them one at a time. The topics covered in this chapter include the following:

* How to create and drop entire databases
* How to create and drop data tables
* How to modify existing data tables
* Temporary tables
* Sequences
* Indexes
* Declarative Referential Integrity (DRI) and the FOREIGN KEY constraint

Most databases ship with visual tools that help design tables and relationships between them. MySQL is an exception, but you can download third-party tools at <http://www.mysql.com/downloads/contrib.html>. One of the utilities you can try is MySQL Control Center, available from <http://www.mysql.com/products/mysqlcc>. These programs work by generating SQL for you and executing the SQL against the database without you even seeing it. You might find these tools do the job, but they won't always. It's certainly worthwhile knowing the SQL required to create these yourself.

## Creating and Dropping Databases

Creating and dropping database objects is the first subject you'll examine in this chapter. Databases are complex animals, and each database product has its own way of managing and storing internal data. We'll touch on the most common features and some specific product particularities, but for a closer look at them, you'll need an advanced, specialized book about your database product.

### Creating Databases

SQL Server, Oracle, MySQL, and DB2 enable you to create whole databases using a SQL statement. The following syntax will work on all of these database systems:

CREATE DATABASE MyDatabase;

Each database system provides different options for CREATE DATABASE, which gives you extra control over certain properties of the database. However, for most purposes, you simply need to specify a name, and then the server will make all the other decisions for you.

Having said this, creating a database is a sensitive task that shouldn't be done hastily. The database is a complex object, and when you create a database, you have many options to fine-tune its performance and behavior, depending on for what purpose you'll use it. In most cases, it's much easier to use the tools that ship with the database system because they can do many of the tasks for you.

For example, if you're using Oracle, the easiest way to create a new database is via the Oracle Installer utility (when installing Oracle). When installing Oracle, you have the option to create a new database. The installer creates a create-database script, which can be then used as a starting point for your own scripts. You can typically find the scripts created by the Installer utility in the dbs subdirectory of the Oracle home directory.

If you're using Oracle, be careful because CREATE DATABASE can easily delete an existing database if this isn't used with caution. It's common for Oracle instances to contain only one database (or for a single database to be spread over several instances) and to use schemas rather than databases to group related tables and other objects.

With SQL Server, you can use Enterprise Manager, which offers both a New Database command and a Create Database Wizard. These handy tools allow for the quick creation of databases.

You can create databases in DB2 either with the Control Center application or via SQL commands using Command Center. If you use Command Center, it's not possible to create a new database if you're already connected to an existing database.

Using an open connection to the database server, you connect to an existing database using the USE command for SQL Server and MySQL like this:

USE MyDatabase;

On the other systems, you can reissue a CONNECT command to connect to the new database.

|  |  |  |
| --- | --- | --- |
|  | Note | [Appendix A](#Top_of_LiB0104_html), "Executing SQL Statements," covers the CONNECT command. |

### Dropping Databases

Removing databases in SQL Server, MySQL, and DB2 is equally easy:

DROP DATABASE MyDatabase;

Oracle doesn't support the DROP DATABASE command. If you want to drop a database in Oracle, use CREATE DATABASE, specifying the name of the database you want to delete. You can also use the Oracle Database Assistant to drop databases.

Access doesn't support either of these commands. To create an Access database, use File Ø New in the Access application window. To delete an Access database, just delete the database's .mdb file.

## Creating and Dropping Data Tables

Fortunately, SQL Server, Oracle, DB2, and MySQL have similar ways to create data tables. As for dropping tables, they're identical.

Let's start with the basics....

### Understanding the Basic Syntax

The basic syntax for creating tables is simple:

CREATE TABLE <  
table name  
>  
 (<column name> <column data type> [<column constraints>]);

Deleting database tables is even simpler:

DROP TABLE <  
table name  
>;

Tables being linked by FOREIGN KEY constraints can't be dropped. The constraints need to be dropped before dropping the table. You'll learn more about FOREIGN KEY constraints later in this chapter, but for now it's enough to know they're the means to enforce table relationships. You need to be the owner of the table or have administrative rights in order to be allowed to drop the table.

In MySQL, dropping a table can't be undone. However, if a table is dropped inside a SQL Server, Oracle, or DB2 transaction, the table will be re-created if you roll back the transaction.

Using SQL Server, Oracle, or MySQL, you can also truncate a table instead of dropping it. This means that all the records in the table are deleted (the table itself isn't dropped), but the operation isn't logged in the transaction log. In other words, truncation works just like a fast DELETE that clears the entire table but can't be rolled back.

Because it isn't a logged operation, truncating a table also doesn't fire any triggers that would normally be executed when deleting rows from the table (you'll learn about triggers in the [next chapter](#Top_of_LiB0083_html)). When a table is truncated, the identity values used for auto-increment are also reset to their default values.

With MySQL, TRUNCATE drops the table and re-creates it again, thus deleting all its rows much faster than a DELETE command. Even though the internal procedure might be different for the other databases systems, truncating works just like dropping the table and creating it again.

The syntax of TRUNCATE is simple:

TRUNCATE TABLE <  
table name  
>;

### Creating Simple Tables

If you connect to your favorite database, you can create a table called Friend using this syntax:

CREATE TABLE Friend (Name VARCHAR(50), PhoneNo VARCHAR(15));

By default, there are no constraints defined when a new table is created, and the columns accept NULL values. So, all of the following commands will execute successfully:

INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', '555 2323');  
INSERT INTO Friend (Name) VALUES ('John Doe');  
INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', NULL);

Executing these commands will populate the Friend table as shown in [Table 12-1](#ch12table01).

Table 12-1: The Friend Table

|  |  |
| --- | --- |
| Name | PhoneNo |
| 'John Doe' | '555 2323' |
| 'John Doe' | NULL |
| 'John Doe' | NULL |

The second two INSERT statements are only allowed because NULLs are accepted by default, so NULLs are allowed for PhoneNo. They would also be allowed for Name, so you could have a statement like this:

INSERT INTO Friend (PhoneNo) VALUES ('123 4567');

and end up with a record like that shown in [Table 12-2](#ch12table02).

Table 12-2: The New Record

|  |  |
| --- | --- |
| Name | PhoneNo |
| NULL | '123 4567' |

|  |  |  |
| --- | --- | --- |
|  | Note | If you try a SELECT \* FROM Friend statement, SQL Server Query Analyzer and the MySQL command prompt will display NULL for the second and third entries of the PhoneNo column. The DB2 Command Center displays a dash (-). Oracle SQL\*Plus and Access, on the other hand, will leave the spaces blank, and this might get you thinking that you have empty strings for that column. This is a bit confusing because NULL isn't the same as an empty string—it means something closer to "unknown." |

### Disallowing NULLs

If you don't want to accept NULL values in a column, you should append NOT NULL to the definition. To test this, let's first drop the Friend table:

DROP TABLE Friend;

Now let's re-create the Friend table, but this time you won't allow NULL values for Name or PhoneNo:

CREATE TABLE Friend (Name VARCHAR(50)   
NOT NULL  
,  
 PhoneNo VARCHAR(15)   
NOT NULL  
);

After creating the new table, let's do the little test again:

INSERT INTO Friend (Name, PhoneNo)  
 VALUES ('John Doe', '555 2323');  
INSERT INTO Friend (Name) VALUES ('John Doe');  
INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', NULL);

If you execute these three statements, you'll probably be surprised to find out that your databases behave differently:

The first statement executes just fine on all database systems.

The second statement doesn't specify a value for PhoneNo. SQL Server, DB2, Access, and Oracle generate an error because a value must be specified for NOT NULL columns. MySQL, on the other hand, breaks the rules a little bit (even when running in ANSI mode) and executes the statement by adding an empty string for PhoneNo. In other words, MySQL tries to second-guess what you mean.

The third statement is rejected by all databases because you specifically try to insert NULL for PhoneNo.

### Specifying Default Values

Let's suppose the following: If no phone number is specified when adding new rows, you want the database to add the value 'Unknown phone' for that column. How can you do that? First, once again, drop the Friend table:

DROP TABLE Friend;

Second, re-create it with the following statement:

CREATE TABLE Friend (  
 Name VARCHAR(50) NOT NULL,  
 PhoneNo VARCHAR(15)   
DEFAULT 'Unknown Phone'  
 NOT NULL);

|  |  |  |
| --- | --- | --- |
|  | Tip | With SQL Server, DB2, Access, and MySQL, you can switch the order of the DEFAULT and NOT NULL clauses, but Oracle requires the DEFAULT clause to appear first. |

Now let's test again with your three friends:

INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', '555 2323');  
INSERT INTO Friend (Name) VALUES ('John Doe');  
INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', NULL);

The first statement succeeds, and the specified values are inserted in the table. The second also succeeds, and 'Unknown Phone' is supplied by default for PhoneNo because no value was explicitly provided. The third statement will fail because you tried to insert NULL into a column that doesn't support NULLs.

In SQL Server, Oracle, and DB2, you can use functions or system variables instead of fixed values to provide the default value for a column. The typical example is to use a function or variable that returns the current date and time, such as GETDATE() for SQL Server, CURRENT\_DATE for DB2, or SYSDATE for Oracle. Newer versions of Oracle also support CURRENT\_DATE, which performs the same as SYSDATE. For example:

-- Oracle  
CREATE TABLE LibraryLoans (  
 BookID INT NOT NULL,  
 CustomerID INT NOT NULL,  
 DateBorrowed DATE DEFAULT SYSDATE NOT NULL);  
-- DB2  
CREATE TABLE LibraryLoans (  
 BookID INT NOT NULL,  
 CustomerID INT NOT NULL,  
 DateBorrowed DATE DEFAULT CURRENT\_DATE NOT NULL);  
-- SQL Server  
CREATE TABLE LibraryLoans (  
 BookID INT NOT NULL,  
 CustomerID INT NOT NULL,  
 DateBorrowed DATETIME DEFAULT GETDATE() NOT NULL);

|  |  |  |
| --- | --- | --- |
|  | Tip | You learned about working with dates and times in [Chapter 5](#Top_of_LiB0031_html), "Performing Calculations and Using Functions." |

### Setting the Primary Key

So far, the Friend table has a significant disadvantage: It doesn't have a primary key. As you saw in [Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases," every table in a relational database should have a primary key so that each record can be uniquely identified by the value in one (or a group) of its columns. There are no exceptions to this rule in a relational database.

For the purposes of this exercise, you won't add an additional column (such as FriendID) as the primary key. Instead, you want each friend of yours to have unique names, so set Name as the primary key.

Remember that the primary key is a constraint that applies to table columns. The following command creates the Friend table and associates a PRIMARY KEY constraint named MyPrimaryKey to the Name field (remember to drop the Friend table before re-creating it):

CREATE TABLE Friend (  
 Name VARCHAR(50) NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone' NOT NULL,  
 CONSTRAINT MyPrimaryKey PRIMARY KEY (Name));

|  |  |  |
| --- | --- | --- |
|  | Note | For multi-column primary keys, you just list the constituent columns separated by commas. You'll look at working with multivalued primary keys in [Chapter 14](#Top_of_LiB0089_html), "Case Study: Building a Product Catalog." |

If you aren't interested in supplying a name for the PRIMARY KEY constraint, you can use this syntax:

CREATE TABLE Friend (  
 Name VARCHAR(50) NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone' NOT NULL,  
 PRIMARY KEY (Name));

Also, you can use this shorter form, which has the same effect:

CREATE TABLE Friend (  
 Name VARCHAR(50)   
PRIMARY KEY  
 NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone' NOT NULL);

|  |  |  |
| --- | --- | --- |
|  | Note | Remember that primary key columns aren't allowed to store NULL values. For this reason, SQL Server, Oracle, MySQL, and Access don't require you to include the NOT NULL clause on primary key columns. However, for DB2 you must specify NOT NULL when creating primary key columns. |

To test your newly created table, try to add a NULL for the name and then two identical names:

INSERT INTO Friend (PhoneNo) VALUES ('555 2323');  
INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', '12345678');  
INSERT INTO Friend (Name, PhoneNo) VALUES ('John Doe', '87654321');

The first command fails on SQL Server, DB2, Access, and Oracle because you tried to insert NULL for the name; however, it works with MySQL, which breaks the rules (remember the earlier exercise) and automatically inserts an empty string instead of NULL.

The second statement works just fine, but the last one throws an error because you tried to insert a duplicate value on the primary key column. So, the database takes care of its integrity, just like you expected.

When a PRIMARY KEY constraint is defined, a unique index is automatically created for it. We'll discuss indexes later in this chapter.

### Setting the UNIQUE Constraint

Apart from the primary key, you can have one or more unique columns. In this scenario, this can apply to the PhoneNo column; this, of course, isn't representative enough to be used as a primary key (and anyway you couldn't use it as a primary key because you can have only one primary key in the table, and that primary key is set on the Name column). However, you can mark it as unique to ensure you don't have more than one friend with the same phone number. Maybe this rule wouldn't be very good in a real-world example, but still it's an example of a rule that you can enforce within the database.

|  |  |  |
| --- | --- | --- |
|  | Note | We briefly discussed unique columns in [Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases." |

After dropping the current Friend table, create it like this:

CREATE TABLE Friend (  
 Name VARCHAR(50) PRIMARY KEY NOT NULL,  
 PhoneNo VARCHAR(15)   
UNIQUE  
);

Now duplicate phone numbers will be rejected by the database because they violate the UNIQUE constraint. The UNIQUE constraint works fine when combined with DEFAULT values, but the default value can be added only once.

There's a difference in the way that NULL values are accepted by the different databases on columns having the UNIQUE constraint—a detail that may affect how you use it in real-world scenarios.

Oracle, MySQL, and Access allow you to have as many NULL values as you like in a unique column, as long as the column isn't set with NOT NULL. DB2 doesn't permit NULL values in a unique column at all.

SQL Server, on the other hand, permits only a single NULL value in a unique column. Although in SELECT queries a NULL value doesn't equal another NULL (as you learned in [Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases"), SQL Server regards two NULL values as identical with regard to the UNIQUE constraint.

### Setting CHECK Constraints

CHECK constraints are the most flexible kind of constraints. They allow you to pose a wide range of restrictions on the rows you modify or insert into the database.

|  |  |  |
| --- | --- | --- |
|  | Caution | CHECK constraints aren't yet enforced in MySQL. |

The main points to keep in mind about CHECK constraints are the following:

* The way you define a CHECK constraint is similar to the conditions you place in the WHERE clause, and they're evaluated at the time a new row is added to the table or an existing row is modified.
* CHECK constraints can contain in their definition a logical expression or a number of logical expressions combined with AND or OR, parentheses, and so on; the condition expressed by CHECK must evaluate to true or to false.
* A CHECK constraint can refer only to columns of the row being introduced or modified in a table—other tables can't be referenced in a CHECK constraint.
* You can place multiple CHECK constraints on a single column.
* You can place table-level CHECK constraints that can then be associated with more than one column.
* The CHECK constraint isn't enforced for columns that don't receive a value (in other words, for columns that are NULL).

The following command creates the Friend table with a field named Age and a constraint called AgeConstraint, which prevents the Age column having a value of less than 10 or more than 100:

CREATE TABLE Friend (  
 Name VARCHAR(50) PRIMARY KEY NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone',  
 Age INT,  
 CONSTRAINT CheckAge CHECK (Age BETWEEN 10 and 100));

If you don't want to provide a name for the constraint, you can remove the CONSTRAINT keyword from CREATE TABLE and optionally remove the comma between the column definition and the CHECK keyword:

CREATE TABLE Friend (  
 Name VARCHAR(50) PRIMARY KEY NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone',  
 Age INT CHECK (Age BETWEEN 10 and 100));

The following CREATE TABLE statement specifies an SSN field with a CHECK constraint that ensures proper Social Security number formatting:

CREATE TABLE Friend (  
 Name VARCHAR(50) PRIMARY KEY NOT NULL,  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone',  
 SSN VARCHAR(15) NOT NULL,  
 CHECK (SSN LIKE '[0-9][0-9][0-9]-[0-9][0-9]-[0-9][0-9][0-9][0-9]'));

You can use CHECK constraints with any expression that returns true or false. For example, you can use them to restrict the possible values of a column, with a condition such as CHECK (SEX IN ('Male', 'Female')), or compare the values of two columns such as in CHECK (ShipDate <= OrderDate).

You can use the CHECK constraint with both NULL and NOT NULL columns. However, if you insert NULL for a field that has a CHECK constraint on it, it really means that you're not inserting any value—so the CHECK constraint doesn't do anything in this case.

## Copying Tables

Another useful way to create a new table in a database is to simply copy the structure of an existing table. The way you do this varies from relational database to relational database.

In Oracle, the following statement would create a new table called My\_Friends, which would be an exact copy (with data) of the structure (columns and data types) of the Friend table:

CREATE TABLE My\_Friends AS SELECT \* FROM Friend;

Note, however, that this doesn't copy any constraint definitions (primary keys and so on). This is one of the reasons why it's often recommended that you create only your basic columns and data types using the CREATE TABLE statement and then add all other constraints using the ALTER TABLE command. You can then simply apply your ALTER TABLE scripts to any tables copied in this manner, rather than having to go back through and add all the constraints again manually. If you want to copy only the table structure, with no data, then simply specify a WHERE clause that can never evaluate to true:

CREATE TABLE My\_Friends AS SELECT \* FROM Friend  
WHERE 1=0;

In DB2, the syntax is similar:

CREATE TABLE My\_Friends AS  
 (SELECT \* FROM Friend) DEFINITION ONLY;

Here, you use the DEFINITION ONLY keywords to ensure that you copy only the table structure.

Again, in MySQL, the syntax is similar:

CREATE TABLE My\_Friends SELECT \* FROM Friend  
WHERE 1=0;

You should note that, for some reason, MySQL converts VARCHAR data types to CHAR during this process.

Finally, in SQL Server, you do things somewhat differently:

SELECT \* INTO My\_Friends FROM Friend  
WHERE 1=0;

## Altering Database Tables

Once a data table has been created, you can change it by adding, deleting, or modifying columns, constraints, and so on. The actual syntax for doing this differs slightly from database to database, so we won't cover all the details here.

The ALTER TABLE command, along with its many options, allows you to make structural changes to existing data tables. If you want to add a new column named Address to the Friend table, this query does the trick:

ALTER TABLE Friend ADD Address VARCHAR(50);

|  |  |  |
| --- | --- | --- |
|  | Note | The table must be empty if you want to add NOT NULL columns! |

You can also add more columns with a single ALTER TABLE statement, which looks like this in Oracle and MySQL:

ALTER TABLE Friend ADD (EMail VARCHAR(25), ICQ VARCHAR(15));

For SQL Server and Access, you don't enclose the new columns in parentheses:

ALTER TABLE Friend ADD EMail varchar(25), ICQ varchar(15);

|  |  |  |
| --- | --- | --- |
|  | Note | DB2 doesn't support adding more than one column to a table in a single ALTER TABLE statement. |

If you want to remove the PhoneNo column, use the following:

ALTER TABLE Friend DROP COLUMN PhoneNo;

You can use ALTER TABLE to add or remove not only columns but also primary keys, foreign keys, or other kinds of constraints.

The following code snippet demonstrates how you can drop a UNIQUE constraint and add a primary key to an already existing table. As this example shows, you also provide a name for the PRIMARY KEY constraint:

CREATE TABLE Friend (  
 Name VARCHAR(50) NOT NULL,  
 PhoneNo VARCHAR(15),  
 CONSTRAINT unq\_name UNIQUE(Name));  
  
ALTER TABLE Friend DROP CONSTRAINT unq\_name;  
ALTER TABLE Friend ADD CONSTRAINT PK\_FriendName PRIMARY KEY (Name);

You can only create a PRIMARY KEY constraint on a table if the key column doesn't contain any duplicate or NULL values (and, of course, if there isn't already a primary key on that table).

This will work with SQL Server, Oracle, DB2, and Access. However, the syntax for MySQL is a little different. You can only use the ADD/DROP CONSTRAINT syntax with foreign keys. To add or drop a primary key, you use the syntax ADD/DROP PRIMARY KEY, and to add or drop an index (including a UNIQUE index), you use ADD/DROP INDEX <column\_name >. In both cases, if you're adding an index or primary key, you need to include the key column(s) in parentheses at the end of the statement. So, to drop the UNIQUE constraint and add a primary key in MySQL, you would use this:

ALTER TABLE Friend DROP INDEX Name;  
ALTER TABLE Friend ADD PRIMARY KEY (Name);

|  |  |  |
| --- | --- | --- |
|  | Tip | You can also use ALTER TABLE to change the details of an individual column, such as the data type or whether it can accept NULLs. |

## Creating Temporary Tables

Temporary tables are tables that exist for a limited period of time or are limited to the current session or transaction. They're particularly useful in triggers or stored procedures when you need to quickly create a table for various tasks. For example, you can use temporary tables when you need to compare a set of data with the current data in the database. If you're thinking of using a cursor but could use a temporary table instead, then it's generally a good idea to use a temporary table (because cursors are bad for performance).

Let's quickly look at a simple example. You'll create a temporary table and fill it with the names of all the students and the average mark they scored over all their exams. You'll then query this table to find the students who did particularly well or particularly badly.

### SQL Server

In SQL Server, you create temporary tables just like normal tables except that they have names beginning with # or ##. You use # for local temporary tables (which are visible only to the connection that created them) or ## for global temporary tables (which are visible to all connections).

SQL Server temporary tables are always created in the tempdb system database. If a temporary table isn't dropped explicitly by the connection that created it, it's usually dropped automatically as soon as the connection is closed.

USING TEMPORARY TABLES (SQL SERVER)

|  |
| --- |
| Start example |

Enter and execute the following lines in Query Analyzer:

CREATE TABLE #tmp (StudentName VARCHAR(50), AverageMark INT);  
INSERT INTO #tmp  
 SELECT Student.Name AS StudentName,  
 AVG(Mark) AS AverageMark  
 FROM StudentExam  
 INNER JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
 GROUP BY StudentName;  
  
SELECT StudentName, AverageMark FROM #tmp  
 WHERE AverageMark < 50;  
SELECT StudentName, AverageMark FROM #tmp  
 WHERE AverageMark > 70;

Here you create a temporary table called #tmp and populate it using the INSERT INTO syntax you saw in [Chapter 3](#Top_of_LiB0021_html), "Modifying Data." You then run two queries against this table, exactly as you would against a normal table:

StudentName AverageMark  
  
 --------------- ------------  
 Gary Burton 48  
 StudentName AverageMark  
 --------------- ------------  
 Emily Scarlett 80  
 Maria Fernandez 73  
 Steve Alaska 71

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Oracle

In Oracle, you can create a temporary table using the CREATE GLOBAL TEMPORARY TABLE command instead of the usual CREATE TABLE. When you create a temporary table, you can specify whether the data should be preserved for the current session (by specifying an ON COMMIT PRESERVE ROWS clause) or only for the current transaction (ON COMMIT DELETE ROWS). Oracle doesn't automatically allocate space for temporary tables as it does for normal tables: Space will be dynamically allocated as new rows are inserted.

Although the data in Oracle temporary tables is transitory, the tables themselves aren't—after you've created a temporary table, it will remain available until you drop it (using the normal DROP TABLE command).

USING TEMPORARY TABLES (ORACLE)

|  |
| --- |
| Start example |

Execute the following query in SQL\*Plus:

CREATE GLOBAL TEMPORARY TABLE tmp  
AS  
SELECT Student.Name AS StudentName, AVG(Mark) AS AverageMark  
FROM StudentExam  
 INNER JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
GROUP BY Student.Name;  
  
INSERT INTO tmp  
 SELECT Student.Name AS StudentName, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 INNER JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
 GROUP BY Student.Name;  
  
SELECT StudentName, AverageMark FROM tmp WHERE AverageMark < 50;  
SELECT StudentName, AverageMark FROM tmp WHERE AverageMark > 70;

Again, you create a temporary table called tmp to store the names and average marks of the students. Notice that you don't provide a list of column names and data types to define the table, but you provide a SELECT statement. This statement doesn't, however, fill the table, so you do that using a SELECT INTO statement. You can then query the table to find the students with very good or very poor averages:

StudentName AverageMark  
  
 --------------- ------------  
 Gary Burton 48  
  
 StudentName AverageMark  
 --------------- ------------  
 Emily Scarlett 80  
 Maria Fernandez 73  
 Steve Alaska 71

|  |
| --- |
| End example |

|  |
| --- |
|  |

### DB2

DB2 uses the DECLARE GLOBAL TEMPORARY TABLE statement to create a temporary table. You can define the table using either a standard list of columns, as in SQL Server, or a SELECT statement, as in Oracle.

When you create a temporary table in DB2, you need to tell DB2 where to put the table; to do this, you have to create a tablespace. There are different types of tablespaces in DB2, but to store temporary tables, you need to create a USER TEMPORARY tablespace. This type of tablespace can be accessed by users of the database (as opposed to system tablespaces, which can only be accessed by DB2 itself) and will be destroyed once the connection is closed. Tablespaces can be managed either by the system or by the database itself.

USING TEMPORARY TABLES (DB2)

|  |
| --- |
| Start example |

Execute the following query in Command Center:

CREATE USER TEMPORARY TABLESPACE IUTemp  
 MANAGED BY SYSTEM USING ('C:\IUTemp\_tbsp');  
DECLARE GLOBAL TEMPORARY TABLE tmp (  
 StudentName VARCHAR(50), AverageMark INT) IN IUTemp;  
  
INSERT INTO SESSION.tmp  
 SELECT Student.Name AS StudentName, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 INNER JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
GROUP BY Student.Name;  
  
SELECT StudentName, AverageMark FROM SESSION.tmp WHERE AverageMark < 50;  
SELECT StudentName, AverageMark FROM SESSION.tmp WHERE AverageMark > 70;

Here you create a system-managed USER TEMPORARY tablespace called IUTemp, specifying that the data files will be stored in the C:\IUTemp\_tbsp directory (change this as necessary for your system). This directory doesn't have to exist in advance—DB2 will create it if necessary:

CREATE USER TEMPORARY TABLESPACE IUTemp  
 MANAGED BY SYSTEM USING ('C:\IUTemp\_tbsp');

Once you've created the tablespace, you can create the table itself using the DECLARE GLOBAL TEMPORARY TABLE command. In this case, you specify the column definitions for the table explicitly, rather than using the AS SELECT syntax you saw with Oracle. Notice the IN clause, which tells DB2 which tablespace to create the table in:

DECLARE GLOBAL TEMPORARY TABLE tmp (  
 StudentName VARCHAR(50), AverageMark INT) IN IUTemp;

Once you've created the table, you can populate it with an INSERT INTO...SELECT statement. Notice that the table is by default created in the SESSION schema, not the current user's schema, so you prefix the table name with SESSION (SESSION.tmp). You can then query this table as normal:

StudentName AverageMark  
  
 --------------- ------------  
 Gary Burton 48  
  
 StudentName AverageMark  
 --------------- ------------  
 Emily Scarlett 80  
 Maria Fernandez 73  
 Steve Alaska 71

|  |
| --- |
| End example |

|  |
| --- |
|  |

### MySQL

MySQL has the simplest syntax—you create temporary tables using the CREATE TEMPORARY TABLE statement, which has the same syntax as a normal CREATE TABLE statement. Temporary tables can be particularly useful in MySQL as a way of getting around the lack of support for subqueries.

USING TEMPORARY TABLES (MYSQL)

|  |
| --- |
| Start example |

Execute the following query at the mysql command prompt:

CREATE TEMPORARY TABLE tmp (StudentName VARCHAR(50), AverageMark INT);  
  
INSERT INTO tmp  
 SELECT Student.Name AS StudentName, AVG(Mark) AS AverageMark  
 FROM StudentExam  
 INNER JOIN Student  
 ON StudentExam.StudentID = Student.StudentID  
 GROUP BY Student.Name;  
  
SELECT StudentName, AverageMark FROM tmp WHERE AverageMark < 50;  
SELECT StudentName, AverageMark FROM tmp WHERE AverageMark > 70;

In this example, you just create a temporary table named tmp with the StudentName and AverageMark columns and populate it using the INSERT INTO...SELECT statement. You then run your two queries against the tmp table:

StudentName AverageMark  
  
 --------------- ------------  
 Gary Burton 48  
  
 StudentName AverageMark  
 --------------- ------------  
 Emily Scarlett 80  
 Maria Fernandez 73  
 Steve Alaska 71

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Using Sequences

Sequences are the objects that allow you to simulate autonumbered fields with Oracle. DB2 also support sequences.

A sequence is a database object that, when queried, always returns a new value. By default the sequence has a seed of one and an increment value of one. You can create such a sequence with a simple command like this:

CREATE SEQUENCE FriendIDSeq;

You create a sequence with an initial value of 1,000 like this:

CREATE SEQUENCE FriendIDSeq INCREMENT BY 1 START WITH 1000;

You can drop a sequence, like most database objects, using the DROP command:

DROP SEQUENCE FriendIDSeq;

In order to test the FriendIDSeq sequence, let's re-create the Friend table. This time you have a FriendID integer column as the primary key:

CREATE TABLE Friend (  
 FriendID INT PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

Once the sequence and the new Friend table are in place, insert some new records into Friend like this:

INSERT INTO Friend (FriendID, Name, PhoneNo)  
 VALUES (FriendIDSeq.NextVal, 'Mike', '123');  
INSERT INTO Friend (FriendID, Name, PhoneNo)  
 VALUES (FriendIDSeq.NextVal, 'John', '456');  
INSERT INTO Friend (FriendID, Name, PhoneNo)  
 VALUES (FriendIDSeq.NextVal, 'Cath', '789');

Now the Friend table contains something like this:

FriendID Name PhoneNo  
  
--------- -------------------- ---------------  
1000 Mike 123  
1001 John 456  
1002 Cath 789

If you want to see the last sequence value generated, you can call its CurrVal property. This query displays the last value generated by FriendIDSeq:

SELECT FriendIDSeq.CurrVal FROM DUAL;

|  |  |  |
| --- | --- | --- |
|  | Note | The DUAL table is a special table with one row and one column named DUMMY of type CHAR(1). This table is useful when you want to get quick information not related to any special table but rather from an external source or function, just like you did for querying the current value of the sequence. Another simple example for using DUAL is getting the current system value using SELECT SYSDATE FROM DUAL or calculating mathematical functions such as SELECT POWER (2,5) FROM DUAL. |

Sequences are particularly useful (in conjunction with triggers) for simulating autonumbering in Oracle. You'll look at how to do this in more detail in [Chapter 13](#Top_of_LiB0083_html), "Triggers," where you look at triggers in depth, but let's look at a simple example here of how to do this in the different database systems.

## Using Autonumbered Fields

You saw in [Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases," that database systems provide a way of automatically generating numerical values for columns when you add new records to a table. These auto-generated fields can be (and usually are) used in conjunction with the PRIMARY KEY constraint.

To create such a field, you use the IDENTITY keyword with SQL Server, AUTO\_INCREMENT for MySQL, GENERATED AS IDENTITY for DB2, and AUTOINCREMENT for Access.

To test this feature, you'll add a separate primary key field to the Friend table, named FriendID, of type INT. You want the database to automatically supply values to this column whenever you insert new rows to the table. You'll then insert a new row and retrieve and display the last auto-generated ID inserted.

### SQL Server

In SQL Server, you use the IDENTITY keyword to create an autonumbered column. SQL Server allows you to retrieve the value of the last auto-generated number using the @@IDENTITY variable.

AUTONUMBERED COLUMNS (SQL SERVER)

|  |
| --- |
| Start example |

This statement creates the table with an autonumbered primary key column for SQL Server:

CREATE TABLE Friend (  
 FriendID INT   
IDENTITY  
 PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

With SQL Server, you can optionally specify a seed value (the first value that will be generated), and an increment value (which specifies by how much the auto-generated value increases on each iteration). By default, the seed and the increment are both one, but they can be specified as parameters of IDENTITY if you want to use other values. This is how you'd create the Friend table using a seed of 1,000 and an increment of one:

CREATE TABLE Friend (  
 FriendID INT   
IDENTITY (1000, 1)  
 PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

|  |  |  |
| --- | --- | --- |
|  | Note | SQL Server doesn't allow you to supply values for IDENTITY columns manually—once you set a field as IDENTITY, you must let the database supply its values. |

Now insert a new row into Friend using this statement:

INSERT INTO Friend (Name, PhoneNo) VALUES ('Mike', '123');

This inserts a new row into the Friend table with a FriendID value equal to the identity seed value. In SQL Server, you can retrieve this value by reading the @@IDENTITY variable:

PRINT @@IDENTITY;

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Oracle

As we've mentioned, you need to use triggers in Oracle to perform this. You'll look at this Oracle example in more detail in [Chapter 13](#Top_of_LiB0083_html), "Triggers," but we'll present the basic code here for reference.

A trigger is essentially a stored procedure that executes automatically whenever a particular operation is requested, such as the insertion of a new row into the database. You can set up a sequence, use a trigger to retrieve the next value from the sequence whenever a new row is inserted into the Friend table, and use this value as the auto-generated number.

AUTONUMBERED COLUMNS (ORACLE)

|  |
| --- |
| Start example |

First, create the Friend table as normal:

CREATE TABLE Friend (  
 FriendID INT PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

Second, create the sequence and the trigger:

CREATE SEQUENCE SEQ;  
  
CREATE OR REPLACE TRIGGER AUTONUMBER  
BEFORE INSERT ON Friend  
  
FOR EACH ROW  
BEGIN  
 SELECT SEQ.NEXTVAL  
 INTO :NEW.FriendID FROM DUAL;  
END;  
/

You can now insert a new row. You don't need to specify the FriendID value because this will be supplied by the trigger before the row is inserted into the table. If you do supply a value for it, the supplied value will be overridden by the auto-generated value and simply ignored:

INSERT INTO Friend (Name, PhoneNo) VALUES ('Mike', '123');

You can now retrieve the new value by checking the current value of the sequence:

SELECT SEQ.CURRVAL FROM DUAL;

You use the WHERE clause so that you only have one row returned, not one row for every row in the table. The output from this query is as follows:

CURRVAL  
  
 --------  
 1

|  |
| --- |
| End example |

|  |
| --- |
|  |

### DB2

In DB2, you can create autonumbered columns by specifying a GENERATED ALWAYS AS IDENTITY clause. If you do this, the database will always supply an automatically generated value for the identity column and throw an error if you attempt to provide another value manually. You can also use GENERATED BY DEFAULT AS IDENTITY, in which case you're allowed to supply your own values.

AUTONUMBERED COLUMNS (DB2)

|  |
| --- |
| Start example |

The DB2 command to create the table is as follows:

CREATE TABLE Friend (  
 FriendID INT   
GENERATED ALWAYS AS IDENTITY  
 PRIMARY KEY,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

Next, insert a new row into the table:

INSERT INTO Friend (Name, PhoneNo) VALUES ('Mike', '123');

This inserts a new row into the Friend table with a FriendID value of one. You can now retrieve the value using this query:

SELECT FriendID FROM Friend  
WHERE FriendID = IDENTITY\_VAL\_LOCAL();

You do it this way to ensure that only one row is returned (if you said SELECT IDENTITY\_VAL\_LOCAL() FROM Friend, then one row would be returned for every row in the Friend table).

The output of this query is as follows:

FriendID  
  
 ---------  
 1

|  |
| --- |
| End example |

|  |
| --- |
|  |

### MySQL

With MySQL, you use the AUTO\_INCREMENT keyword to create an autonumbered field. MySQL is more permissive than SQL Server, and it allows you to provide your own values for the AUTO\_INCREMENT field if you want.

AUTONUMBERED COLUMNS (MYSQL)

|  |
| --- |
| Start example |

This MySQL statement creates the table:

CREATE TABLE Friend (  
 FriendID INT   
AUTO\_INCREMENT  
 PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

Next, insert a new row into the table:

INSERT INTO Friend (Name, PhoneNo) VALUES ('Mike', '123');

You can now display the value of the auto-generated ID field using this query:

SELECT LAST\_INSERT\_ID();

The output from this is as follows:

last\_insert\_id()  
  
 ----------------  
 1

|  |
| --- |
| End example |

|  |
| --- |
|  |

### Access

With Access, you use the AUTOINCREMENT keyword to create an autonumbered column.

|  |  |  |
| --- | --- | --- |
|  | Tip | With Access, AUTOINCREMENT is actually a separate data type rather than a column parameter. As such, when using AUTOINCREMENT you're not allowed to specify yet another data type (such as INT) as you did in the previous examples. |

AUTONUMBERED COLUMNS (ACCESS)

|  |
| --- |
| Start example |

This statement creates the table with an autonumbered primary key column for Access:

CREATE TABLE Friend (  
 FriendID AUTOINCREMENT PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

Optionally, you can specify as AUTOINCREMENT parameters a seed value (the first value that will be generated) and an increment value (which specifies by how much the auto-generated value increases on each iteration). By default, the seed and the increment are both one. This is how you'd create the Friend table using a seed of 1,000 and an increment of one:

CREATE TABLE Friend (  
 FriendID AUTOINCREMENT (1000, 1) PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

|  |  |  |
| --- | --- | --- |
|  | Note | Access doesn't allow you to manually supply values for AUTOINCREMENT fields. |

|  |
| --- |
| End example |

|  |
| --- |
|  |

## Using Indexes

Indexes are database objects designed to increase the overall speed of database operations by creating internal "lookup" tables to allow for very quick searches. They work on the presumption that the vast majority of database operations are read and search operations. Having an index in a table is likely to improve SELECT operations on that table, but it could slow down DELETE, UPDATE, and INSERT operations. In most cases, the gains of having an index on a frequently accessed column will considerably outweigh the drawbacks.

You can create one or more indexes on a particular table, each index working on one column or on a set of columns. When a table is indexed on a specific column, its rows are either indexed or physically arranged based on the values of that column and of the type of index. This allows the database to find information quickly if you perform a search based on the indexed columns. For example, if you have a long friends list in the Friend table, having an index on the Name column would significantly improve searches based on the name. This happens because instead of performing a full-table scan, the index is used to quickly find the requested record.

Indexes can slow down INSERT, UPDATE, and DELETE operations because the internal index structures need to be updated (or the table rows rearranged) each time such an operation occurs. For this reason, having too many indexes can slow down the general performance of the database and therefore should applied carefully.

The general rule of thumb is to set indexes on columns that are frequently used in WHERE or ORDER BY clauses, that are used in table joins, or that have foreign key relationships with other tables. However, especially for big databases, a carefully designed performance-testing plan can reveal the best combination of indexes for your database.

Also, from a performance standpoint, it's worth placing indexes on columns that aren't going to have much duplicated data (they're said to have high selectivity) and on columns for which the SELECT statements are likely to be highly restrictive—for example, when you're searching for a particular row rather than reading half of the table (in which case having an index may actually slow down the query).

Indexes can be unique or non-unique. Unique indexes don't permit repeating values on the indexed columns.

|  |  |  |
| --- | --- | --- |
|  | Note | Unique indexes are always created for columns that have PRIMARY KEY or UNIQUE constraints set. |

Indexes that are automatically created as a result of setting a constraint (PRIMARY KEY or UNIQUE) are removed when the constraint is removed, and they can't be removed separately. They're tied to the constraint that created them.

### Creating Indexes

Let's consider the Friend table once again:

CREATE TABLE Friend (  
 FriendID INT PRIMARY KEY NOT NULL,  
 Name VARCHAR(50),  
 PhoneNo VARCHAR(15) DEFAULT 'Unknown Phone');

If you're planning to do frequent searches on this table based on the name (such as, What is John's phone number?), placing an index on the Name column will improve the performance of your queries.

The command to create a non-unique index on Name is as follows:

CREATE INDEX NameIndex ON Friend (Name);

For unique indexes, you add the UNIQUE keyword:

CREATE UNIQUE INDEX NameIndex ON Friend (Name);

Make sure Friend is empty and execute the following INSERT statements:

INSERT INTO Friend (FriendID, Name, PhoneNo) VALUES (1,'Mike','1234567');  
INSERT INTO Friend (FriendID, Name, PhoneNo) VALUES (2,'Mike','3333333');  
INSERT INTO Friend (FriendID, Name, PhoneNo) VALUES (3,'Cath','7654321');

If you created a UNIQUE index, the second INSERT will be rejected because it duplicates an existing name.

Having an index on Name will now make queries such as the following much faster (supposing, of course, that the Friend table is filled with far more records than you inserted here):

SELECT FriendID, Name FROM Friend WHERE Name='Cath';

The same happens for queries returning multiple rows:

SELECT FriendID, Name FROM Friend WHERE Name LIKE 'M%';

However, there's one catch: Text columns are indexed from left to right. For this reason, queries such as the previous one use the index you created on Name. However, the index isn't used when you're searching for substrings that don't occur at the start of the string (that is, the first character of the search string is a wildcard, as in the following query). In such situations, a normal, full-table scan is performed to find the requested rows:

SELECT FriendID, Name FROM Friend WHERE Name LIKE '%ike';

### Dropping Indexes

The SQL command to drop indexes is DROP INDEX. However, its exact syntax depends on the database vendor.

With SQL Server, you need to prefix the index name with the table name:

DROP INDEX Friend.PhoneNoIndex;

With Oracle and DB2, you just need to specify the index name:

DROP INDEX PhoneNoIndex;

With MySQL, you also need to specify both the table name and index name but use a different syntax:

DROP INDEX PhoneNoIndex ON Friend;

## Understanding Declarative Referential Integrity and the FOREIGN KEY Constraint

You learned in [Chapter 1](#Top_of_LiB0009_html), "Understanding SQL and Relational Databases," about the relationships that can exist between data tables; Declarative Referential Integrity (DRI) is what makes sure that the rules aren't broken.

You saw that both one-to-many and many-to-many relationships are physically implemented as one-to-many relationships (a many-to-many relationship is composed of two one-to-many relationships). By "declaring" these relationships to the database, you ensure the database will take care of itself and enforce those rules.

You can enforce a one-to-many relationship in the database through foreign keys, which tie the referencing table to the referenced table. To test foreign keys, you'll add something to the Friend scenario: You'll assume that each friend can have any number of phone numbers, thus creating a simple one-to-many scenario.

To implement this, you'll need to store the phone numbers in a separate table named Phone. Phone will have three columns: an ID column named PhoneID, which will be the primary key; a FriendID column, which links to the friend that has the phone number; and a PhoneNo column, which contains the actual phone number. [Figure 12-1](#ch12fig01) shows the relationship between Phone and Friend.
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 Figure 12-1: The relationship between Phone and Friend

The referential integrity in this case is between the FriendID column in the Phone table and the FriendID column in the Friend table. This ensures that each record in the Phone table belongs to a real record of the Friend table.

The arrow in [Figure 12-1](#ch12fig01) shows the nature of the relationship that happens between Friend and Phone. It points to the one table of the one-to-many relationship, which is the table whose primary key field is being referenced.

|  |  |  |
| --- | --- | --- |
|  | Note | The two columns you're connecting with the FOREIGN KEY constraint must be of the same (or at least similar) data type. |

The FOREIGN KEY constraint applies on the column in the referencing table— in this case, the FriendID field in Phone. So, let's build the two data tables.

|  |  |  |
| --- | --- | --- |
|  | Tip | The basic syntax of specifying FOREIGN KEY constraints is the same for all databases. However, with MySQL there are a couple of tricks you need to know first. |

If you're using SQL Server, Oracle, DB2, or Access, create Friend and Phone like this:

CREATE TABLE Friend (FriendID INT PRIMARY KEY NOT NULL,  
 Name VARCHAR(50));  
  
CREATE TABLE Phone (  
 PhoneID INT PRIMARY KEY NOT NULL,  
 FriendID INT,  
 PhoneNo VARCHAR(20),  
 CONSTRAINT FID\_FK FOREIGN KEY(FriendID)  
 REFERENCES Friend(FriendID));

Let's examine how you create the constraint in Phone. First, you use the CONSTRAINT keyword to supply a name for the new constraint. FOREIGN KEY(FriendID) specifies that you're placing a FOREIGN KEY constraint on the FriendID column in the current table (Phone). You then use the REFERENCES keyword to specify the column that the foreign key points to: In this case, you're referencing Friend(FriendID), which means the FriendID column in the Friend table.

This command creates a FOREIGN KEY constraint named FID\_FK, which enforces the one-to-many relationship between Friend and Phone. As usual, if you're not interested in providing a name for the constraint, you can let the database take care of this by not supplying the CONSTRAINT keyword:

CREATE TABLE Phone  
 (PhoneID INT PRIMARY KEY NOT NULL,  
 FriendID INT,  
 PhoneNo VARCHAR(20),  
 FOREIGN KEY(FriendID) REFERENCES Friend(FriendID));

Because SQL is flexible, each database usually supports even more ways to create a FOREIGN KEY constraint. For example, if you're using SQL Server, here's a faster way to create Phone:

CREATE TABLE Phone (  
 PhoneID INT PRIMARY KEY NOT NULL,  
 FriendID INT FOREIGN KEY REFERENCES Friend(FriendID),  
 PhoneNo VARCHAR(20));

MySQL supports foreign keys only with the InnoDB table type—it's not the first time you've encountered this table type because it's the most advanced table type supported by MySQL (as you saw in [Chapter 10](#Top_of_LiB0056_html), "Transactions," it's the only one that fully supports the ACID transaction properties).

Both the referencing and referenced tables must be InnoDB tables, so don't forget to add TYPE=InnoDB at the end of the CREATE TABLE statement; otherwise, MySQL will simply ignore any FOREIGN KEY constraint you may define.

InnoDB tables also require you to create an index on the column being used as a foreign key. Here's how you create the Phone table with MySQL:

CREATE TABLE Phone (  
 PhoneID INT PRIMARY KEY NOT NULL,  
 FriendID INT,  
 PhoneNo VARCHAR(20),  
 FOREIGN KEY(FriendID) REFERENCES Friend(FriendID),  
 INDEX idx1(FriendID))  
TYPE=InnoDB;

You can test the relationship by executing the following commands:

INSERT INTO Friend (FriendID, Name) VALUES (1, 'Helen');  
INSERT INTO Friend (FriendID, Name) VALUES (2, 'Susan');  
INSERT INTO Phone (PhoneID, FriendID, PhoneNo)  
 VALUES (1, 1, '555-HELEN');  
INSERT INTO Phone (PhoneID, FriendID, PhoneNo)  
 VALUES (2, 1, '555-HL-WORK');  
INSERT INTO Phone (PhoneID, FriendID, PhoneNo)  
 VALUES (3, 2, '555-SUZY-Q');  
INSERT INTO Phone (PhoneID, FriendID, PhoneNo)  
 VALUES (5, 9, '0982734833');

The last command will generate an error because you tried to add a phone number for a friend that doesn't exist (a friend with an ID of 9). Because the phone numbers are stored in a separate table, you need to do a table join in order to get a list with your friends and their phone numbers (you learned about table joins in [Chapter 7](#Top_of_LiB0039_html), "Querying Multiple Tables"):

SELECT Friend.FriendID, Friend.Name, Phone.PhoneNo  
FROM Friend  
 INNER JOIN Phone  
 ON Friend.FriendID = Phone.FriendID  
ORDER BY Friend.Name;

The results are as follows:

Name PhoneNo  
  
 -------------------- --------------------  
 Helen 555-HELEN  
 Helen 555-HELEN-WORK  
 Susan 555-SUZY-Q

|  |  |  |
| --- | --- | --- |
|  | Caution | As you might expect, you can't drop a table if it's being referenced from another table. |

## Using Database Schemas

Schemas allow you to create tables and to view and grant permissions for objects in a single transaction. Schemas are supported by SQL Server, Oracle, and DB2, and they're created with the CREATE SCHEMA command, which looks like this:

CREATE SCHEMA AUTHORIZATION <  
schema owner  
>  
<  
schema body  
>

The schema body can contain CREATE TABLE, CREATE VIEW, and GRANT statements. If all statements in the body execute successfully, the transaction is committed. Otherwise, the changes are rolled back.

The individual statements inside the schema body aren't separated by delimiters, such as semicolons. Here's a typical CREATE SCHEMA statement, which creates two data tables for the user Chris and grants access to them to the user Mike:

CREATE SCHEMA AUTHORIZATION Chris  
CREATE TABLE Friend (  
 FriendID INT PRIMARY KEY NOT NULL, Name VARCHAR(50))  
CREATE VIEW FriendsNames AS SELECT Name FROM Friend  
GRANT SELECT ON FriendsNames TO Alice;

Within a schema, the created objects don't have to appear in logical order. To ensure this is true, drop the Friend table and the FriendsNames view and reverse the order of the statements inside the schema body:

CREATE SCHEMA AUTHORIZATION System  
GRANT SELECT ON FriendsNames TO Alice  
CREATE VIEW FriendsNames AS SELECT Name FROM Friend  
CREATE TABLE Friend (  
 FriendID INT PRIMARY KEY NOT NULL, Name VARCHAR(50));

This executes correctly, even though these statements would have generated errors if executed from within a trigger or a stored procedure; you grant access on a view that wasn't created yet, and you create the view "before" creating the table.

## Summary

Whew—you've covered a lot of ground in this chapter! Databases are, indeed, complex objects with a life of their own and with rules and problems of their own.

The chapter started by showing how to create and drop databases. Then it continued by providing a closer look at how to create the most important database object—the data table. Data tables are smart objects, too—they know how to take care of their own integrity and know how to relate to other tables using foreign keys.

You also learned about other common objects that live inside a database: indexes, temporary tables, and sequences.

Chapter 13: Triggers

Overview

Triggers are one of the more complex mechanisms available to you for enforcing business rules, data integrity, and consistency inside a database. A trigger is a special kind of stored procedure that's associated with a particular table, and it automatically executes when data in the table is modified.

Using triggers, you can automate the execution of SQL code by having it react to certain events that happen to database tables. In this chapter, you'll learn about the following:

* Understanding what triggers are and how they work
* Logging table activity using AFTER triggers
* Creating triggers that respond to inputting, updating, and deleting data in a table

Because only SQL Server, Oracle, and DB2 support triggers, we won't cover MySQL or Access in this chapter. However, each database platform implements triggers slightly differently, so you'll see the code for creating and working with triggers in three Relational Database Management System (RDBMS)-specific sections.

## What are Triggers?

Triggers are essentially the event handlers of the database. When creating a trigger, you need to specify some important pieces of information.

Triggers are associated with data tables and are executed by reacting automatically to events. When creating a trigger, it's a basic requirement that you associate it with a table and specify the event or events on which it should fire. Do you want the trigger to execute when new rows are added to the table or when rows are deleted or updated? You're allowed to specify any of these actions (INSERT, DELETE, UPDATE) or any combination of them.

|  |  |  |
| --- | --- | --- |
|  | Tip | There are scenarios when triggers aren't called, even though it may seem like they should be. For example, a DELETE trigger isn't called if the table records are deleted using a TRUNCATE TABLE command. TRUNCATE TABLE is an unlogged operation; it doesn't fire any triggers and can't be rolled back by transactions. |

Another decision you need to make is when exactly the trigger should fire. Because triggers are executed by events, they can be instructed to execute before or after those events occur. You can also create a trigger that executes instead of the event that fired it.

The final important part of a trigger is the code itself—the SQL procedure that executes when the trigger is fired.

Note that although a trigger is similar to a stored procedure in that it's made up of SQL statements, it can't take any input values or return any values—this makes sense because the trigger is called automatically by the database.

Inside the trigger code, each database has its own ways of telling you why the trigger was raised and which rows are about to be modified, updated, or deleted. In this chapter, you'll examine these details separately for each database.

You can create more than one trigger on a single data table. The actions that happen in a trigger can fire other triggers (in which case they're said to be nested triggers), and a trigger can even call itself recursively.

### A Variety of Triggers

Based on the number of times a trigger executes when an event that affects multiple rows happens, triggers are categorized in statement-level triggers and row-level triggers:

* Statement-level triggers: A statement-level trigger executes only once, even if the INSERT, UPDATE, or DELETE statement that fired the trigger affects multiple rows.
* Row-level triggers: These triggers fire for each row affected by an INSERT, UPDATE, or DELETE statement. If an UPDATE affects 100 rows, the trigger will be executed 100 times, once for each row.

You can set both statement-level triggers and row-level triggers to execute before, after, or instead of the command that triggered them. Based on the time when the trigger executes relative to the event that fired it, there are three kinds of triggers:

BEFORE and AFTER triggers: Because triggers are executed by events, they can be set to fire before or after those events happen. It's important to keep in mind that BEFORE triggers fire before any existing constraints are checked; AFTER triggers only fire after the new rows have actually been modified (which implies that the command has passed the referential integrity constraints defined for the table). For this reason, AFTER triggers are often used in auditing applications (you'll see simple examples in action later in this chapter).

INSTEAD OF triggers: These are used when you want to replace the action intended by the user with some other actions—so the code defined in the trigger is executed in place of the statement that was actually issued. This is particularly useful for triggers that are associated with views. When a complex view is updated, you're likely to want its underlying data tables to be updated.

Some databases also support triggers that act on other events, such as table creation or modification, a user login or log out, database startup or shutdown, and so on. Please consult the documentation for your database to find out what it has in store for you in this area.

This chapter discusses each type of trigger, but focuses on the code examples on AFTER triggers because these are probably the most commonly used in day-to-day SQL programming.

### Creating Triggers

The SQL-99 command for creating triggers is CREATE TRIGGER. You drop triggers via the DROP TRIGGER command. The SQL-99 syntax for creating triggers looks pretty ugly, and it isn't implemented as such by any database software. However, here it is for reference:

CREATE TRIGGER   
trigger\_name  
  
 { BEFORE | AFTER }  
 {[DELETE] | [INSERT} | [UPDATE]  
 [OF column [,...n]} ON   
table\_name  
  
 [REFERENCING {OLD [ROW] [AS]   
old\_name  
 | NEW [ROW] [AS]   
new\_name  
  
 OLD TABLE [AS]   
old\_name  
 | NEW TABLE [AS]   
new\_name  
}]  
 [FOR EACH { ROW | STATEMENT }]  
 [WHEN (conditions)]  
<<  
SQL code block  
>>

It looks rather complex, but as you work through some examples, things will become clearer.

The syntax for dropping a trigger is the same for all platforms:

DROP TRIGGER   
trigger\_name  
;

### Using Triggers

Triggers are complex beasts, with applications in programming, administration, security, and so on. Typical uses for triggers include the following:

* Supplementing Declarative Referential Integrity (DRI): You know DRI is done using foreign keys. However, there are times when the foreign key isn't powerful enough because there are complex kinds of table relationships it can't deal with (such as the ones that spread across more databases or database servers).
* Enforcing complex business rules: When data is being modified in a table, you can use a trigger to make sure that no complex business rules or data integrity rules are broken.
* Creating audit trails: In these examples, you'll see how to log all the operations that take place on a data table.
* Simulating functionality: They can simulate the functionality of CHECK constraints but across tables, databases, or database servers.
* Substituting statements: You can substitute your own statements instead of the action that was intended by the user. This is particularly useful when the user tries to insert data in a view, and you intercept this and update the underlying tables instead.

Yes, triggers are a powerful and versatile feature you can use to control many aspects of your database operation. However, this control comes at the expense of database processing power. Triggers definitely have their place but should not be used where simple constraints, such as foreign keys for referential integrity, will suffice.

In this chapter, you'll implement a simple auditing example using AFTER triggers. This example will use statement-level triggers for SQL Server and row-level triggers for Oracle and DB2.

In the examples, you'll use a simple version of the Friend table. You'll see how to log changes that happen to it using a second table, FriendAudit. For now, remove your existing Friend table and re-create it like this:

CREATE TABLE Friend (Name VARCHAR(50) PRIMARY KEY NOT NULL,  
 PhoneNo VARCHAR(15));

|  |  |  |
| --- | --- | --- |
|  | Caution | Remember that if you need to drop Friend and it's being referenced from the Phone table you created earlier through a FOREIGN KEY constraint, you need to drop the Phone table first or remove the FOREIGN KEY constraint in Phone. |

You'll create a FriendAudit table separately for each database with which you'll work. [Figure 13-1](#ch13fig01) shows its structure.
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 Figure 13-1: The FriendAudit table

The FriendAuditID primary key uniquely identifies each record.

The Operation field will contain "Update", "Insert", or "Delete", depending on the operation you're logging. The other fields will contain details about the specific operation.

For INSERT operations, you'll populate the NewName and NewPhone fields, and OldName and OldPhone will contain NULLs. For DELETE operations, you'll populate the OldName and OldPhone, and NewName and NewPhone will contain NULLs. On UPDATE operations, all fields will be populated, specifying both the old friend values and the new updated ones.

## Working with SQL Server Triggers

SQL Server supports only statement-level triggers. It doesn't support row-level triggers. This means that if you issue a DELETE command that deletes 10 rows, the trigger will fire once for the entire statement—not 10 times, once for each deleted row.

SQL Server doesn't support BEFORE triggers, but it supports AFTER (also named FOR) triggers and, starting with SQL Server 2000, INSTEAD OF triggers.

The important difference between AFTER (FOR) triggers and INSTEAD OF triggers is that AFTER triggers are called after any existing constraints have been checked. INSTEAD OF triggers are called immediately, even if the rows being inserted or updated wouldn't pass existing constraints.

Working with SQL Server triggers implies working with two special data tables: Inserted and Deleted. These tables exist only inside the trigger, and they're the means by which SQL Server tells you what happened and why the trigger was called.

When the trigger fires because of an INSERT statement, the row or rows that were inserted (or were going to be inserted, in case of an INSTEAD OF trigger) are saved in the Inserted table. Similarly, when deleted, they're available through the Deleted table. UPDATE operations are regarded as a pair of DELETE and INSERT operations—the old values are saved to Deleted, and the new ones to Inserted.

|  |  |  |
| --- | --- | --- |
|  | Tip | Inserted and Deleted have the same structure as the table on which the trigger is created. |

Let's now start playing with some triggers using the scenario introduced earlier.

### Logging Table Activity using AFTER Triggers

Let's first create the FriendAudit table that will record the log data:

CREATE TABLE FriendAudit  
(FriendAuditID INT IDENTITY PRIMARY KEY NOT NULL,  
 Operation VARCHAR(10),  
 RecordedOn DateTime DEFAULT GETDATE(),  
 OldName VARCHAR(50),  
 NewName VARCHAR(50),  
 OldPhone VARCHAR(15),  
 NewPhone VARCHAR(15));

In this code, you supplied a default value of GETDATE() for the RecordedOn field; so whenever you add new values to FriendAudit without specifying a value for RecordedOn, the current date and time will be automatically supplied.

#### Logging INSERT Operations

Let's start by logging only the INSERT operations that happen to your table. Create LogFriendTrigger like this:

CREATE TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT  
  
AS  
DECLARE @NewName VARCHAR(50)  
DECLARE @NewPhone VARCHAR(15)  
  
SELECT @NewName=Name FROM Inserted  
SELECT @NewPhone=PhoneNo FROM Inserted  
  
INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
VALUES ('Insert',@NewName,@NewPhone);

Let's test the new trigger by inserting some values to Friend:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry')  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');

Now let's see what happened to FriendAudit:

SELECT \* FROM FriendAudit;

[Figure 13-2](#ch13fig02) shows the results.
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 Figure 13-2: The FriendAudit table

The trigger can be improved (you'll see in a minute why and how), but it works well on most occasions. When creating the trigger, you needed to specify its name, the table it protects, and the action on which it fires:

CREATE TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT

Then the game begins. The body of LogFriendTrigger reads Name and PhoneNo from Inserted (remember that Inserted has the same structure as Friend) and saves them to FriendAudit by using two variables named @NewName and @NewPhone:

AS  
DECLARE @NewName VARCHAR(50)  
DECLARE @NewPhone VARCHAR(15)  
  
SELECT @NewName=Name FROM Inserted  
SELECT @NewPhone=PhoneNo FROM Inserted  
  
INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
VALUES ('Insert',@NewName,@NewPhone)

The problem with this implementation is that if more rows are inserted using a single SQL statement (say, with INSERT INTO...SELECT), the trigger fires only once, and only one record is added to FriendAudit. In the following exercise, you'll see how to deal with this scenario.

#### Logging DELETE Operations

Here, not only will you improve your trigger to log DELETE operations, but you'll also improve the way it handles INSERT operations.

For situations when you want to change an existing trigger, instead of dropping and re-creating it, SQL Server provides you with the ALTER TRIGGER command. Execute the following command:

ALTER TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT, DELETE  
AS  
  
IF EXISTS (SELECT 1 FROM Inserted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 SELECT 'Insert', Inserted.Name, Inserted.PhoneNo  
 FROM Inserted  
 END  
  
ELSE IF EXISTS (SELECT 1 FROM Deleted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone)  
 SELECT 'Delete', Deleted.Name, Deleted.PhoneNo  
 FROM Deleted  
 END;

To test the new trigger, just delete the rows you inserted previously:

DELETE FROM Friend;

Note that this DELETE statement affects more rows—so using a logging similar to the one used in the first trigger (for INSERT operations) would have only logged a single item, not all the deleted rows. Now if you read the FriendAudit table, you see something like [Figure 13-3](#ch13fig03).
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 Figure 13-3: The FriendAudit table

In the new trigger, first you see the new FOR DELETE clause in its definition:

ALTER TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT, DELETE  
AS

Second, using IF clauses, you check if the trigger has been called because a row was inserted or deleted. This detail is important because you need to know from which table to gather the information to save in FriendAudit—from Inserted or from Deleted?

You do this by first verifying if there are any rows in the Inserted table:

IF EXISTS (SELECT 1 FROM Inserted)

If there are any rows in Inserted, you copy them into FriendAudit with INSERT INTO combined with a SELECT clause. (Remember that you learned about this construct in [Chapter 3](#Top_of_LiB0021_html), "Modifying Data.") For example:

IF EXISTS (SELECT 1 FROM Inserted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 SELECT 'Insert', Inserted.Name, Inserted.PhoneNo  
 FROM Inserted  
 END

This method has the advantage that it works even when multiple rows have been added to Friend in a single SQL statement.

You then do the same test for Deleted although this time it's not really necessary. Because this is a FOR INSERT, DELETE trigger, if no rows have been inserted, you can be sure it was a DELETE operation that executed the trigger. You use the same technique to extract rows from the Deleted table and append them to FriendAudit:

ELSE IF EXISTS (SELECT 1 FROM Deleted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone)  
 SELECT 'Delete', Deleted.Name, Deleted.PhoneNo  
 FROM Deleted  
 END

#### Logging UPDATE Operations

When a trigger is fired after an UPDATE operation, both Inserted and Deleted tables are populated. The following example shows the new trigger, which logs INSERT, DELETE, and UPDATE operations to FriendAudit. It also displays a message specifying what kind of operation was logged.

Enter the following code to amend the trigger:

ALTER TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT, DELETE, UPDATE  
AS  
  
IF EXISTS (SELECT 1 FROM Inserted) AND EXISTS (SELECT 1 FROM DELETED)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 SELECT 'Update', d.Name, d.PhoneNo, i.Name, i.PhoneNo  
 FROM Deleted d JOIN Inserted i  
 ON d.Name = i.Name  
 PRINT 'Update Logged'  
 END  
ELSE IF EXISTS (SELECT 1 FROM Inserted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 SELECT 'Insert', Inserted.Name, Inserted.PhoneNo  
 FROM Inserted  
 PRINT 'Insert Logged'  
 END  
ELSE IF EXISTS (SELECT 1 FROM Deleted)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone)  
  
 SELECT 'Delete', Deleted.Name, Deleted.PhoneNo  
 FROM Deleted  
 PRINT 'Delete Logged'  
 END;

To test the new trigger, proceed with the following steps. First, clear the Friend and FriendAudit tables (note that the order is important):

DELETE FROM Friend;  
DELETE FROM FriendAudit;

Then perform the following operations on Friend:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');  
UPDATE Friend SET PhoneNo = 'Unknown';  
DELETE FROM Friend;

Now, if you read the FriendAudit table, you should see something like [Figure 13-4](#ch13fig04).
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 Figure 13-4: The FriendAudit table

The latest version of the trigger is interesting; take a closer look at the piece of code that logs UPDATE operations:

IF EXISTS (SELECT 1 FROM Inserted) AND EXISTS (SELECT 1 FROM DELETED)  
 BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 SELECT 'Update', d.Name, d.PhoneNo, i.Name, i.PhoneNo  
 FROM Deleted d JOIN Inserted i  
 ON d.Name = i.Name  
 PRINT ''Update Logged'  
 END

An inner join is used to get the necessary data to populate FriendAudit.

#### Another Technique with the Same Results

In LogFriendTrigger, you can populate the FriendAudit table with a single query by making a FULL JOIN between Inserted and Deleted—that's good news for lazy fingers. However, by only using the full join, you can't populate the Operation field differently based on the operation being done:

ALTER TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT, DELETE, UPDATE  
AS  
  
INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 SELECT 'Log', d.Name, d.PhoneNo, i.Name, i.PhoneNo  
 FROM Deleted d FULL JOIN Inserted i  
 ON d.Name = i.Name;

If you want to make sure Operation is correctly filled, the following is a possible approach that also uses IF and CASE statements:

ALTER TRIGGER LogFriendTrigger  
ON Friend  
FOR INSERT, DELETE, UPDATE  
AS  
  
DECLARE @Operation TINYINT  
SELECT @Operation=0  
IF EXISTS (SELECT 1 FROM Inserted) SELECT @Operation = @Operation + 1  
IF EXISTS (SELECT 2 FROM Deleted) SELECT @Operation = @Operation + 2  
  
INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 SELECT CASE @Operation  
 WHEN 1 THEN 'Insert'  
 WHEN 2 THEN 'Delete'  
 WHEN 3 THEN 'Update'  
 END,  
 d.Name, d.PhoneNo, i.Name, i.PhoneNo  
 FROM Deleted d FULL JOIN Inserted i  
 ON d.Name = i.Name;

### Enabling and Disabling Triggers

There are times when, for performance reasons, you want to temporarily disable existing triggers. A common scenario of this is during large data loads into the database, when disabling the triggers can considerably improve performance.

When created, triggers are enabled by default. You can turn off a trigger using the ALTER TABLE command. Here's how you can disable LogFriendTrigger:

ALTER TABLE Friend DISABLE TRIGGER LogFriendTrigger;

And here's how you enable it again:

ALTER TABLE Friend ENABLE TRIGGER LogFriendTrigger;

To enable or disable all existing triggers associated with a table, use ALL instead of a specific trigger name.

## Working with Oracle Triggers

Oracle triggers are very powerful. Oracle supports BEFORE, AFTER, and INSTEAD OF triggers.

AFTER triggers execute after the intended SQL command executes; they fire only if the SQL command doesn't break any constraints existing on that data table. BEFORE and INSTEAD OF triggers fire before the command executes (so before any constraints are checked), allowing you to perform changes on the actions originally intended by the user.

With Oracle you can have statement-level triggers or row-level triggers. With statement-level triggers, a SQL command that affects multiple rows will execute the trigger only once (just like with SQL Server). In Oracle, statement-level triggers are most often used to enforce various security measures on the actions that can be performed on the data, rather than actually controlling and modifying the data that gets changed, inserted, or deleted.

Row-level triggers are invoked for each row that's affected by the SQL command. If a single query updated 100 rows, the row-level trigger is called 100 times for each inserted row. Inside a row-level trigger, you can refer to the old and new values of the row for which the trigger was invoked using special accessors. These are called by default :OLD and :NEW, but the CREATE TRIGGER syntax permits changing these default names.

You can access the row being inserted using :NEW and the row being deleted with :OLD. An UPDATE trigger populates both :NEW and :OLD.

|  |  |  |
| --- | --- | --- |
|  | Tip | After writing a trigger you may be told that it wasn't correctly compiled. If this is the case, you can use the SHOW ERRORS command to see a detailed list with the errors. |

Oracle also supports database-level triggers and schema-level triggers, which are useful for automating database maintenance and audition actions or for providing additional database security monitoring. Schema-level triggers can watch for CREATE TABLE, ALTER TABLE, and DROP TABLE events and react to them. You can set database-level triggers to fire on database events such as errors, logons, log offs, shutdown operations, and startup operations.

### Logging Table Activity using AFTER Triggers

You start by creating the FriendAudit table that will hold the audit information:

CREATE TABLE FriendAudit  
(FriendAuditID INT PRIMARY KEY NOT NULL,  
 Operation VARCHAR(10),  
 RecordedOn DATE DEFAULT SysDate,  
 OldName VARCHAR(50),  
 NewName VARCHAR(50),  
 OldPhone VARCHAR(15),  
 NewPhone VARCHAR(15));

In this code, we supplied the SysDate function as the default value for the RecordedOn field (this has a similar result to using CURRENT\_DATE, which you saw in the [previous chapter](#Top_of_LiB0071_html)), so whenever you add new values to FriendAudit without specifying a value for RecordedOn, the current date and time will be automatically supplied.

Let's also create a sequence named FriendAuditIDSeq, which you'll use to generate unique ID values for FriendAudit:

CREATE SEQUENCE FriendAuditIDSeq;

#### Logging INSERT Operations

So, let's start by creating a simple trigger that logs INSERT operations that happen to Friend.

Create the trigger using the following CREATE TRIGGER command:

CREATE TRIGGER FriendAuditTrigger  
AFTER INSERT ON Friend  
FOR EACH ROW  
BEGIN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Insert ', :NEW.Name, :NEW.PhoneNo);  
END;  
/

Remember that you can use SHOW ERRORS to see what happened if anything went wrong.

Let's test the trigger now. Add three records to Friend using the following queries:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');

Now you can query FriendAudit and see that your trigger worked as expected. You created FriendAuditTrigger as an AFTER INSERT, row-level trigger:

CREATE TRIGGER FriendAuditTrigger  
AFTER INSERT ON Friend  
FOR EACH ROW

Because it's an AFTER trigger, it's invoked only after all other constraints have been checked and the new row has been introduced. This is what you need because in this case you want to log only the operations that have succeeded— you're not interested in recording failed attempts.

If you wanted to also record failed attempts, you could have used a BEFORE trigger or both BEFORE and AFTER triggers—remember that you're allowed to place multiple triggers on a single table.

The body of the trigger gets data from :NEW and saves it into FriendAudit:

BEGIN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Insert ', :NEW.Name, :NEW.PhoneNo);  
END;

Note that you use the FriendAuditIDSeq sequence to generate a value for the primary key.

#### Applying Conditions for the Trigger

Oracle permits adding conditions that control whether the trigger should execute. You do this with the WHEN parameter in CREATE TRIGGER.

With Oracle, instead of CREATE TRIGGER, you use CREATE OR REPLACE TRIGGER. With this command, if the trigger already exists, it's simply replaced by the new definition, without requiring you to drop the trigger first. If the trigger already exists, CREATE OR REPLACE TRIGGER has the same effect as SQL Server's ALTER TRIGGER.

The following trigger only logs INSERT operations when the name to be inserted is Peter:

CREATE OR REPLACE TRIGGER FriendAuditTrigger  
AFTER INSERT ON Friend  
FOR EACH ROW  
WHEN (NEW.Name='Peter')  
BEGIN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Insert ', :NEW.Name, :NEW.PhoneNo);  
END;  
/

In order to test the trigger, let's first clear the Friend and FriendAudit tables:

DELETE FROM Friend;  
DELETE FROM FriendAudit;

Now execute the INSERT statements again:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');

You'll see that only the last insert was logged into FriendAudit. This happens because you added the WHEN parameter when creating the trigger:

WHEN (NEW.Name='Peter')

This makes the trigger execute only when the Name column of the inserted row has the value of 'Peter'. Note that here you don't place : before NEW.

#### Logging DELETEs and UPDATEs

Okay, you've learned how to log INSERTS. Let's now complicate the trigger to log all operations: inserts, updates, and deletes. Let's first write the new trigger, and then we'll comment upon it:

CREATE OR REPLACE TRIGGER FriendAuditTrigger  
AFTER INSERT OR DELETE OR UPDATE ON Friend  
FOR EACH ROW  
BEGIN  
 IF INSERTING THEN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Insert ', :NEW.Name, :NEW.PhoneNo);  
 ELSIF DELETING THEN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, OldName, OldPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Delete ', :OLD.Name, :OLD.PhoneNo);  
 ELSIF UPDATING THEN  
 INSERT INTO FriendAudit (FriendAuditID, Operation,  
 OldName, OldPhone, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Update ',  
 :OLD.Name, :OLD.PhoneNo, :NEW.Name, :NEW.PhoneNo);  
 END IF;  
END;  
/

Let's test the new trigger. First, clear the existing the tables, in this order:

DELETE FROM Friend;  
DELETE FROM FriendAudit;

Second, execute the following operations:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');  
UPDATE Friend SET PhoneNo = 'Unknown';  
DELETE FROM Friend;

Now if you read the FriendAudit table, you'll see there are three INSERT operations, three UPDATE operations, and finally three DELETE operations logged.

To implement the new functionality, you first instructed the trigger to fire after any INSERT, DELETE, or UPDATE actions:

CREATE OR REPLACE TRIGGER FriendAuditTrigger  
AFTER INSERT OR DELETE OR UPDATE ON Friend  
FOR EACH ROW

Inside the trigger you can test the kind of SQL command that caused the trigger to fire using IF conditional statements. If the trigger is fired because of an INSERT operation, you execute the SQL you already know from the previous exercises:

IF INSERTING THEN  
 INSERT INTO FriendAudit (FriendAuditID, Operation, NewName, NewPhone)  
 VALUES (FriendAuditIDSeq.NEXTVAL, 'Insert ', NEW.Name, :NEW.PhoneNo);

The trigger has similar behavior for rows that are being deleted or updated. Note that in case of updated rows, you get information from both :OLD and :NEW, and you store the old and new values into the FriendAudit table.

### Implementing Autonumbering Functionality using Triggers

As you can see, when inserting new records into FriendAudit, you always specify a value for FriendAuditID using the FriendAuditIDSeq sequence.

Using a sequence and a trigger, you can simulate in Oracle the autonumbering functionality that's available with SQL Server, DB2, MySQL, and Access.

For the purpose of this example, let's assume that you don't want to manually supply a new value for FriendAuditID when inserting a new row into FriendAudit— you want the database do this for you.

The following code shows how to create the FriendAuditIDSeq sequence and how to use it in a trigger named FriendAuditIDAutonumberTrigger. This is a BEFORE INSERT trigger; it specifies a value for the FriendAuditID before the actual INSERT happens:

CREATE SEQUENCE FriendAuditIDSeq;  
  
CREATE OR REPLACE TRIGGER FriendAuditIDAutonumberTrigger  
BEFORE INSERT ON FriendAudit  
FOR EACH ROW  
BEGIN  
 SELECT FriendAuditIDSeq.NEXTVAL  
 INTO :NEW.FriendAuditID FROM DUAL;  
END;  
/

So, this time you have a BEFORE INSERT trigger. This is a must because you need to supply a value for the ID column before this is added to the database.

The trigger's body sets the FriendAuditID column to the next value of the sequence; it's exactly what you were doing manually in the past, except this time it's all handled by the trigger:

SELECT FriendAuditIDSeq.NEXTVAL  
INTO :NEW.FriendAuditID FROM DUAL;

Note this trigger supplies a new value, without checking if you supplied our own; in other words, if you specify your own ID values, they'll be ignored (or better said, overwritten).

Once the trigger is in place, the technique of finding out the last number generated is still the same: FriendAuditIDSeq.CurrVal returns the current value of the sequence. The following simple query types the current value of the sequence:

SELECT FriendAuditIDSeq.CurrVal FROM Dual;

After having the autonumbering functionality in place, you don't need to manually specify values when inserting new ID values to FriendAudit. If you do specify any values, they're overridden by FriendAuditIDAutonumberTrigger anyway. In this case, FriendAuditTrigger should look like this:

CREATE OR REPLACE TRIGGER FriendAuditTrigger  
AFTER INSERT OR DELETE OR UPDATE ON Friend  
FOR EACH ROW  
BEGIN  
 IF INSERTING THEN  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 VALUES ('Insert ', :NEW.Name, :NEW.PhoneNo);  
 ELSIF DELETING THEN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone)  
 VALUES ('Delete ', :OLD.Name, :OLD.PhoneNo);  
 ELSIF UPDATING THEN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 VALUES ('Update ', :OLD.Name, :OLD.PhoneNo, :NEW.Name, :NEW.PhoneNo);  
 END IF;  
END;  
/

In this newer version of FriendAuditTrigger you don't specify your own values for the FriendAuditID column anymore. Repeat the tests from the previous test, and you'll see that everything works as expected.

### Enabling and Disabling Triggers

There are times when you want to temporarily disable existing triggers. A common scenario for this is during large data loads into the database, when disabling the triggers can considerably improve the performance.

|  |  |  |
| --- | --- | --- |
|  | Tip | When created, triggers are enabled by default. |

To manually enable and disable triggers, you use the ALTER TRIGGER command. Here are the commands that enable and disable FriendAuditTrigger:

ALTER TRIGGER FriendAuditTrigger ENABLE;  
ALTER TRIGGER FriendAuditTrigger DISABLE;

You can also enable and disable triggers on a per-table basis. The following two statements disable, and respectively enable, all the triggers associated with the Friend table. Remember that a table can have more triggers associated with it:

ALTER TABLE Friend DISABLE ALL TRIGGERS;  
ALTER TABLE Friend ENABLE ALL TRIGGERS;

## Working with DB2 Triggers

When creating triggers in DB2, you can set them to be NO CASCADE BEFORE, AFTER, and INSTEAD OF.

Similarly to Oracle and SQL Server, AFTER triggers execute after the intended SQL command executes; they always fire if the SQL command doesn't break any constraints existing on that data table. NO CASCADE BEFORE and INSTEAD OF triggers fire before the command executes (so before any constraints are checked), allowing you to perform changes on the actions originally intended by the user. In addition, the NO CASCADE BEFORE trigger prevents the event that fired the trigger from executing any other triggers.

Like Oracle, DB2 supports row-level and statement-level triggers. Row-level triggers are applied once for each affected row, and statement-level triggers are applied once per statement (so even if a large number of rows is affected, the trigger is applied once).

You can also use the REFERENCING clause to specify some temporary variables to store information about the row or table before and after the trigger has been processed. Old rows are specified using OLD AS old\_name, and new rows are specified using the NEW AS new\_name, as you'll see in the examples.

### Logging Table Activity using AFTER Triggers

Again, let's create the FriendAudit table, which you'll use to hold audit information:

CREATE TABLE FriendAudit  
(FriendAuditID INT GENERATED ALWAYS AS IDENTITY PRIMARY KEY NOT NULL,  
 Operation VARCHAR(10),  
 RecordedOn DATE DEFAULT CURRENT\_DATE,  
 OldName VARCHAR(50),  
 NewName VARCHAR(50),  
 OldPhone VARCHAR(15),  
 NewPhone VARCHAR(15));

Notice that, like SQL Server, you can use a standard built-in function for ensuring that your FriendAuditID is always an automatically generated unique number. Also, you use the CURRENT\_DATE function to provide the default value for the RecordedOn field.

#### Logging INSERT Operations

Let's now create the trigger that runs when you insert values:

CREATE TRIGGER InsFriendAuditTrig  
AFTER INSERT ON Friend  
REFERENCING NEW AS N  
FOR EACH ROW MODE DB2SQL  
BEGIN ATOMIC  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 VALUES ('Insert ', N.Name, N.PhoneNo);  
END

Take care to change the statement termination character in the command console before executing the statement.

|  |  |  |
| --- | --- | --- |
|  | Tip | Note that you must always specify MODE DB2SQL, even though DB2SQL is the only mode currently available. |

It's time for a test. Run the following statements:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');

Now query FriendAudit to see the results:

SELECT \* FROM FriendAudit;

You should see the following:

FRIEND  
  
 AUDITID OPERATION RECORDEDON OLDNAME NEWNAME OLDPHONE NEWPHONE  
 ------- --------- ---------- ------- ------- -------- ---------  
 1 Insert 03/10/2003 - Jerry - 001-Jerry  
 2 Insert 03/10/2003 - Harrison - 999-Harry  
 3 Insert 03/10/2003 - Peter - 223223223

You've created a trigger called InsFriendAuditTrig (you're limited to 18-character names) that fires after an INSERT is performed on the Friend table. Again, because it's an AFTER trigger, it's invoked only after all other constraints have been checked and the new row has been introduced.

In this example, you referenced new rows using the prefix N:

REFERENCING NEW AS N

This allows you to log the new information in the FriendAudit table:

BEGIN ATOMIC  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 VALUES ('Insert ', N.Name, N.PhoneNo);  
END;

#### Applying Conditions for the Trigger

Like Oracle, DB2 can use conditions to control whether the trigger is executed using the WHEN parameter.

Note that to amend a trigger, you first need to drop the original and replace it with the new trigger. Start by dropping the first trigger you created:

DROP TRIGGER InsFriendAuditTrig;

Now create the following trigger. This trigger only logs INSERT operations when the name to be inserted is Peter:

CREATE TRIGGER InsFriendAuditTrig  
AFTER INSERT ON Friend  
REFERENCING NEW AS N  
FOR EACH ROW MODE DB2SQL  
WHEN (N.Name='Peter')  
BEGIN ATOMIC  
 INSERT INTO FriendAudit (Operation, NewName, NewPhone)  
 VALUES ('Insert ', N.Name, N.PhoneNo);  
END

So, let's test this. Clear the two tables by running the following statements:

DELETE FROM Friend;  
DELETE FROM FriendAudit;

Now execute the INSERT statements again:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');

You'll see that only the last insert was logged into FriendAudit:

FRIEND  
  
 AUDITID OPERATION RECORDEDON OLDNAME NEWNAME OLDPHONE NEWPHONE  
 ------- --------- ---------- ------- -------- -------- ---------  
 4 Insert 03/10/2003 - Peter - 223223223

Again, as you saw with Oracle, you only added one line to this trigger to restrict its functionality:

WHEN (N.Name='Peter')

#### Logging DELETEs and UPDATEs

It's time to create triggers that handle deleting and updating data in the Friend table. Before moving on, make sure you have the version of InsFriendAuditTrigger that logs all inserts, not just the ones for Peter. If you need to drop the trigger to recreate it, use the following statement:

DROP TRIGGER InsFriendAuditTrig;

Now let's create a trigger that handles updates as follows:

CREATE TRIGGER UpdFriendAuditTrig  
AFTER UPDATE ON Friend  
REFERENCING OLD AS O NEW AS N  
FOR EACH ROW MODE DB2SQL  
BEGIN ATOMIC  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone, NewName, NewPhone)  
 VALUES ('Update ', O.Name, O.PhoneNo, N.Name, N.PhoneNo);  
END

And add a trigger to handle deletions as follows:

CREATE TRIGGER DelFriendAuditTrig  
AFTER DELETE ON Friend  
REFERENCING OLD AS O  
FOR EACH ROW MODE DB2SQL  
BEGIN  
 INSERT INTO FriendAudit (Operation, OldName, OldPhone)  
 VALUES ('Delete ', O.Name, O.PhoneNo);  
END

Now, clear all data from the two tables as before:

DELETE FROM Friend;  
DELETE FROM FriendAudit;

You're ready to run some test statements. Enter the following and then check the result in the FriendAudit table:

INSERT INTO Friend(Name, PhoneNo) VALUES('Jerry', '001-Jerry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Harrison', '999-Harry');  
INSERT INTO Friend(Name, PhoneNo) VALUES('Peter', '223223223');  
UPDATE Friend SET PhoneNo = 'Unknown';  
DELETE FROM Friend;

Performing a simple SELECT against FriendAudit should produce the following results:

FRIEND  
  
 AUDITID OPERATION RECORDEDON OLDNAME NEWNAME OLDPHONE NEWPHONE  
 ------- --------- ----------- ------- -------- --------- ---------  
 8 Insert 03/10/2003 - Jerry - 001-Jerry  
 9 Insert 03/10/2003 - Harrison - 999-Harry  
 10 Insert 03/10/2003 - Peter - 223223223  
 11 Update 03/10/2003 Jerry Jerry 001-Jerry Unknown  
 12 Update 03/10/2003 Harrison Harrison 999-Harry Unknown  
 13 Update 03/10/2003 Peter Peter 223223223 Unknown  
 14 Delete 03/10/2003 Jerry - Unknown -  
 15 Delete 03/10/2003 Harrison - Unknown -  
 16 Delete 03/10/2003 Peter - Unknown -

|  |  |  |
| --- | --- | --- |
|  | Note | For SQL Server and Oracle, you also saw how to temporarily enable and disable a trigger. DB2 doesn't have built-in support for this feature, but a few workarounds do exist. They're explained in the article "How to Temporarily Disable Triggers in DB2 Universal Database," located at <http://www7b.software.ibm.com/dmdd/library/techarticle/0211yip/0211yip.html>. |

## Summary

In this chapter, you looked at how triggers work and how you implement them. There are variations between the different RDBMS platforms in how they're created and which types of trigger are supported, but the end result is the same:

You have the ability to add code that executes when an appropriate table event occurs. You used a simple logging example to demonstrate how the various types of trigger work. Specifically, you learned about the following:

* What triggers are and how they work
* How to create triggers that react to inserting, updating, and deleting data
* How to temporarily disable and enable SQL Server and Oracle triggers
* How to use triggers and sequences in Oracle to implement autonumbering functionality

In the [next chapter](#Top_of_LiB0089_html), you'll look at creating a product catalog case study and extracting and updating information using a variety of statements.

# Chapter 14: Case Study: Building a Product Catalog

Overview

Welcome to the first case study of this book! Here you'll analyze the scenario of a simple product catalog, a common requirement for many software products and Web sites today.

The chapter starts by discussing how to create the data tables, their properties (data types, relationships, constraints, and so on), and the relationships between them. Then, after adding some sample data to the database, the chapter discusses how you can perform different kinds of operations on the existing data: You'll see how to get different kinds of reports about your data, how to update product catalog information, and how to search for products.

The product catalog presented in this case study creates the underlying database for a full-featured Web site. In this chapter, you'll concentrate exclusively on the database itself, and you'll have a lot of fun playing with the four data tables that make the simple catalog. This chapter explains all the steps in your journey for the databases covered so far in this book. These steps are as follows:

1. Create the data structures for the product catalog.
2. Populate the product catalog with sample data.
3. Analyze options for retrieving catalog information.
4. Analyze options for updating catalog information.
5. Search the product catalog.

|  |  |  |
| --- | --- | --- |
|  | Note | Because the different Relational Database Management Systems (RDBMSs) have different implementations of SQL, this chapter highlights any differences between code as appropriate. Note, though, that MySQL doesn't support nested queries or stored procedures, and Access has trouble running some of the JOIN statements presented in this chapter. |

## Setting up the Catalog

Before you even start to think about data tables or any database-specific tasks, you need to clearly understand what you want to achieve. The way you design the product catalog and its data structures depends (as usual) on the client's requirements. For this case study, we'll cheat a little bit and suppose the client wants such a product catalog that allows just enough (but not too many) features to explore in this chapter.

So, what kind of product catalog does your client want? Well, the requirements for the structure of the product catalog are simple enough:

* The product catalog needs to store information about products, product categories, and departments.
* Products, categories, and departments have names and descriptions.
* A product can be on promotion for the entire catalog or only for the departments to which it belongs.

The relationships between products, categories, and departments are as follows:

* A product can belong to at least one category.
* A category can contain zero or more products.
* A category always belongs to a department.

For example, your store will have a Full Costumes department, which will contain a number of categories, such as Exotic Costumes and Scary Costumes. The product catalog will contain products such as Cleopatra Kit and Vampire Disguise. If you were to build an e-commerce store based on your database, the information in these tables might be used to generate a product catalog looking something like [Figure 14-1](#ch14fig01).
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 Figure 14-1: The e-commerce store

|  |  |  |
| --- | --- | --- |
|  | Tip | [Figure 14-1](#ch14fig01) shows the e-commerce store created in Beginning ASP.NET E-Commerce, Second Edition (Apress, 2003). |

You can see the list of departments listed in the left side of the page. Underneath, you can see the list of categories that belong to the currently selected department (which in this case is Jokes and Tricks). The rest of the page is filled with products.

When a department is selected, the page is filled with the products that are on promotion for that department, and its list of categories also appears. When a category is then selected, the page is populated with all the products that belong to that category.

You know a product can also be on catalog promotion. Such a product will be listed in the front page of the site.

To store this information, you'll need at least three data tables: a Department table, a Category table, and a Product table. To decide how to implement these tables and their relationships, let's first try to visualize them using some simple diagrams.

We decided earlier that a department can contain multiple categories, but a category always belongs to a single department. This is a one-to-many relationship, and it can be imagined as in [Figure 14-2](#ch14fig02) (one department, many categories).
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 Figure 14-2: The relationship between the Department and Category tables

Remember that you implement one-to-many relationships by adding a FOREIGN KEY constraint to the table in the many side of the relationship, which references the primary key of the other table. In this case, you'd implement the relationship like in [Figure 14-3](#ch14fig03).
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 Figure 14-3: Implementing the one-to-many relationship

Both the Department and Category tables contain two properties: Name and Description. For both tables, Name is obligatory, and Description accepts NULLs. The Category table also contains a column named DepartmentID, which references the DepartmentID column in Department.

Between products and categories, you have a different kind of relationship because a product can belong to (relate to) many categories, and also a category can contain (relate to) many products. [Figure 14-4](#ch14fig04) represents how categories and products are related.
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 Figure 14-4: The relationship between the Category and Product tables

Yep, this looks like a many-to-many relationship. You'll recall that many-to-many relationships are physically implemented using a third table, called a junction table (often referred to as a mapping table). In this case, the junction table will be named ProductCategory.

Let's take a look at the complete database diagram now. Notice the two one-to-many relationships between the junction table (ProductCategory) and the Category and Product tables in [Figure 14-5](#ch14fig05).
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 Figure 14-5: The four database tables

ProductCategory has a primary key made from two fields, ProductID and CategoryID (remember that you can't have more than one primary key in a table!). Each record of this table will associate a product with a category. Because the ProductID/CategoryID pair forms the primary key, you're not allowed to have identical entries in this table. In other words, each row in this table uniquely associates one product with one category.

The Product table has more fields than the other tables. The following summarizes each of the fields in the table:

* Price: This field stores the price of the product.
* ImagePath: This field stores the hard disk location (usually a relative path) of a file containing the product's image. This solution is often used instead of storing the image directly into the database because of performance issues. Databases are generally not optimized for storing large binary data.
* OnCatalogPromotion: This field stores a binary value (zero or one), specifying if the product is in promotion for the entire catalog.
* OnDepartmentPromotion: This field is similar to OnCatalogPromotion, but it specifies if the product is on promotion for the departments that contain it.

Using fields such as OnCatalogPromotion and OnDepartmentPromotion is one of the ways of tracking which products are featured on a site and where they're featured. For example, in an e-commerce Web site, on the front page of the site you'd see the products that have the OnCatalogPromotion bit set to one. When the visitor is selecting one of the departments, only the products that have the OnDepartmentPromotion bit set to one appear. Finally, when a category is selected from one of the departments, all the products in that category are listed.

## Creating the Data Structures

So here you are, starting to build the catalog. First, you should create a new database for your product catalog. Create a new database named ProductCatalog on your favorite database server using the steps you learned in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects."

Let's see again what tables you want to create. [Figure 14-6](#ch14fig06) was created with SQL Server Enterprise Manager.
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 Figure 14-6: The ProductCatalog database in Enterprise Manager

None of the diagrams presented so far lists the data types (and other properties) for each column. Most of the times the decision of which data type to use will not be hard to make, and you'll deal with this when you create the tables. Still, there's an issue you should consider before starting to construct the tables: How should you generate new IDs for the primary key column(s) when inserting new data records to the tables? Here are the common solutions to this question:

In many cases (as well as in this case study), you rely on the database to automatically generate new IDs values.

Another common solution is to get the maximum value for the ID column and add one unit in order to generate a new unique value. This solution is straightforward, but it's not a recommended one because problems can appear when multiple users try to add new rows at the same time (which could result in a failed attempt to insert two identical values for the primary key).

Generate a new Globally Unique Identifier (GUID) every time. GUIDs are randomly generated values that are guaranteed to be unique across time and space. There are a number of scenarios (such as replication scenarios) where these prove to be helpful.

In some cases, you'll know beforehand the values for the primary key columns, such in the case of the junction table where, for each record, you need to add an existing product ID and an existing category ID (these two values forming the primary key).

Except for the junction table, you'll use autonumbered columns on the primary key columns of your tables.

### Creating the Department Table

The Department table has three columns:

* DepartmentID (autonumbered)
* Name
* Description

Remember that there are different ways to implement autonumber functionality into the data table: You use IDENTITY columns for SQL Server, AUTOINCREMENT for Access, AUTO\_INCREMENT columns for MySQL, GENERATED AS IDENTITY columns for DB2, and sequences for Oracle. We covered these in the previous chapters. Let's now create the Department table.

With SQL Server, use the following command to create the Department table:

CREATE TABLE Department (  
DepartmentID INT   
IDENTITY  
 NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL);

This is the similar command for DB2:

CREATE TABLE Department (  
DepartmentID INT   
GENERATED ALWAYS AS IDENTITY  
 NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200));

Note that DB2 doesn't let you specify a default value of NULL for the Description field as you've done in the rest of these statements.

Access requires similar syntax:

CREATE TABLE Department (  
DepartmentID   
AUTOINCREMENT  
 NOT NULL PRIMARY KEY,  
  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL);

With MySQL, you use the InnoDB table type, which supports FOREIGN KEY constraints (the default table type, MyISAM, doesn't). Because of the way categories relate to departments, you'll need to add a FOREIGN KEY constraint to Category that will reference the DepartmentID column in Department. Even if only the Category column has a FOREIGN KEY constraint defined, both tables that take part in the relationship need to be InnoDB tables. You'll see the other end of this relationship when you create the Category table. Here's the code for creating the Department table in MySQL:

CREATE TABLE Department (  
DepartmentID INT   
AUTO\_INCREMENT  
 NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL)   
Type=InnoDB  
;

Because Oracle doesn't have an out-of-the-box way to automatically generate unique numbers like the other platforms, you can't specify that DepartmentID is an autonumbered column when creating it:

CREATE TABLE Department (  
DepartmentID INT NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR(200) NULL);

Instead, you create a sequence and trigger that implements the autonumber functionality:

CREATE SEQUENCE DepartmentIDSeq;  
  
CREATE OR REPLACE TRIGGER DepartmentAutonumberTrigger  
BEFORE INSERT ON Department  
FOR EACH ROW  
BEGIN  
 SELECT DepartmentIDSeq.NEXTVAL  
 INTO :NEW.DepartmentID FROM DUAL;  
END;  
/

After creating the sequence and trigger, you'll be able to add new rows the same way as with MySQL and SQL Server.

### Creating the Category Table

The Category table is similar to Department except that it has an additional column—DepartmentID—that references the DepartmentID column of the Department table.

Here's how you create this table with SQL Server:

CREATE TABLE Category (  
CategoryID INT   
IDENTITY  
 NOT NULL PRIMARY KEY,  
DepartmentID INT NOT NULL   
FOREIGN KEY REFERENCES DEPARTMENT  
,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL);

This is the command in Access:

CREATE TABLE Category (  
CategoryID   
AUTOINCREMENT  
 NOT NULL PRIMARY KEY,  
DepartmentID INT NOT NULL,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL,  
CONSTRAINT fk\_DepartmentID FOREIGN KEY (DepartmentID)  
 REFERENCES Department (DepartmentID));

Notice that Access doesn't allow you to use the shorthand constraint syntax that you used for SQL Server.

This is the command that creates the table with DB2:

CREATE TABLE Category (  
CategoryID INT   
GENERATED ALWAYS AS IDENTITY  
 NOT NULL PRIMARY KEY,  
DepartmentID INT NOT NULL,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200),  
FOREIGN KEY (DepartmentID) REFERENCES Department (DepartmentID));

With MySQL, when adding FOREIGN KEY constraints, apart from using the InnoDB table type and defining the FOREIGN KEY constraint, you also need to create an index on the FOREIGN KEY column:

CREATE TABLE Category (  
CategoryID INT   
AUTO\_INCREMENT  
 NOT NULL PRIMARY KEY,  
DepartmentID INT NOT NULL,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL,  
FOREIGN KEY (DepartmentID) REFERENCES Department (DepartmentID),  
INDEX idxDepartmentID (DepartmentID)  
) Type=InnoDB;

|  |  |  |
| --- | --- | --- |
|  | Caution | If you forget to specify InnoDB for Category or Department, no errors will be generated by MySQL when adding the foreign key. Instead, the FOREIGN KEY constraint will simply be ignored. |

This is how you create the table on Oracle:

CREATE TABLE Category (  
CategoryID INT NOT NULL PRIMARY KEY,  
DepartmentID INT NOT NULL,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR (200) NULL,  
FOREIGN KEY (DepartmentID) REFERENCES Department (DepartmentID));

After creating the Category table with Oracle, you implement the autonumbering functionality using the same method as before:

CREATE SEQUENCE CategoryIDSeq;  
  
CREATE OR REPLACE TRIGGER CategoryAutonumberTrigger  
BEFORE INSERT ON Category  
FOR EACH ROW  
BEGIN  
 SELECT CategoryIDSeq.NEXTVAL  
 INTO :NEW.CategoryID FROM DUAL;  
END;  
/

### Creating the Product Table

With Product, you have a few more values to store than with Department or Category.

You have the OnCatalogPromotion and OnDepartmentPromotion columns, which hold binary values, and you have a Price column, which needs to store monetary values.

With SQL Server, for OnCatalogPromotion and OnDepartmentPromotion you use the BIT data type, which stores zero or one. This is just fine for what you need. Also, you have a specialized MONEY data type that stores monetary data with fixed precision:

CREATE TABLE Product (  
ProductID INT IDENTITY NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR(1000) NOT NULL,  
Price   
MONEY  
 NULL,  
ImagePath VARCHAR(50) NULL,  
OnCatalogPromotion   
BIT  
 NULL,  
OnDepartmentPromotion   
BIT  
 NULL);

Access uses similar syntax:

CREATE TABLE Product (  
ProductID   
AUTOINCREMENT  
 NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description   
VARCHAR(255)  
 NOT NULL,  
Price MONEY NULL,  
ImagePath VARCHAR(50) NULL,  
OnCatalogPromotion BIT NULL,  
OnDepartmentPromotion BIT NULL);

Notice that the maximum field length for a VARCHAR in Access is 255 characters.

The command you use for DB2 is slightly different here because DB2 doesn't have a MONEY or BIT data type, so you use DECIMAL for the price and SMALLINT for the two Boolean values:

CREATE TABLE Product (  
ProductID INT GENERATED ALWAYS AS IDENTITY NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR(1000) NOT NULL,  
Price   
DECIMAL(7,2)  
,  
ImagePath VARCHAR(50),  
OnCatalogPromotion   
SMALLINT  
,  
OnDepartmentPromotion   
SMALLINT  
);

With MySQL you record monetary data using the DECIMAL data type. You record the description as a VARCHAR(255) instead of VARCHAR(1000) because MySQL doesn't support higher dimensions. The alternative would be to use BLOB (binary large object) fields, which are usually best avoided because of the impact they have on performance:

CREATE TABLE Product (  
ProductID INT AUTO\_INCREMENT NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description   
VARCHAR(255)  
 NOT NULL,  
  
Price   
DECIMAL  
 NULL,  
ImagePath VARCHAR(50) NULL,  
OnCatalogPromotion   
BIT  
 NULL,  
OnDepartmentPromotion   
BIT  
 NULL)   
Type=InnoDB  
;

Oracle has the universal NUMBER data type, which you'll use for Price, OnCatalogPromotion, and OnDepartmentPromotion columns. For the binary values, you specify the minimum size for number length and number of decimal places to ensure you occupy the smallest space possible:

CREATE TABLE Product (  
ProductID INT NOT NULL PRIMARY KEY,  
Name VARCHAR(50) NOT NULL,  
Description VARCHAR(1000) NOT NULL,  
Price   
NUMBER  
 NULL,  
ImagePath VARCHAR(50) NULL,  
OnCatalogPromotion   
NUMBER(1,0)  
 NULL,  
OnDepartmentPromotion   
NUMBER(1,0)  
 NULL);

Once again, you create the trigger and sequence:

CREATE SEQUENCE ProductIDSeq;  
  
CREATE OR REPLACE TRIGGER ProductAutonumberTrigger  
BEFORE INSERT ON Product  
FOR EACH ROW  
BEGIN  
 SELECT ProductIDSeq.NEXTVAL  
 INTO :NEW.ProductID FROM DUAL;  
END;  
/

### Creating the ProductCategory Table

With ProductCategory, the new challenge is to create the multivalued primary key. You also have two foreign keys that reference the primary keys of the Category and Product tables.

With SQL Server, Access, Oracle, and DB2, here's how you create the ProductCategory table. Note that here you're using the shorter syntax, which doesn't give explicit names to the PRIMARY KEY and FOREIGN KEY constraints:

CREATE TABLE ProductCategory (  
ProductID INT NOT NULL,  
CategoryID INT NOT NULL,  
PRIMARY KEY (ProductID, CategoryID),  
FOREIGN KEY (ProductID) REFERENCES Product (ProductID),  
FOREIGN KEY (CategoryID) REFERENCES Category (CategoryID)  
);

Alternatively, with SQL Server you can create the foreign keys with the simpler syntax:

CREATE TABLE ProductCategory (  
ProductID INT NOT NULL FOREIGN KEY REFERENCES PRODUCT,  
CategoryID INT NOT NULL FOREIGN KEY REFERENCES CATEGORY,  
PRIMARY KEY (ProductID, CategoryID)  
);

With MySQL, you need to create indexes on the columns used in foreign keys and make sure the table type is InnoDB:

CREATE TABLE ProductCategory (  
ProductID INT NOT NULL,  
CategoryID INT NOT NULL,  
PRIMARY KEY (ProductID, CategoryID),  
FOREIGN KEY (ProductID) REFERENCES Product (ProductID),  
INDEX idxProductID (ProductID),  
FOREIGN KEY (CategoryID) REFERENCES Category (CategoryID),  
INDEX idxCategoryID (CategoryID)  
) Type=InnoDB;

## Adding Sample Data

Now, the good news (which is probably old news for you) is that the commands to insert new rows are identical for the databases covered in this book. In the following sections, you'll add some test values to the tables you created.

There's one catch, though: You don't need to (and in some cases you aren't allowed to) specify values for the ID columns because you want them to autonumber themselves. Although when adding new rows to the tables these values should receive consecutive values, starting with one, this isn't always guaranteed by the database (especially with Oracle because of the way sequences work).

In these examples, the ID columns always started with one and are incremented by one. However, if this isn't the same on your system, you'll need to manually specify the values on the foreign key columns. So be careful when adding rows to the Category and ProductCategory tables because these are the tables on which the FOREIGN KEY constraints are defined.

|  |  |  |
| --- | --- | --- |
|  | Tip | If you want to delete all the rows from a table and reset the auto-increment ID, you should truncate the table, as described in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects" (which works just like dropping and re-creating the table). Simply deleting the rows will not reset the auto-increment values. |

If the values you try to insert aren't valid, the database will not accept them because of the referential integrity you established using the foreign keys.

### Adding Departments

Let's now insert some values into the Department table:

INSERT INTO Department (Name, Description)  
 VALUES ('Full Costumes', 'We have the best costumes on the internet!');  
INSERT INTO Department (Name, Description)  
 VALUES ('Costume Accessories', 'Accessories and fun items for you.');  
INSERT INTO Department (Name, Description)  
 VALUES ('Jokes and Tricks', 'Funny or frightening, but all harmless!');

|  |  |  |
| --- | --- | --- |
|  | Caution | Always remember to COMMIT the transaction after adding, updating, or deleting table rows if you're working in automatic-transactions mode. This is the default mode for Oracle and DB2. For more information, refer to [Chapter 10](#Top_of_LiB0056_html), "Transactions." |

### Adding Categories

In this example, let's assume that the automatically created departments have the IDs 1, 2, and 3. If they have different IDs, you'll need to specify different values for the DepartmentID column when adding the categories:

INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (1, 'Exotic Costumes', 'Sweet costumes for the party girl:');  
INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (1, 'Scary Costumes', 'Scary costumes for maximum chills:');  
  
INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (2, 'Masks', 'Items for the master of disguise:');  
INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (3, 'Sweet Stuff', 'Raise a smile wherever you go!');  
INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (3, 'Scary Stuff', 'Scary accessories for the practical joker:');

The new categories should have IDs from 1 to 5. Test to see that you can't reference a nonexistent DepartmentID. For example, the following query will fail if there isn't any department with the ID of 99:

INSERT INTO Category (DepartmentID, Name, Description)  
 VALUES (99, 'Scary Stuff', 'Scary accessories for the practical joker:');

### Adding Products

Here are the commands that add a few new products to your database:

INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Beast Mask',  
 'Red-eyed and open-mouthed scary mask guaranteed to scare!',  
 5.99, '20214.jpg', 1, 0);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Cleopatra Kit',  
 'Full of Eastern promise. Includes headband, necklace and bracelet.',  
 14.99, '20247.jpg', 0, 0);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Horned Devil Mask',  
 'Full devil mask with horns. The perfect Halloween disguise!',  
 5.99, '97023.jpg', 0, 1);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Miss Santa',  
 'A stunning red-sequinned Santa dress. Includes dress, belt, cape,  
 hat and boot covers. A perfect present.!',  
 49.99, '20393.jpg', 0, 1);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Vampire Disguise',  
 'Vampire Set consisting of wicked wig, fangs, and fake blood.',  
 9.99, '325.jpg', 1, 0);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Sequinned Devil Horns',  
 'Shiny red horns for the little devil inside you!',  
 3.75, '20017.jpg', 0, 0);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Devil Horn Boppers',  
 'These red glitter boppers are guaranteed to attract attention.  
 They will soon be under your spell!',  
 2.50, '21355.jpg', 1, 0);  
  
INSERT INTO Product (Name, Description, Price, ImagePath,  
 OnCatalogPromotion, OnDepartmentPromotion)  
VALUES ('Bug Eyed Glasses',  
 'Bug-eyed glasses to astound and amuse.',  
 2.75, '98413.jpg', 0, 1);

### Connecting Products and Categories

Finally, you add values into the ProductCategory table, which establishes connections between the existing products and categories. We assume the categories and products inserted earlier received consecutive ID values:

INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (1,3);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (2,1);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (2,3);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (3,3);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (4,1);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (5,2);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (6,3);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (6,4);  
  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (7,4);  
INSERT INTO ProductCategory (ProductID, CategoryID) VALUES (8,5);

## Retrieving Catalog Information

Okay, after populating the data tables, it's time to do some querying against your data.

You'll start with some simple queries on the Product table. You'll continue by seeing how to associate products with their categories using the ProductCategory junction table, and finally you'll see how to associate the products with their departments.

### What About the Products?

In the following sections, you'll look at queries that involve the Product table alone, not relating it to Category or Department. Let's start with one of the simplest meaningful queries that you can make of your database.

#### Getting the Entire List of Products Ordered by Name

A single SELECT statement combined with the ORDER BY clause does the trick in this case; this query should work the same for any existing relational database software:

SELECT Name, Description FROM Product ORDER BY Name;

As a result of this query, you should see the product names and descriptions you typed earlier when populating the Product table.

#### Getting the List of Products that are on Catalog Promotion

This isn't much more complicated than the previous query. This time, you filter the results based on the OnCatalogPromotion field, which needs to have a value of 1. Here's the query:

SELECT Name, Description  
FROM Product  
WHERE OnCatalogPromotion=1  
ORDER BY Name;

Note that Access will store the OnCatalogPromotion value as -1, so you'll need to alter the WHERE clause appropriately to match the required records.

Based on your sample data, this query should return the following data:

Name Description  
  
 --------------------- -------------------------------------  
 Beast Mask Red-eyed and open-mouthed scary mask  
 guaranteed to scare!  
 Devil Horn Boppers These red glitter boppers are  
 guaranteed to attract attention. They  
 will soon be under your spell!  
 Vampire Disguise Vampire Set consisting of wicked wig,  
 fangs, and fake blood. Spinechilling!

#### Getting the Five Most Expensive Products

For this query, you need to use the ORDER BY clause to order the list of products by Price in descending order:

SELECT Name, Price FROM Product ORDER BY Price DESC;

Note that you can use multiple criteria with the ORDER BY clause. If, say, you want the products with the same price to be sorted by name in ascending order, you'd add a few bits to the query:

SELECT Name, Price FROM Product ORDER BY Price DESC,   
Name ASC  
;

The ASC keyword is optional because ascending is the default order anyway.

Now let's see how you get only the top five most expensive products. In practice, you need to limit the results you get from the previous query. This isn't handled in the same way by each RDBMS, so let's see how you can do that with each of them. In any case, you expect to get this list of results:

Name Price  
  
 ----------------------------------- ----------------  
 Miss Santa 49.9900  
 Cleopatra Kit 14.9900  
 Vampire Disguise 9.9900  
 Horned Devil Mask 5.9900  
 Beast Mask 5.9900

You may be wondering what would happen if you had asked for the top four most expensive items because you have two items priced at $5.99. Well, the way we've written the following queries, one of the $5.99 items would simply be omitted from the list. We're not going to worry too much about that here, but the way to get around this problem is described in detail, for each database, in [Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data."

##### SQL Server

SQL Server and Access support the TOP clause. To get the top five most expensive products, you need this command:

SELECT   
TOP 5  
 Name, Price  
FROM Product  
ORDER BY Price DESC, Name ASC;

With SQL Server, you can alternatively use SET ROWCOUNT to limit the number of returned rows. Here's an example:

SET ROWCOUNT 5;  
SELECT Name, Price  
FROM Product  
ORDER BY Price DESC, Name ASC;

Also, you can limit by specifying what percent of the result set to return. The following command returns the top 15 percent of most expensive products:

SELECT   
TOP 15 PERCENT  
 Name, Price  
FROM Product  
ORDER BY Price DESC, Name ASC;

##### MySQL

MySQL has the LIMIT keyword that has similar functionality. The following is the MySQL command that returns the first five most expensive products:

SELECT Name, Price  
FROM Product  
ORDER BY Price DESC, Name ASC  
LIMIT 0,5;

As you can see, the LIMIT clause has two parameters. The first one specifies the index of the first returned record (starting with zero), and the second specifies how many rows to return.

##### Oracle

With Oracle, you use the ROWNUM pseudocolumn to limit the number of returned rows:

SELECT Name, Price FROM  
 (SELECT Name, Price  
 FROM Product  
 ORDER BY Price DESC, Name ASC)  
WHERE ROWNUM<=5  
;

This technique works only when you restrict the query for a ROWNUM that starts with one (such as ROWNUM <=5). If you try to restrict using another range, such as ROWNUM BETWEEN m and n, where m is greater than one, the query will return no results. You'll see a workaround to this limitation in the next exercise.

ROWNUM is a pseudocolumn that associates a row number to each record returned by a query. What's important to note here is that ROWNUM values are assigned before the ORDER BY clause executes. For this reason, you need to use a subselect instead of simply limiting by ROWNUM in the first place, like this:

SELECT Name, Price  
FROM Product  
WHERE ROWNUM<=5  
ORDER BY Price DESC, Name ASC

This query doesn't return the expected results because the WHERE filter is applied first and takes the first five rows (in a random order). These rows are then ordered by Price and Name (which isn't what you intended to do).

##### DB2

Using DB2, you can list the top five most expensive products using FETCH FIRST n ROWS ONLY:

SELECT Name, Price  
FROM Product  
ORDER BY Price DESC, Name ASC  
FETCH FIRST 5 ROWS ONLY;

#### Browsing Through Products

In real-world scenarios, you frequently need to present the user with lists of products, categories, and so on. When the list is long enough, a typical practice is to present a number of products at a time (five in these examples) and let the user browse the list using Next 5 Products and Previous 5 Products buttons.

In this exercise, you'll see how to retrieve the rows m to n (say, five to 10) in an ordered list of products. This time you'll order the products by their IDs.

At the first sight, it may seem that you can simply get the required products with a simple command such as this:

SELECT Name FROM Product WHERE ProductID BETWEEN 5 AND 10

However, this method isn't reliable because you aren't guaranteed to have the ProductIDs in sequential order, so you aren't guaranteed to get five products back. Additionally, this method is useless if the user wants the list of products sorted by any other column than ProductID.

For the purpose of these examples, you'll ask for the second group of five products (products size to 10), but because currently you have only eight products, this is what you should get:

ProductID Name  
  
 ------------- -------------------------------------------  
 6 Sequinned Devil Horns  
 7 Devil Horn Boppers  
 8 Bug Eyed Glasses

Let's see how you can ask your databases to give you a specific portion of an ordered list of products. The solution is different for each RDBMS, so let's analyze each one individually.

##### MySQL

With MySQL, this problem turns out to be a piece of cake. With MySQL, you use the LIMIT keyword, just like in the previous example but using different parameters this time:

SELECT ProductID, Name  
FROM Product  
ORDER BY ProductID  
LIMIT 5,5;

This time you specified 5 as the first parameter (instead of 0), mentioning that you want retrieve rows starting with the sixth record in the result set (remember that the row number is zero-based). The second parameter specifies how many rows you want to retrieve.

##### Oracle

With Oracle, you use a command similar to the one you saw in the previous example. However, there's a catch—you can't limit the result set based on the ROWNUM pseudocolumn being between m and n if m>1. If you execute the following query, no rows will be returned:

SELECT ProductID, Name FROM  
 (SELECT ProductID, Name  
 FROM Product  
 ORDER BY ProductID)  
WHERE ROWNUM BETWEEN 6 AND 10  
;

The workaround to this problem is as follows:

SELECT ProductID, Name FROM  
 (SELECT ProductID, Name,   
ROWNUM AS rn  
 FROM  
 (SELECT ProductID, Name  
 FROM Product  
 ORDER BY ProductID)  
 )   
inner  
  
WHERE   
inner.rn  
 BETWEEN 6 AND 10;

Here you "saved" the ROWNUM values in a new row of the subquery, so you could filter correctly the results in the outer query.

Alternatively, and more elegantly, you can use the RANK analytic function, as described in [Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data":

SELECT ProductID, Name FROM  
(  
SELECT RANK() OVER (ORDER BY ProductID) As Ranking, ProductID, Name  
FROM Product  
ORDER BY PRODUCTID  
)  
WHERE Ranking BETWEEN 6 AND 8;

##### SQL Server

SQL Server doesn't provide you with a simple way to achieve your goal. The TOP clause works well as long as you're only interested in the top records of a query. There are a number of workarounds for this limitation.

Let's discuss the most obvious solution first. This uses the SQL-99 syntax (so with some tweaking it works with other databases as well) and uses correlated subqueries (correlated subqueries were discussed in [Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries"):

SELECT ProductID, Name  
FROM Product AS P1  
WHERE  
 (SELECT COUNT(\*) FROM Product AS P2  
 WHERE P1.ProductID >= P2.ProductID) BETWEEN 6 AND 10  
ORDER BY ProductID;

|  |  |  |
| --- | --- | --- |
|  | Note | This method only works if the list of products is ordered by a unique column.You can't use it, for example, if the products are ordered by price and if there's more than one product with the same price. |

Remember that a correlated subquery executes once for every record of the outer query. In this example, for each product returned by the outer query, the subquery calculates how many products have a lower ID. You're looking for products for which that number is between six and 10.

The second method uses the TOP function. The idea is simple, but the SQL code will look a bit awkward at first. If you want to retrieve products between six and 10, here's a working strategy:

* First, you get the TOP 10 products, ordered by ProductID (ascending). The products you're interested in are the bottom of this list.
* You order the resulting list in descending order by ProductID (so the rows you're interested in will be at the TOP).
* You get the TOP 5 products from list.
* You finally sort the remaining products in ascending order by ProductID.

By using subqueries, you can implement all these steps in a single SQL command:

SELECT ProductID, Name  
FROM  
 (SELECT TOP 5 ProductID, Name  
 FROM  
 (SELECT TOP 10 ProductID, Name  
 FROM Product  
 ORDER BY ProductID) AS P1  
 ORDER BY ProductID DESC) AS P2  
ORDER BY ProductID

The last technique I'll present for SQL Server consists of using a temporary table with an IDENTITY column. This solution is versatile so that it can also be implemented for other databases as well. For more information about temporary tables and IDENTITY columns, please read [Chapter 12](#Top_of_LiB0071_html). The code for this solution, presented below, is self-explanatory:

/\* Create a temporary table named #Product, having an IDENTITY column \*/  
CREATE TABLE #Product  
(RowNumber SMALLINT NOT NULL IDENTITY(1,1),  
 ProductID INT,  
 Name VARCHAR(50))  
  
/\* Populate the temporary table with records from the table we browse through.  
 The RowNumber column will generate consecutive numbers for each product.  
 We're free to order the list of products by any criteria. \*/  
INSERT INTO #Product (ProductID, Name)  
SELECT ProductID, Name  
FROM Product  
ORDER BY Price DESC  
  
/\* Retrieve the requested group or records from the temporary table \*/  
SELECT ProductID, Name  
FROM #Product  
WHERE RowNumber BETWEEN 6 and 10  
  
/\* Drop the temporary table \*/  
DROP TABLE #Product

##### DB2

The first query that was presented for SQL Server (using correlated subqueries) works with no modifications with DB2. Here it is again, for reference:

SELECT ProductID, Name  
FROM Product AS P1  
WHERE  
 (SELECT COUNT(\*) FROM Product AS P2  
 WHERE P1.ProductID >= P2.ProductID) BETWEEN 6 AND 10  
ORDER BY ProductID;

The second solution is DB2 specific. It uses the ROWNUMBER function in a sub-query to generate a "rownumber" fabricated column, which is then used to filter and retrieve the specified range of products:

WITH temp AS  
 (SELECT ProductID, Name,  
 ROWNUMBER() OVER(ORDER BY ProductID) AS row  
 FROM Product)  
SELECT ProductID, Name FROM temp   
WHERE row>5 and row<=10

ROWNUMBER, RANK, and DENSERANK are three analytical functions supported by DB2 that come in handy when you need to perform tasks that imply record numbering or ranking. The functions RANK and DENSE\_RANK are also supported by Oracle, along with several others. ([Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data," demonstrates how to use the RANK function.) You'll also see them in action again, later in this case study. For detailed information about the analytic functions supported and how they work, please refer to your vendor's SQL reference manual.

### Associated Products and Categories

In the previous exercises, you asked for products without associating them with the existing categories or departments. In reality, most of your queries regarding products will also involve the categories to which they belong.

#### Selecting Products that Belong to a Specific Category

In real-world scenarios, it's likely that you'll need to gather a list of products that belong to a specific category. In this case, the category of interest will always be identified by its ID (its primary key). You're interested in getting both the Name and Description of the products that belong to a specific category.

If you want only the IDs of the products associated with a specific Category, a simple query like this on ProductCategory solves the problem:

SELECT ProductID FROM ProductCategory WHERE CategoryID=3;

However, to get the Name and Description, you need to perform an INNER JOIN between Product and ProductCategory. You learned how to join tables in [Chapter 7](#Top_of_LiB0039_html), "Querying Multiple Tables." This query returns all the products that belong to the category with an ID of 3:

SELECT Name  
FROM Product INNER JOIN ProductCategory  
ON Product.ProductID = ProductCategory.ProductID  
WHERE ProductCategory.CategoryID = 3;

As an alternative syntax, you could use the WHERE clause to join your two tables:

SELECT Name  
FROM Product, ProductCategory  
WHERE Product.ProductID = ProductCategory.ProductID  
AND ProductCategory.CategoryID = 3;

The results of the query look like this:

Name  
  
 ---------------------  
 Beast Mask  
 Cleopatra Kit  
 Horned Devil Mask  
 Sequinned Devil Horns

#### Selecting Categories that Contain a Specific Product

Compared to the previous query, this section covers the opposite scenario. Now you know the product, and you need to find the categories associated with it. Here's the query that lists the categories that contain the product with ProductID of 6:

SELECT Category.CategoryID, Name  
FROM Category INNER JOIN ProductCategory  
ON Category.CategoryID = ProductCategory.CategoryID  
AND ProductCategory.ProductID = 6;

|  |  |  |
| --- | --- | --- |
|  | Caution | Access doesn't like this join syntax because it's a bit more picky about how joins are constructed (see [Chapter 7](#Top_of_LiB0039_html), "Querying Multiple Tables" for more information). Instead of using the JOIN syntax, you should use the alternative subquery method supplied here or alter the join appropriately. |

You can achieve the same result using subqueries. The subquery returns the IDs of categories associated with the product you want, and using these results you get the names and descriptions you're interested in:

SELECT CategoryID, Name  
FROM Category  
WHERE CategoryID IN  
 (SELECT CategoryID  
 FROM ProductCategory  
 WHERE ProductCategory.ProductID = 6);

|  |  |  |
| --- | --- | --- |
|  | Caution | Remember that MySQL doesn't support subqueries. None of the examples that include subqueries will run in MySQL. |

Based on the sample data, there are two matching categories for the product for which you were looking:

CategoryID Name  
  
 -------------- --------------------  
 3 Masks  
 4 Sweet Stuff

#### What Products Belong to the Same Categories as Another Product?

This kind of query is useful in situations where you want to find out which products are similar to a specified product. So how do you find out what products belong to the same categories as another product (remember that a product can belong to more than one category)?

After having run the previous two exercises, this should be fairly straightforward. First, remember how you extracted the products that belong to a category:

SELECT Name  
FROM Product INNER JOIN ProductCategory  
ON Product.ProductID = ProductCategory.ProductID  
AND ProductCategory.CategoryID = 3;

Now you need to determine which products belong to one or more categories, so you'll need to do something like this:

SELECT Name  
FROM Product INNER JOIN ProductCategory  
ON Product.ProductID = ProductCategory.ProductID  
WHERE ProductCategory.CategoryID IN (<  
list of categories  
>)

All you need to do is substitute <list of categories> for the list of categories in which you're interested.

Here's the query that alphabetically lists all the products that belong to the same categories as the product with the ID of 6:

SELECT DISTINCT Product.ProductID, Product.Name  
FROM Product INNER JOIN ProductCategory  
ON Product.ProductID = ProductCategory.ProductID  
WHERE ProductCategory.CategoryID IN  
 (SELECT Category.CategoryID  
 FROM Category INNER JOIN ProductCategory  
 ON Category.CategoryID = ProductCategory.CategoryID  
 WHERE ProductCategory.ProductID = 6)  
ORDER BY Name;

Here are the results:

ProductID Name  
  
 ----------- ---------------------  
 1 Beast Mask  
 2 Cleopatra Kit  
 7 Devil Horn Boppers  
 3 Horned Devil Mask  
 6 Sequinned Devil Horns

Note that you use SELECT DISTINCT to guard against duplicate results. You need this because the subquery might return more categories, and the products that belong to more than one of them would be listed more than once (because, remember, a product can belong to more than one category!).

Unfortunately, the previous statement won't execute on MySQL because MySQL doesn't support nested queries. Access also doesn't like this particular syntax, but in just a moment, you'll see an alternative syntax that does work on Access.

##### Getting the Same Results using Table Joins

The solution presented earlier is probably the most commonly used. However, as anticipated, you can obtain the same results using joins, with a much more elegant query. This solution also works with MySQL, which doesn't support subqueries:

SELECT DISTINCT P1.ProductID, P1.Name  
FROM Product P1  
 INNER JOIN ProductCategory PC1  
 ON P1.ProductID = PC1.ProductID  
 INNER JOIN ProductCategory PC2  
 ON PC1.CategoryID = PC2.CategoryID  
WHERE PC2.ProductID = 6  
ORDER BY Name;

|  |  |  |
| --- | --- | --- |
|  | Tip | Referring to [Figure 14-6](#931) will help you construct join queries. Just follow the path of the table joins in the figure, and everything will become clearer. |

Notice that, in this example, we've used some table aliases to make the SQL code a bit shorter (ProductCategory is, after all, quite a long word to type!).

This is the same query, written with the alternate syntax (which works on Access):

SELECT DISTINCT P1.ProductID, P1.Name  
FROM Product P1, ProductCategory PC1, ProductCategory PC2  
WHERE P1.ProductID = PC1.ProductID  
 AND PC1.CategoryID = PC2.CategoryID  
 AND PC2.ProductID = 6  
ORDER BY Name;

Wow, you have just joined three tables! And, to add to the confusion, you used two instances of the ProductCategory table. The action of joining two instances of the same table is called a self-join, and it works just as if they were two separate tables.

Joining the two ProductCategory instances on the CategoryID field generates a list of ProductID/ProductID pairs, containing products associated with the same category.

Now that you have this list of products, which are related by their category, the rest is simple: In the right side of the list, you filtered according to the ProductID that you were looking for (6 in this case). In this manner, in the left side of the list there remained only the products related to the product with an ID of 6. Finally, in the left side of the list you joined with the Product table in order to get the names and descriptions of the resulted products.

Note that you still need the DISTINCT keyword to filter duplicate records from products that belong to more than one of the resulting categories.

#### Getting a List of Categories and Their Products

Because you're expert in table joins by now, let's look at another simple exercise: Say you want to get a list containing categories and their products, like this:

Category Name Product Name  
  
 --------------------------------- -----------------------  
 Exotic Costumes Cleopatra Kit  
 Exotic Costumes Miss Santa  
 Masks Horned Devil Mask  
 Masks Cleopatra Kit  
 Masks Sequinned Devil Horns  
 Scary Costumes Vampire Disguise  
 Scary Stuff Bug Eyed Glasses  
 Sweet Stuff Sequinned Devil Horns  
 Sweet Stuff Devil Horn Boppers

If you need to associate categories with products, the path followed by joins is quite clear. You have the ProductCategory table, which contains the IDs of associated categories and products. You join this table on its left and right sides to get the category and product names associated with the IDs. Here's the query that does this for you:

SELECT C.Name as "Category Name", P.Name as "Product Name"  
FROM Product P  
INNER JOIN ProductCategory PC ON P.ProductID = PC.ProductID  
INNER JOIN Category C ON PC.CategoryID = C.CategoryID  
ORDER BY C.Name, P.Name;

The same query, rewritten using WHERE statements instead of JOIN statements, looks like this (and works on Access):

SELECT C.Name as "Category Name", P.Name as "Product Name"  
FROM Product P, ProductCategory PC, Category C  
WHERE P.ProductID = PC.ProductID AND PC.CategoryID = C.CategoryID  
ORDER BY C.Name, P.Name;

##### Getting the Same Results using Correlated Subqueries

This method is less obvious, but it's good to know that there are multiple ways to get the same results with SQL. In this particular scenario, the solution using table joins is likely to be faster, but in practice remember that only a good set of tests can show you what's the best solution for your database:

SELECT C.Name as "Category Name", Product.Name as "Product Name"  
FROM Product,   
Category C  
  
WHERE Product.ProductID IN  
 (SELECT ProductID FROM ProductCategory  
 WHERE ProductCategory.CategoryID = C.CategoryID)  
ORDER BY C.Name, Product.Name;

This query is a bit more complicated than the previous ones—if you have problems understanding it, please reread the section on correlated subqueries in [Chapter 6](#Top_of_LiB0035_html), "Combining SQL Queries."

What you did was to ask from the start for a category name and product name without specifying anything about the linking table, ProductCategory. In the outer query, you asked only for the columns you were interested in without specifying how they're related. However, for each category, the WHERE clause uses the correlated subquery to filter out only the products that are associated with it.

Remember that correlated subqueries execute for each record of the main query. In this case, for each category returned by the outer query, the correlated subquery executes and returns the products associated with that category. The outer query gets the results back and uses them to compose the list containing category and product names.

The important detail to understand is the way the categories from the outer query are used in the subquery:

WHERE ProductCategory.CategoryID =   
C.CategoryID  
)

This line does the whole trick: The category of the outer query (C.CategoryID) is used in a table join in the correlated subquery. The category ID from the outer query is referenced through the C alias defined for Category.

#### Getting the Most Expensive Products in Each Category

Say you want to get a list containing all existing categories, along with the most expensive two products for each category. Based on the data you have, the list should contain the following products:

Category Product Price  
  
 --------------------- ----------------------------- ---------  
 Exotic Costumes Miss Santa 49.9900  
 Exotic Costumes Cleopatra Kit 14.9900  
 Masks Cleopatra Kit 14.9900  
 Masks Beast Mask 5.9900  
 Scary Costumes Vampire Disguise 9.9900  
 Scary Stuff Bug Eyed Glasses 2.7500  
 Sweet Stuff Sequinned Devil Horns 3.7500  
 Sweet Stuff Devil Horn Boppers 2.5000

Let's see how to obtain this list with SQL Server, Oracle, and DB2.

##### SQL Server

For SQL Server, here's the query that does the trick. You get the top two products for each category using a correlated subquery:

SELECT C.Name AS "Category", Product.Name AS "Product",  
 Product.Price as "Price"  
FROM Product,   
Category C  
  
WHERE Product.ProductID IN  
 (SELECT   
TOP 2  
 ProductID FROM ProductCategory  
 WHERE ProductCategory.CategoryID = C.CategoryID  
 ORDER BY Price DESC)  
ORDER BY C.Name, Product.Price DESC;

##### DB2

DB2 doesn't allow you to use FETCH FIRST n ROWS ONLY in subqueries, so you can't simply translate the SQL Server version (which uses TOP) to a DB2 equivalent.

The DB2 solution uses the ROWNUMBER function, which you already saw in an earlier example. However, this time you use PARTITION BY in combination with ORDER BY to create a ranking for each product in descending order of its price, for each category in part:

WITH tmp (CategoryName, ProductName, ProductPrice, rank)  
AS  
 (SELECT C.Name, P.Name, P.Price,  
 ROWNUMBER() OVER (PARTITION BY C.Name ORDER BY P.Price DESC)  
 AS rank  
  
 FROM Product P  
 JOIN ProductCategory PC ON P.ProductID = PC.ProductID  
 JOIN Category C ON C.CategoryID = PC.CategoryID)  
  
SELECT CategoryName, ProductName, ProductPrice  
FROM tmp  
WHERE rank <= 2  
ORDER BY CategoryName

PARTITION BY C.Name specifies that you want the products ranking created separately for each category. ORDER BY P.Price DESC specifies that, for each category, you want the products sorted in descending order of their price.

ROWNUMBER (or ROW\_NUMBER) always returns a unique number for each returned row. DB2 also supports two similar functions, RANK and DENSERANK (or DENSE\_RANK). RANK and DENSERANK return the same value for records that are equal in respect to the ORDER BY criterion—in this case, if two or more products of a category have the same price, they'll receive the same ranking. The difference between RANK and DENSERANK is that RANK leaves gaps in rankings when two or more products have the same ranking. Say, for example, if the first three most expensive products have the same price, they'll all receive a ranking of 1. The following product in the list will have a RANK of 4 but a DENSERANK of 2 because DENSERANK leaves no gaps.

##### Oracle

With Oracle, you apply a similar method as for DB2, except that the syntax is a little different. Oracle supports RANK and DENSE\_RANK just like DB2, but it doesn't support ROW\_NUMBER. For this reason the Oracle query will not be guaranteed to retrieve a maximum of two products for each category:

SELECT CategoryName, ProductName, ProductPrice  
 FROM  
 (SELECT C.Name as CategoryName,  
 P.Name as ProductName,  
 P.Price as ProductPrice,  
 RANK() OVER (PARTITION BY C.Name ORDER BY P.Price DESC)  
 AS rank  
 FROM Product P  
 JOIN ProductCategory PC ON P.ProductID = PC.ProductID  
 JOIN Category C ON C.CategoryID = PC.CategoryID)  
WHERE rank <= 2  
ORDER BY CategoryName;

### What About Products and Their Departments?

Here you take things one step further and analyze how you can get different product listings based on the departments to which they belong. The queries become a bit more complicated because a fourth table, Department, comes into play.

#### Selecting Products that Belong to a Specific Department

Say you know the ID of a department, and you want to get all the products that belong to it.

In the previous exercises, you learned how to extract the products in a specific category. Now, instead of looking for the products in a category, you're looking for the products that belong to a list of categories (more specifically, the list of categories in the department for which you're looking).

Using subqueries, you use the IN keyword to filter the results based on a list of category IDs. Here's the SQL query that does the trick for you:

SELECT Product.ProductID, Product.Name  
FROM Product INNER JOIN ProductCategory  
ON Product.ProductID = ProductCategory.ProductID  
WHERE ProductCategory.CategoryID IN  
 (SELECT CategoryID  
 FROM Category  
 WHERE DepartmentID = 1)  
ORDER BY Product.Name;

This query outputs these records:

ProductID Name  
  
 ---------------------- ---------------------  
 2 Cleopatra Kit  
 4 Miss Santa  
 5 Vampire Disguise

##### Getting the Same Results using Table Joins

Using table joins, you need to join the Product, ProductCategory, and Category tables. You don't need to also join the Department table because you don't need anything from it (its name or description). You filter the results based on the DepartmentID field of the Category table:

SELECT Product.ProductID, Product.Name  
FROM Product  
 INNER JOIN ProductCategory  
 ON Product.ProductID = ProductCategory.ProductID  
 INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
WHERE Category.DepartmentID = 1  
ORDER BY Product.Name;

The same query, without using JOIN, looks like this (note that this form will work on Access and pre-9i versions of Oracle):

SELECT Product.ProductID, Product.Name  
FROM Product, ProductCategory, Category  
WHERE Product.ProductID = ProductCategory.ProductID  
 AND ProductCategory.CategoryID = Category.CategoryID  
 AND Category.DepartmentID = 1  
ORDER BY Product.Name;

#### Getting a List of the Departments and Their Products

Now, what if you want to see a list containing the departments and the products that belong to them: For example:

Department Product  
  
 -------------------- ---------------------  
 Costume Accessories Beast Mask  
 Costume Accessories Cleopatra Kit  
 Costume Accessories Horned Devil Mask  
 Costume Accessories Sequinned Devil Horns  
 Full Costumes Cleopatra Kit  
 Full Costumes Miss Santa  
 Full Costumes Vampire Disguise  
 Jokes and Tricks Bug Eyed Glasses  
 Jokes and Tricks Devil Horn Boppers  
 Jokes and Tricks Sequinned Devil Horns

This time, apart from the Product, ProductCategory, and Category tables, you'll also need the Department table. You need it to extract the department names.

Using table joins, you can extract this list using the following query. To get a list with products and departments, you make the usual trip starting with the Product table and ending with Department. This trip walks through the tables that have relationships: Product...ProductCategory...Category...Department. If you follow this road, what the query does becomes quite obvious:

SELECT Department.Name AS "Department",  
 Product.Name AS "Product"  
FROM Department  
 INNER JOIN Category  
 ON Department.DepartmentID = Category.DepartmentID  
 INNER JOIN ProductCategory  
 ON Category.CategoryID = ProductCategory.CategoryID  
 INNER JOIN Product  
 ON ProductCategory.ProductID = Product.ProductID  
ORDER BY Department.Name, Product.Name;

You ordered departments by name, and for each department the products are also ordered by name.

Here is the same query using the alternate syntax that works on Access, as well as the other platforms:

SELECT Department.Name AS "Department",  
 Product.Name AS "Product"  
FROM Product, ProductCategory, Category, Department  
WHERE Product.ProductID = ProductCategory.ProductID  
 AND ProductCategory.CategoryID = Category.CategoryID  
 AND Category.DepartmentID = Department.DepartmentID  
ORDER BY Department.Name, Product.Name;

##### Getting the Same List with a Correlated Subquery

If you prefer using correlated subqueries, this is the way to go:

SELECT D.Name AS "Department", P.Name AS "Product"  
FROM Product P, Department D  
WHERE ProductID IN  
 (SELECT ProductID  
 FROM ProductCategory INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 WHERE Category.DepartmentID = D.DepartmentID)  
ORDER BY D.Name, P.Name;

On the outer query, you only specify the fields in which you're interested and enforce the relationships between them using the subquery. The correlated (inner) subquery is called for each department returned by the outer query, and it returns the ProductIDs associated with that department.

Note that you have flexibility to write the subquery in any number of ways, including using another subquery instead of table joins, like this:

SELECT D.Name AS "Department", Product.Name AS "Product"  
FROM Product, Department D  
WHERE ProductID IN  
 (SELECT ProductID from ProductCategory  
 WHERE ProductCategory.CategoryID IN  
 (SELECT CategoryID FROM Category  
 WHERE D.DepartmentID = DepartmentID))  
ORDER BY D.Name, Product.Name;

You'll rarely want to complicate your queries like this, but it demonstrates how flexible SQL can be.

#### What About Departments that Have No Products?

In the previous queries, when you retrieved a list of departments and their products, you always assumed that each department had at least one product. Just for the fun of it, let's add a new department now:

INSERT INTO Department (Name) VALUES ('Books');

With this new department in place, run the previous SQL queries again. Maybe you'll be surprised to see that the new department doesn't show up, but this behavior is quite correct.

If you want to have all the departments listed, regardless of whether they have products, you'll need to modify the first query to use outer joins instead of inner joins. [Chapter 7](#Top_of_LiB0039_html), "Querying Multiple Tables," presented outer joins. Here's the updated query:

SELECT Department.Name AS "Department",  
 Product.Name AS "Product"  
FROM Department  
 LEFT JOIN Category  
 ON Department.DepartmentID = Category.DepartmentID  
 LEFT JOIN ProductCategory  
 ON Category.CategoryID = ProductCategory.CategoryID  
 LEFT JOIN Product  
 ON ProductCategory.ProductID = Product.ProductID  
ORDER BY Department.Name, Product.Name;

The result of this query is as follows:

Department Product  
  
 ---------------------- -----------------------  
 Books NULL  
 Costume Accessories Beast Mask  
 Costume Accessories Cleopatra Kit  
 Costume Accessories Horned Devil Mask  
 Costume Accessories Sequinned Devil Horns  
 Full Costumes Cleopatra Kit  
 Full Costumes Miss Santa  
 Full Costumes Vampire Disguise  
 Jokes and Tricks Bug Eyed Glasses  
 Jokes and Tricks Devil Horn Boppers  
 Jokes and Tricks Sequinned Devil Horns

You used left outer joins in this example to make sure all departments are returned. If you used right outer joins instead, you would have to make that all products were listed instead-—including the ones that don't belong to any department.

Remember that an outer join always takes all the rows in one side of the join (left or right) and tries to match with rows from the other side of the join. If no match is made, NULL is assumed instead.

This is different from the inner join (the default type of join), which is exclusive—it only returns rows that have matches in both sides of the join. The opposite is the full join (FULL OUTER JOIN), which includes all the rows in both sides of the join.

#### How Many Products Belong to Each Department?

If you managed to find out how to get a list of products for each department, you're only one step away from counting how many products exist in each department. You do this using the GROUP BY clause and using the COUNT aggregate function:

SELECT Department.Name AS "Department",  
 COUNT(Product.Name) AS "Products"  
FROM Product  
 INNER JOIN ProductCategory  
 ON Product.ProductID = ProductCategory.ProductID  
  
 INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 INNER JOIN Department  
 ON Category.DepartmentID = Department.DepartmentID  
GROUP BY Department.Name  
ORDER BY Department.Name;

Recall that we discussed the GROUP BY clause and aggregate functions in [Chapter 4](#Top_of_LiB0027_html), "Summarizing and Grouping Data."

Here's the results list:

Department Products  
  
 -------------------- -----------  
 Costume Accessories 4  
 Full Costumes 3  
 Jokes and Tricks 3

If you wanted to count only those products that are on promotion for each department, you'd simply need to filter the products:

SELECT Department.Name AS "Department",  
 COUNT(Product.Name) AS "Featured Products"  
FROM Product  
 INNER JOIN ProductCategory  
 ON Product.ProductID = ProductCategory.ProductID  
 INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 INNER JOIN Department  
 ON Category.DepartmentID = Department.DepartmentID  
WHERE Product.OnDepartmentPromotion = 1  
GROUP BY Department.Name  
ORDER BY Department.Name;

The results should look like this:

Department Featured Products  
  
 -------------------- -----------------  
 Costume Accessories 1  
 Full Costumes 1  
 Jokes and Tricks 1

##### Getting the Same List with Correlated Subqueries

You can obtain the same results using correlated subqueries. There are two main ways you can rewrite the previous queries using correlated subqueries.

In the first example, you first group the products by department using GROUP BY and perform a COUNT for each group:

SELECT   
D.Name  
 AS "Department", COUNT(P.Name) AS "Products"  
FROM Department D, Product P  
WHERE ProductID IN  
 (SELECT ProductID  
 FROM ProductCategory INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 WHERE Category.DepartmentID = D.DepartmentID)  
GROUP BY   
D.Name  
  
ORDER BY   
D.Name  
;

In the second solution, you use a subquery to calculate the number of products for each department instead of using GROUP BY to group by departments. Note that the subquery is still a correlated subquery, and it executes once for each department selected by the outer query:

SELECT D.Name AS "Department",  
 (SELECT COUNT(ProductID)  
 FROM ProductCategory INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 WHERE Category.DepartmentID = D.DepartmentID) AS "Products"  
FROM Department D;

#### What is the Average Price of Products in Each Department?

Suppose you want to see the average price for all the products in each department. You can do this quickly now because it is similar to the query that counted the number of products in each department:

SELECT Department.Name AS "Department",  
 AVG(Product.Price) AS "Average Price"  
FROM Product  
 INNER JOIN ProductCategory  
 ON Product.ProductID = ProductCategory.ProductID  
 INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 INNER JOIN Department  
 ON Category.DepartmentID = Department.DepartmentID  
GROUP BY Department.Name;

After executing this query, you see that the Full Costumes department has the most expensive products:

Department Average Price  
  
 -------------------- ---------------------  
 Costume Accessories 7.6800  
 Full Costumes 24.9900  
 Jokes and Tricks 3.0000

You can complicate things a bit more and ask, for example, for the average price in each department but only for those departments having at least three products. Also, you can request the results listed in descending order of the average department price:

SELECT Department.Name AS "Department",  
 COUNT(Product.Name) AS "Products",  
 AVG(Product.Price) AS "Average Price"  
FROM Product  
 INNER JOIN ProductCategory  
 ON Product.ProductID = ProductCategory.ProductID  
 INNER JOIN Category  
 ON ProductCategory.CategoryID = Category.CategoryID  
 INNER JOIN Department  
 ON Category.DepartmentID = Department.DepartmentID  
GROUP BY Department.Name  
HAVING COUNT(Product.Price)>=3  
ORDER BY AVG(Product.Price) DESC;

Because all departments have at least three products, you'll receive all of them back; this time, they're listed in descending order of their average price:

Department Products Average Price  
  
 -------------------- ----------- ---------------------  
 Full Costumes 3 24.9900  
 Costume Accessories 4 7.6800  
 Jokes and Tricks 3 3.0000

## Updating Catalog Information

In this section, you'll look at some of the most common operations that insert, update, or delete catalog records. We won't attempt to list all queries that would be required in a complete solution because many of them are similar.

In this case study, you're more interested in the statements themselves, rather than the way they're packaged: In most cases, where possible, the statements should be saved as stored procedures into the database. This is a good practice that keeps the code clean and also brings some other benefits, as you learned in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures." We'll first present the statements and then show how to package them as SQL Server, Oracle, and DB2 stored procedures.

Almost any command that updates information has input parameters, which define how to update, insert, or delete catalog information. When presenting the statements without including them in stored procedures, we'll replace the input parameters with general identifiers, such as <<ProductID>> or <<DepartmentName>>.

These should be replaced by stored procedure parameters if you're using stored procedures or by values if you're executing the commands directly on the database.

These will be most useful for MySQL users because MySQL doesn't support stored procedures. With Access queries, the stored procedure parameters aren't separately declared; instead they're used directly in the statements, written between square brackets. For more information, see [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures."

Let's start with something simple....

#### Updating a Department

When you want to modify or delete a single record, you always identify it by its primary key. This ensures that you only affect a single record or no records at all. For example, the following is a typical command that updates the name of the department with an ID of 1:

UPDATE Department  
SET Name = 'Weird Stuff'  
WHERE DepartmentID = 1;

As you can see, you don't attempt to change the department's ID because you have no reason to do that. Moreover, changing the value of an ID column might break the referential integrity, established through foreign keys, with existing categories.

A command that updates a department's information looks like this if you're executing the command directly in the database:

UPDATE Department  
SET Name = <<DepartmentName>>,  
 Description = <<DepartmentDescription>>  
WHERE DepartmentID = <<DepartmentID>>;

Packaged as a SQL Server stored procedure, the query looks like this:

CREATE PROCEDURE UpdateDepartment  
(@DepartmentID int,  
@DepartmentName varchar(50),  
@DepartmentDescription varchar(1000))  
  
AS  
UPDATE Department  
SET Name = @DepartmentName,  
 Description = @DepartmentDescription  
WHERE DepartmentID = @DepartmentID;

The same procedure looks like this for Oracle:

CREATE PROCEDURE UpdateDepartment  
(DeptID IN integer,  
DepartmentName IN varchar2,  
DepartmentDescription IN varchar2)  
  
AS  
 BEGIN  
 UPDATE Department  
 SET Name = DepartmentName,  
 Description = DepartmentDescription  
 WHERE DepartmentID = DeptID;  
 END;  
/

|  |  |  |
| --- | --- | --- |
|  | Tip | Remember to use the SHOW ERRORS command, which comes in handy when writing stored procedures in SQL\*Plus. |

And the DB2 equivalent is as follows:

CREATE PROCEDURE DB2ADMIN.UpdateDepartment  
(i\_DepartmentID INT,  
 i\_DepartmentName VARCHAR(50),  
 i\_DepartmentDescription VARCHAR(1000))  
  
P1: BEGIN  
 UPDATE Department  
 SET Name = i\_DepartmentName,  
 Description = i\_DepartmentDescription  
 WHERE DepartmentID = i\_DepartmentID;  
END P1

Once you have stored a stored procedure, you can execute it using the EXECUTE command. Let's look at how you can call UpdateDepartment inside a transaction and then roll back the transaction: This allows you to test that the stored procedure works okay, without damaging the existing department data. ([Chapter 10](#Top_of_LiB0056_html), "Transactions," covered transactions.)

Here's the SQL Server version of the code:

BEGIN TRANSACTION  
EXECUTE UpdateDepartment 1, 'Strange new name',  
 'Strange new description'  
SELECT \* FROM Department  
ROLLBACK TRANSACTION;

The same script looks a bit different with Oracle:

EXECUTE UpdateDepartment (1, 'Strange new name',  
 'Strange new description');  
SELECT \* FROM Department;  
ROLLBACK WORK;

The DB2 version is similar to the Oracle syntax, except that you use the CALL keyword instead of EXECUTE:

CALL UpdateDepartment (1, 'Strange new name',  
 'Strange new description');  
SELECT \* FROM Department;  
ROLLBACK WORK;

In all cases, you rolled back the changes, so none of your amendments were actually applied. However, you've verified that the procedure works as expected.

#### Adding a New Category

The SQL query that adds a new category is simple, and the way you package it as a stored procedure is just as in the previous example. The query looks like this:

INSERT INTO Category (DepartmentID, Name, Description)  
VALUES (<<DepartmentID>>, <<CategoryName>>,  
 <<CategoryDescription>>);

Because CategoryID is an autonumbered field, you don't specify values for it when inserting new rows into Category.

#### Deleting a Department

When deleting departments, you're faced a new issue: The department you want to delete might have categories associated with it, so trying to delete it can break the referential integrity rules.

So how do you deal with this problem? How do you make sure you don't generate any database exceptions? Well, the answer relates to how the application is architected.

For example, you might simply want not to avoid database exceptions and handle the errors within the application's code. So, you might simply remove the department, without caring if you break any existing integrity constraints:

DELETE FROM Department  
WHERE DepartmentID = <<DepartmentID>>;

This would be a perfectly fine stored procedure if the application were meant to handle the database errors itself. In this scenario, you rely on the database to throw an error if you attempt to delete a department that has any related categories and on the software application to catch these errors and respond accordingly.

If you want to avoid any errors, you need to test if there are any categories that belong to the department that you're trying to delete. So, you first issue a SQL command that tests if any related categories exist, like this:

SELECT Name FROM Category  
WHERE DepartmentID = <<DepartmentID>>;

If no rows are returned, you can delete the department:

DELETE FROM Department  
WHERE DepartmentID = <<DepartmentID>>;

You can package these two commands as a SQL Server stored procedure; here we've used NOT EXISTS, but you could very well use other techniques, such as using COUNT to see how many categories belong to that department:

CREATE PROCEDURE DeleteDepartment  
(@DepartmentID int)  
AS  
IF NOT EXISTS  
 (SELECT Name FROM Category WHERE DepartmentID = @DepartmentID)  
DELETE FROM Department  
WHERE DepartmentID = @DepartmentID;

Let's now see the Oracle version of the DeleteDepartment stored procedure. Notice that NOT EXISTS is used in a slightly different manner here:

CREATE PROCEDURE DeleteDepartment  
(DeptID IN integer)  
AS  
 BEGIN  
 DELETE FROM Department  
 WHERE DepartmentID = DeptID  
 AND NOT EXISTS (SELECT Name FROM Category WHERE DepartmentID = DeptID);  
 END;  
/

Finally, you have the following for DB2:

CREATE PROCEDURE DB2ADMIN.DeleteDepartment  
(i\_DepartmentID INT)  
P1: BEGIN  
  
 IF NOT EXISTS (SELECT Name FROM Category  
 WHERE DepartmentID = i\_DepartmentID)  
 THEN  
 DELETE FROM Department  
 WHERE DepartmentID = i\_DepartmentID;  
 END IF;  
END P1

#### Assigning a Product to a Category

To assign a product to a category, you need to execute a simple INSERT command that inserts a pair of rows into the ProductCategory table:

INSERT INTO ProductCategory (ProductID, CategoryID)  
VALUES (<<ProductID>>, <<CategoryID>>);

Let's see the SQL Server procedure that does the same thing:

CREATE PROCEDURE AssignProductToCategory  
(@ProductID int, @CategoryID int)  
AS  
  
INSERT INTO ProductCategory (ProductID, CategoryID)  
VALUES (@ProductID, @CategoryID)  
RETURN;

Its Oracle version looks like this:

CREATE PROCEDURE AssignProductToCategory  
(ProdID IN integer,  
 CategID IN integer)  
  
AS  
 BEGIN  
 INSERT INTO ProductCategory (ProductID, CategoryID)  
 VALUES (ProdID, CategID);  
 END;  
/

And the DB2 version looks like this:

CREATE PROCEDURE DB2ADMIN.AssignProductToCategory  
(i\_ProductID INT,  
 i\_CategoryID INT)  
P1: BEGIN  
 INSERT INTO ProductCategory (ProductID, CategoryID)  
 VALUES (i\_ProductID, i\_CategoryID);  
END P1

These stored procedures assume that the supplied CategoryID and ProductID values are valid. However, you can use the techniques you saw in the previous example to verify this.

#### Creating a New Product and Automatically Assigning it to a Category

This isn't a difficult task, but it's got a catch. There are basically two operations that you need to perform: adding a new product to the Product table and then associating this product with the appropriate category by adding a record into ProductCategory.

The catch is that product IDs are automatically generated by the database (because you designed them this way), so you need a way to find these IDs.

The first of the two operations is a simple INSERT into the Product table:

INSERT INTO Product (... fields ...)  
VALUES (... values ...)

The second operation that you need to perform is an INSERT into ProductCategory:

INSERT INTO ProductCategory (ProductID, CategoryID)  
VALUES (<<ProductID>>, <<CategoryID>>);

Let's see these two operations as a SQL Server stored procedure:

CREATE PROCEDURE CreateProductToCategory  
(@CategoryID int,  
 @ProductName varchar(50),  
 @ProductDescription varchar(1000),  
 @ProductPrice money,  
 @ProductImage varchar(50),  
 @OnDepartmentPromotion bit,  
 @OnCatalogPromotion bit)  
AS  
  
DECLARE @ProductID int  
  
INSERT INTO Product (Name, Description, Price,  
 ImagePath, OnDepartmentPromotion, OnCatalogPromotion)  
VALUES (@ProductName, @ProductDescription, CONVERT(money,@ProductPrice),  
 @ProductImage, @OnDepartmentPromotion, @OnCatalogPromotion)  
  
SELECT @ProductID = @@Identity  
  
INSERT INTO ProductCategory (ProductID, CategoryID)  
VALUES   
(@ProductID  
, @CategoryID)  
RETURN;

With SQL Server, you use the @@Identity system variable, which returns the last-generated ID. You need to save its value to a local variable (@ProductID in this case) immediately after you issue the INSERT command because SQL Server resets its value automatically.

With Oracle, you use sequences to automatically generate ID values—the sequence that generates the value is the one that can tell you what the current value is. With the DepartmentIDSeq sequence, you call DepartmentIDSeq.NextVal to get the next value of the sequence. To get the current value, you call DepartmentID.CurrVal:

CREATE PROCEDURE CreateProductToCategory  
(CategoryID integer,  
 ProductName IN varchar2,  
 ProductDescription IN varchar2)  
AS  
BEGIN  
 INSERT INTO Product (Name, Description)  
 VALUES (ProductName, ProductDescription);  
  
 INSERT INTO ProductCategory (ProductID, CategoryID)  
 VALUES (  
ProductID.CurrVal  
, CategoryID);  
END;  
/

The DB2 version of this procedure looks as follows:

CREATE PROCEDURE DB2ADMIN.CreateProductToCategory  
(i\_CategoryID INT,  
 i\_ProductName VARCHAR(50),  
 i\_ProductDescription VARCHAR(1000),  
  
 i\_ProductPrice DECIMAL(7,2),  
 i\_ProductImage VARCHAR(50),  
 i\_OnDepartmentPromotion SMALLINT,  
 i\_OnCatalogPromotion SMALLINT)  
  
P1: BEGIN  
 DECLARE pid INT;  
 INSERT INTO Product  
 (Name, Description, Price, ImagePath,  
 OnDepartmentPromotion, OnCatalogPromotion)  
 VALUES (i\_ProductName, i\_ProductDescription,  
 i\_ProductPrice, i\_ProductImage,  
 i\_OnDepartmentPromotion, i\_OnCatalogPromotion);  
  
 SET pid = IDENTITY\_VAL\_LOCAL();  
  
 INSERT INTO ProductCategory (ProductID, CategoryID)  
 VALUES (  
pid  
, i\_CategoryID);  
  
END P1

Because DB2 supports autonumbered fields, you can use the IDENTITY\_VAL\_LOCAL() function to retrieve the next available ID and assign it to your new product.

We can't provide a similar example with MySQL because it doesn't support stored procedures, but it does have something similar to SQL Server's @@Identity—it's the LAST\_INSERT\_ID() function, which also returns the last automatically generated value. You can display its value like this:

SELECT LAST\_INSERT\_ID();

After inserting a product into the Product table in MySQL, you can populate ProductCategory like this:

INSERT INTO ProductCategory (ProductID, CategoryID)  
VALUES (  
LAST\_INSERT\_ID()  
, <<CategoryID>>);

#### Removing a Product

Imagine that you want to remove a product from the database. The problem you have is that the product can belong to a number of categories, and you need to remove the ProductCategory entries before removing the product.

You want to create a stored procedure or script with the following functionality: You provide as parameters a product ID and a category ID. The script will first remove the product from the category by deleting a ProductCategory record. Then, if no more categories are left for this product, the product is removed from the Product table as well. In other words, you make sure there are no products that don't have an associated category: As soon as you detach the product from its last category, the product is removed altogether.

This functionality is simple to implement as a number of separated SQL statements. First, you delete the product from the mentioned category:

DELETE FROM ProductCategory  
WHERE CategoryID=<<CategoryID>> AND ProductID=<<ProductID>>;

Second, you count how many categories are associated with the product:

SELECT COUNT(\*) FROM ProductCategory  
WHERE ProductID=<<ProductID>>;

If you get a value higher than zero, you leave the product alone. Otherwise, you remove the product from the Product table:

DELETE FROM Product where ProductID=<<ProductID>>;

Okay, the theory is simple. Let's see how to put it in practice in a SQL Server procedure:

CREATE PROCEDURE RemoveProduct  
(@ProductID int, @CategoryID int)  
AS  
  
DELETE FROM ProductCategory  
WHERE CategoryID=@CategoryID AND ProductID=@ProductID  
  
IF (SELECT COUNT(\*) FROM ProductCategory  
 WHERE ProductID=@ProductID) = 0  
 DELETE FROM Product WHERE ProductID=@ProductID;

Here's one implementation of the same procedure in Oracle:

CREATE OR REPLACE PROCEDURE RemoveProduct  
(ProdID int, CategID int)  
AS  
  
BEGIN  
 DECLARE  
 CategoriesCount integer;  
 BEGIN  
 DELETE FROM ProductCategory  
 WHERE CategoryID = CategID AND ProductID = ProdID;  
  
 SELECT COUNT(\*) INTO CategoriesCount FROM ProductCategory  
 WHERE ProductID = ProdID;  
  
 IF CategoriesCount = 0 THEN  
 DELETE FROM Product WHERE ProductID = ProdID;  
 END IF;  
 END;  
END;  
/

Finally, let's take a quick look at the DB2 equivalent:

CREATE PROCEDURE DB2ADMIN.RemoveProduct  
(i\_ProductID INT,  
 i\_CategoryID INT)  
  
P1: BEGIN  
 DELETE FROM ProductCategory  
 WHERE CategoryID = i\_CategoryID AND  
 ProductID = i\_ProductID;  
 IF (SELECT COUNT(\*) FROM ProductCategory  
 WHERE ProductID = i\_ProductID) = 0  
 THEN  
 DELETE FROM Product WHERE ProductID = i\_ProductID;  
 END IF;  
END P1

## Searching the Catalog

You'll now see a way to search the product catalog for products containing a number of words in their name or description. You can do either an all-words search or an any-words search in the catalog.

In an all-words search, you're looking for products containing all the words in the search string. In any-words search, you're looking for products containing any of the words in the search string.

|  |  |  |
| --- | --- | --- |
|  | Note | Each database product has special features and options for doing advanced full-text searches, with ranking, word similarities, and other complex options. Full-text searches are usually done using the CONTAINS keyword, but it works only if the table is full-text indexed. Full-text searching and indexing is a database-specific feature that isn't part of SQL-99 and isn't covered in this book. |

### The Basics

The following query searches for devil mask with an all-words search. This means you're searching for products having both words (devil and mask) in their name.:

SELECT Name, Description  
FROM Product  
WHERE (Description LIKE '%devil%' OR Name LIKE '%devil%')  
   
AND  
 (Description LIKE '%mask%' OR Name LIKE '%mask%');

Using the sample data presented earlier in the chapter, this query generates the following:

Name Description  
  
 ------------------------ -------------------------------  
 Horned Devil Mask Full devil mask with horns. The  
 perfect Halloween disguise!

Note the percent wildcard character, which replaces any string of zero or more characters. The expression Description LIKE '%devil%' returns true for any description that contains the word devil.

You can shorten the previous SQL query a bit by using a neat trick: You can concatenate Description and Name and search for the words in the resulted string. String concatenation is performed differently by databases. Here's how to do it with SQL Server:

SELECT Name, Description  
FROM Product  
WHERE (Description + Name LIKE '%devil%')  
 AND (Description + Name LIKE '%mask%');

With Oracle and DB2, you use || instead of +:

SELECT Name, Description  
FROM Product  
WHERE (Description || Name LIKE '%devil%')  
 AND (Description || Name LIKE '%mask%');

MySQL uses the CONCAT function:

SELECT Name, Description  
FROM Product  
WHERE (CONCAT(Description, Name) LIKE '%devil%')  
 AND (CONCAT(Description, Name) LIKE '%mask%');

There are alternative ways of achieving the same result. For example, with MySQL you can use the INSTR function, which returns the position of the first occurrence of a substring in a string. Here's how to use it:

SELECT Name, Description  
FROM Product  
WHERE INSTR(CONCAT(Description, Name), 'devil') > 0  
 AND INSTR(CONCAT(Description, Name), 'mask') > 0;

So far we've presented examples with all-words searches. For any-words searches, you just need to use OR instead of AND in the WHERE clause:

SELECT Name, Description  
FROM Product  
WHERE (Description LIKE '%devil%' OR Name LIKE '%devil%')  
   
OR  
 (Description LIKE '%mask%' OR Name LIKE '%mask%');

Using this sample data, this returns the following:

Name Description  
  
 --------------------- -------------------------------------  
 Beast Mask Red-eyed and open-mouthed scary mask  
 guaranteed to scare!  
 Horned Devil Mask Full devil mask with horns. The perfect  
 Halloween disguise!  
 Sequinned Devil Horns Shiny red horns for the little devil  
 inside you!  
 Devil Horn Boppers These red glitter boppers are  
 guaranteed to attract attention.  
 They will soon be under your spell!

### The SearchCatalog Stored Procedure

The previous statements work fine, but they need to be dynamically generated by the application and sent to the database as such. If you want to store them as stored procedures, things become a bit more complicated.

First, you need to get the words to search for as stored procedure parameters. You can optionally receive a single string and split it into separate words, but this would typically result in a messy, slow, and database-specific stored procedure.

In the following stored procedures, you receive a parameter named AllWords that specifies whether you do an all-words or an any-words search. You also take five string parameters, having a default value of NULL (so you don't have to specify values for all of them when calling the procedure), which will contain the words for which you're looking. It's simple to add more parameters and allow the stored procedure to handle more input parameters.

|  |  |  |
| --- | --- | --- |
|  | Tip | Some people think it's dangerous to pose this kind of limitation to the end user (such as not processing more than a fixed number of words from the search string).Well, this may be true, but this limitation doesn't stop people from using Google (which has a limitation of 10 words). |

#### SQL Server

The following is the SQL Server version of the SearchCatalog stored procedure. The @AllWords parameter is a BIT data type, so it can receive values of 0 or 1:

CREATE PROCEDURE SearchCatalog  
(@AllWords bit,  
@Word1 varchar(15) = NULL,  
@Word2 varchar(15) = NULL,  
@Word3 varchar(15) = NULL,  
@Word4 varchar(15) = NULL,  
@Word5 varchar(15) = NULL)  
AS  
  
IF @AllWords = 0  
 SELECT Name, Description  
 FROM Product  
 WHERE (Name + Description LIKE '%'+@Word1+'%')  
 OR (Name + Description LIKE '%'+@Word2+'%' AND @Word2 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word3+'%' AND @Word3 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word4+'%' AND @Word4 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word5+'%' AND @Word5 IS NOT NULL)  
  
IF @AllWords = 1  
 SELECT Name, Description  
 FROM Product  
 WHERE (Name + Description LIKE '%'+@Word1+'%')  
 AND (Name + Description LIKE '%'+@Word2+'%' OR @Word2 IS NULL)  
 AND (Name + Description LIKE '%'+@Word3+'%' OR @Word3 IS NULL)  
 AND (Name + Description LIKE '%'+@Word4+'%' OR @Word4 IS NULL)  
 AND (Name + Description LIKE '%'+@Word5+'%' OR @Word5 IS NULL);

Although it's quite lengthy, the stored procedure isn't complicated. The important thing to understand is the logic of the SELECT statements. In an anywords search, because the conditions are tied with OR, you need to make sure they return False for the NULL words. Also, note that you require at least one word to be provided:

SELECT Name, Description  
FROM Product  
WHERE (Name + Description LIKE '%'+@Word1+'%')  
 OR (Name + Description LIKE '%'+@Word2+'%' AND @Word2 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word3+'%' AND @Word3 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word4+'%' AND @Word4 IS NOT NULL)  
 OR (Name + Description LIKE '%'+@Word5+'%' AND @Word5 IS NOT NULL)

In an all-words search, this is exactly the opposite. You do require at least a matching word, and the rest of the conditions need to return true for the NULL words (the words that haven't been specified by the calling program):

SELECT Name, Description  
FROM Product  
WHERE (Name + Description LIKE '%'+@Word1+'%')  
 AND (Name + Description LIKE '%'+@Word2+'%' OR @Word2 IS NULL)  
 AND (Name + Description LIKE '%'+@Word3+'%' OR @Word3 IS NULL)  
 AND (Name + Description LIKE '%'+@Word4+'%' OR @Word4 IS NULL)  
 AND (Name + Description LIKE '%'+@Word5+'%' OR @Word5 IS NULL);

It's interesting to see how you dealt with the all-words search, where all words except the first one are also checked if they're NULL. This is required; otherwise, the logical condition will return false if you have NULL words (which is their default value), and the stored procedure wouldn't return any results.

Now let's search for the words devil and mask using an all-words search:

EXECUTE SearchCatalog 1, 'devil', 'mask';

Using the sample data provided earlier, the results should look like this:

Name Description  
  
 --------------------- ----------------------------------------  
 Horned Devil Mask Full devil mask with horns. The perfect  
 Halloween disguise!

Now let's do an any-words search using the same words:

EXECUTE SearchCatalog 0, 'devil', 'mask';

The results look like this:

Name Description  
  
 --------------------- --------------------------------------  
 Beast Mask Red-eyed and open-mouthed scary mask  
 guaranteed to scare!  
 Horned Devil Mask Full devil mask with horns. The perfect  
 Halloween disguise!  
 Sequinned Devil Horns Shiny red horns for the little devil  
 inside you!  
 Devil Horn Boppers These red glitter boppers are  
 guaranteed to attract attention. They  
 will soon be under your spell!

#### Oracle

As you learned in [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures," you'll create a package that'll help you return records from the stored procedure. Create the Types package like this:

CREATE OR REPLACE PACKAGE Types  
AS  
 TYPE CursorType IS REF CURSOR;  
END;  
/

Next, create the SearchCatalog stored procedure like this:

CREATE OR REPLACE PROCEDURE SearchCatalog  
(retCursor IN OUT Types.CursorType,  
 AllWords IN NUMBER := 0,  
 Word1 IN VARCHAR := NULL,  
 Word2 IN VARCHAR := NULL,  
 Word3 IN VARCHAR := NULL,  
 Word4 IN VARCHAR := NULL,  
 Word5 IN VARCHAR := NULL)  
AS  
  
BEGIN  
 IF AllWords <> 1 THEN  
 OPEN retCursor FOR  
 SELECT Name, Description  
 FROM Product  
 WHERE (Name||Description LIKE '%'||Word1||'%')  
 OR (Name||Description LIKE '%'||Word2||'%' AND Word2 IS NOT NULL)  
 OR (Name||Description LIKE '%'||Word3||'%' AND Word3 IS NOT NULL)  
 OR (Name||Description LIKE '%'||Word4||'%' AND Word4 IS NOT NULL)  
 OR (Name||Description LIKE '%'||Word5||'%' AND Word5 IS NOT NULL);  
 ELSE  
 OPEN retCursor FOR  
 SELECT Name, Description  
 FROM Product  
 WHERE (Name||Description LIKE '%'||Word1||'%')  
 AND (Name||Description LIKE '%'||Word2||'%' OR Word2 IS NULL)  
 AND (Name||Description LIKE '%'||Word3||'%' OR Word3 IS NULL)  
 AND (Name||Description LIKE '%'||Word4||'%' OR Word4 IS NULL)  
 AND (Name||Description LIKE '%'||Word5||'%' OR Word5 IS NULL);  
 END IF;  
END;  
/

To execute an all-words search, execute the procedure and list the results using the following commands in SQL\*Plus:

VARIABLE C RefCursor  
EXEC SearchCatalog (:C, 1, 'Devil', 'Mask')  
PRINT C;

To do an any-words search, execute the stored procedure like this:

VARIABLE C RefCursor  
EXEC SearchCatalog (:C, 0, 'Devil', 'Mask')  
PRINT C;

#### DB2

The following is the DB2 version of the SearchCatalog stored procedure. The @AllWords parameter in this case is a SMALLINT data type because DB2 doesn't have a BIT type:

CREATE PROCEDURE DB2ADMIN.SearchCatalog  
(i\_AllWords SMALLINT,  
 i\_Word1 VARCHAR(15),  
 i\_Word2 VARCHAR(15),  
 i\_Word3 VARCHAR(15),  
 i\_Word4 VARCHAR(15),  
 i\_Word5 VARCHAR(15))  
  
RESULT SETS 1  
P1: BEGIN  
  
DECLARE curs1 CURSOR WITH RETURN FOR  
 SELECT Name, Description FROM Product  
 WHERE (Name || Description LIKE '%' ||i\_Word1|| '%')  
 OR (Name || Description LIKE '%' ||i\_Word2|| '%'  
 AND i\_Word2 IS NOT NULL)  
 OR (Name || Description LIKE '%' ||i\_Word3|| '%'  
 AND i\_Word3 IS NOT NULL)  
 OR (Name || Description LIKE '%' ||i\_Word4|| '%'  
 AND i\_Word4 IS NOT NULL)  
 OR (Name || Description LIKE '%' ||i\_Word5|| '%'  
 AND i\_Word5 IS NOT NULL);  
  
DECLARE curs2 CURSOR WITH RETURN FOR  
 SELECT Name, Description FROM Product  
 WHERE (Name || Description LIKE '%' ||i\_Word1|| '%')  
 AND (Name || Description LIKE '%' ||i\_Word2|| '%'  
 OR i\_Word2 IS NULL)  
 AND (Name || Description LIKE '%' ||i\_Word3|| '%'  
 OR i\_Word3 IS NULL)  
 AND (Name || Description LIKE '%' ||i\_Word4|| '%'  
 OR i\_Word4 IS NULL)  
 AND (Name || Description LIKE '%' ||i\_Word5|| '%'  
 OR i\_Word5 IS NULL);  
  
IF i\_AllWords = 0 THEN  
 OPEN curs1;  
ELSE  
 OPEN curs2;  
END IF;  
  
END P1

Because you can't explicitly set the search terms to NULL in your stored procedure, you need to enter NULL for any clause that isn't used when the procedure is called. To call this procedure, you can open Command Console and enter the following code:

CALL SearchCatalog(0, 'Devil', 'Mask', NULL, NULL, NULL)

## Summary

Here you are, at the end of what was quite a long and intense case study. We hope you had fun with it and were able to reinforce your understanding of many of the subjects presented throughout the book.

The chapter started by creating the data structures to hold product catalog information. There were only four data tables, but as you could see, they were just enough for your purposes.

The chapter continued by presenting a range of SELECT statements on your data. You could see the same results being returned using table joins, sub-queries, and correlated subqueries.

The next step was to update catalog information. You saw how to add, remove, and update different pieces of data in your catalog. You also saw how to save these statements as SQL Server, Oracle, and DB2 stored procedures. The case study ended by showing a simple method of searching catalog products.

# Chapter 15: Case Study: Implementing Role-Based Security

Overview

This chapter walks you through a case study examining how to use SQL and stored procedures to implement role-based security. You can implement the case study on any back-end relational database that supports stored procedures, such as SQL Server, DB2, or Oracle, and for any kind of application, be it e-commerce, intranet, or anything else.

|  |  |  |
| --- | --- | --- |
|  | Note | The code download for this chapter includes separate scripts that will allow you to create the required tables and stored procedures on SQL Server, DB2, and Oracle. |

The goal of this case study is to show you a flexible, extensible solution and explain how we came to the conclusions used to build the solution. By the end of the chapter, you should have a firm grasp on key concepts such as roles, permissions, and users, and you should know what kinds of features must be made available to an application to support role-based security.

## What is Role-Based Security?

Role-Based Security (RBS) is a system by which users are granted permissions implicitly by being assigned various roles. A role is a collection of permissions, or access points. Each permission indicates an ability to perform some action. The permission might be something as vague as Administration or as detailed as Create New Orders. Each role is granted a list of permissions, and the permissions inherited by the user are the list of all permissions granted to all of the roles to which the user belongs.

## Why Implement Role-Based Security?

The main advantage of RBS is in the maintenance of systems employing the technique. The typical example is that you have a system of some kind that contains thousands of different users, possibly a human resources Web site for your corporate intranet. You want some users to be able to maintain their own information while you want a portion of other users to not have permission to write over existing files (or data in a database) or to access those files or data at all. In addition, you want to be able to grant to other users the ability to maintain information related to the corporate hierarchy, departments, organizational charts, and more.

So, in this sample, several different types of users exist within the system. Each type of user will need a different set of permissions in order to do their job. A user higher up in an organization might be granted more permissions than someone in the lower level of the organization. For example, the "department-head" type of user might have 50 different permissions while a "team-lead" type of user might only have 20 permissions. If the system has 10,000 users, think about the amount of time required to maintain each set of permissions individually for each user.

A more maintainable solution would be to first identify the various types of users in the system. Each "type" of user is a role. Then determine the permissions that belong to each role. Maintaining the system then becomes exponentially easier because all you have to do is map users to roles, rather than spending the painstaking time mapping individual permissions to each user.

## Implementing Role-Based Security

Now that we've discussed why you want to use RBS, let's get on to how you're going to use it. In this case study, we'll build the security system in two basic stages:

* Database tables: We'll build the tables needed to support the users and the required roles and permissions.
* Stored procedures: We'll build the stored procedures required to allow you to create, alter and query these users, roles and permissions.

However, before you get started with the actual implementation of your database, we need to discuss some of the basic assumptions that underpin this implementation as well as some essential background information. In this case study, you're going to store and use bitmasked values to determine how a particular permission is mapped to a role. Therefore, we'll discuss some of the technology and math you're going to use for bitmasked access modes, as well as the naming convention you'll use for all of your stored procedures.

### Understanding Bitmasked Access Modes

Before talking about a bitmasked access mode, we need to define what a bitmask actually is. As you know, the computer stores numbers in binary, which are all just long runs of zeros and ones. A bitmask uses the run of zeros and ones as the meaningful characteristic of that number rather than its decimal value.

For example, let's say you have the following value, in binary:

001100

In decimal, that value is 12. The value 12 has no meaning to you in terms of a bitmask. What you're actually looking at is a series of Boolean values. Each of the places in the binary number is actually going to be used as a Boolean value, or a flag. Rather than reading it in binary, you can look at the previous number as follows:

False False True True False False

So, instead of being able to store the single numeric value 12 in an integer-type data column, what you're actually storing is a large number of Boolean flags, or bits.

You might be thinking: Why would you use an Integer field to store a collection of bit flags when your database server allows you to create single columns that contain small fields that can be used as Booleans? After all, eight columns of the type Bit are going to take up just as much space as a single column of the type Byte, and each can store eight Boolean flags. So, why would you go to all the trouble of using a complex number that you have to perform bitwise operations on to figure out the Boolean values? Two words: extensibility and flexibility.

##### Extensibility and Flexibility

Let's say that for a sample Web site, you want users to have the following permission flags:

* Create
* Retrieve
* Update
* Delete

You're confident that the users are never going to need more permission assignments than this because this list covers the four basic types of operations you can perform on data. However, what happens if, six months after you build the application, you have to modify this list of flags so that there's a distinction between single items and batch items? In this system, you'd have to add four new columns to the database (Create Batch, Retrieve Batch, Update Batch, and Delete Batch), as well as add all of the extra stored procedure code to handle it. The programmers would probably have a fairly difficult task upgrading all of their code to work with the new data structure.

However, if you have a single column called Mode (or something similar) that was an integer, then in your database, if you have a 4-byte integer (32 bits), you actually have room to store up to 32 different permission flags (one for each bit) without having to worry about changing the data structure. Other database servers might have different size numeric value types available. You can create a column that will hold as many bits as you need flags for your security system. In addition, it's easier for programmers to pass around a single integer than it is to pass around a collection of Boolean values.

For the RBS system you're building in this case study, which could easily be the security system for an intranet or e-commerce Web site, you'll store permission grants on roles with a mode. [Table 15-1](#ch15table01) describes the bitmask values with which you're going to start.

Table 15-1: Bitmask Values

|  |  |  |
| --- | --- | --- |
| Mode | Bitmask Value | Description |
| Create | 1 (20) | This permission mode allows the grantee to create a new item. What kind of item is determined by the permission granted—for example, a new user, new product, and so on. |
| Transmit | 2 (21) | This permission mode allows the grantee to create copies of one or more items in a portable transfer format, such as Extensible Markup Language (XML). |
| Read | 4 (22) | This permission mode allows the grantee to examine an item. Typically this means that the grantee is allowed to view lists of the item as well as individual items. |
| Update | 8 (23) | This permission mode allows the grantee to modify data belonging to a previously existing item. |
| Delete | 16 (24) | This permission mode allows the grantee to modify data belonging to a previously existing item. |

As you can see, you're only using five out of a potential 32 values. This gives you plenty of room to expand if you need to later. If you remember a little bit about binary math, a role that has Create, Transmit, and Delete permissions is going to have a mode value of 19 (simply add the numeric value assigned to Create(1), Transmit(2), and Delete(16) for the total). Note that there's no way of summing any of the other permission values to come up with a value of 19, so the combination of access modes is guaranteed to be unique.

### Naming Conventions

A non-uniform naming convention will come back to haunt you. How many of you have created a suite of procedures for a particular application and later had someone else create more procedures for another application, which shared the same database, using a different naming convention? The result is confusion. For this case study, all stored procedures are prefixed with RBS\_ (because this is a case study on RBS). Immediately following the RBS\_ prefix is a description of the type of stored procedure, such as Select (multiple retrieve), Load (single retrieve), Update, Create, and Delete.

For example, a stored procedure to create a user might be called RBS\_CreateUser, and a procedure to retrieve a list of users might be called RBS\_SelectUsers.

Oracle has the concept of packages, which allow you to create logical groupings for your stored procedures and functions. So, in Oracle you could create a package called RBS and not need the prefix on the stored procedure names. You would refer to the stored procedures in such a package as RBS.CreateUser or RBS.SelectUsers. Other database servers have their own ways of distinguishing stored procedures for different applications.

## Stage 1: Creating the Database Tables

Now that we've covered the basics of permission modes and discussed the naming convention, let's get to the meat of creating this database. [Figure 15-1](#ch15fig01) shows what the whole thing is going to look like.
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 Figure 15-1: The RBS database

The first thing to do is identify the most basic type of data to be stored in the database. As you can see, there are four key storage tables:

* Users: This stores all the relevant information about your application users.
* Roles: Each role defines a specific collection of permissions (a typical role might be Administrator).
* Permissions: A permission is a point of access into the system (a typical permission might be Document).
* PermissionCategories: This allows you to define certain types of permission, such as Tax Documents.

There are also two mapping tables:

* UserRoles: This allows you to map roles to users.
* RolePermission: This allows you to map permissions to roles.

In this case, everything is going to revolve around the Users table, so let's determine what kind of information you need to store about users.

### Users

In this example, you're targeting the database at a Web site application, so you'll need some kind of unique identifier for the user, as well as a login/password combination that you can use to authenticate the user. In addition, you need to keep some contact information on the user. In summary, you'll need to store the following:

* Name
* Address
* Login ID
* Password
* E-mail address or other contact details

In this example, you're not going to support international addresses because the topic of storing international addresses in a database is probably big enough for its own chapter. The only tricky part of this is the password. How do you store the password in such a way that the following conditions are true:

* The customers are guaranteed privacy (your employees can't get at customer passwords).
* There's privacy over the wire so that communication between the application and the database server is never disclosing a private password?

Well, you could use encryption or some form of hashing. When designing the database, you don't need to worry too much about how the programmers accomplish the hashing or encryption. You'll simply be storing raw binary bytes for the user's password. If your database server doesn't have a convenient way of storing raw binary data, you can simply use a string column (such as VARCHAR) and store the "hexified" ASCII version of the binary data. The assumption for this case study is that the application will be encrypting the password into some arrangement of binary data. That binary data is the only thing that the database is ever going to see. The user validation attempts will be performed against encrypted passwords, and users will be created and modified with encrypted passwords. This provides the maximum level of security for the user because you're adhering to the following rule: Private data is never transmitted between applications, application components, or physical environments without first being encrypted.

#### Creating the Users Table

With the previous in mind, let's look at the design of the Users table (see [Table 15-2](#ch15table02)).

Table 15-2: The Users Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| UserId | INT | 4 | This is the unique numeric ID of the user. It is an ID field (auto-incrementing) and the primary key. |
| FirstName | VARCHAR | 40 | The first name of the user. |
| LastName | VARCHAR | 40 | The last name of the user. |
| LoginId | VARCHAR | 10 | The login ID of the user. |
| Password | BINARY | 20 | The password of the user. To provide maximum security, it's stored in its encrypted format as a set of raw bytes. |
| Address1 | VARCHAR | 80 | First line of the user's address. |
| Address2 | VARCHAR | 80 | Second (optional) line of the user's address. |
| City | VARCHAR | 30 | User's city. |
| State | VARCHAR | 2 | User's state (two-character abbreviation). |
| ZipCode | VARCHAR | 10 | User's ZIP code (dashes removed from extended ZIP codes). |
| EmailAddress | VARCHAR | 255 | The user's e-mail address. |

There really aren't any surprises or complex columns in the Users table, with the exception of the Password column, which is stored in binary. The thing to keep in mind is that SQL allows you to compare a set of raw bytes just as easily as you can compare strings, so you won't have to do anything special to provide authentication services for your users with encrypted passwords. Oracle also allows the comparison of raw binary data (in fact, all string comparisons in Oracle end up as raw binary comparisons eventually). If your underlying database doesn't support binary, then you can store the data as a string as long as you can ensure that the database doesn't attempt to convert byte values more than 127 into something printable.

Let's look at the SQL script for creating the Users table in SQL Server, Oracle, and DB2.

##### SQL Server

The script should look fairly straightforward to you if you've worked through [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects." UserID is the primary key column, so you define it as an identity column, with values starting at one and incrementing by one each time:

CREATE TABLE Users (  
 UserId int IDENTITY (1, 1) NOT NULL ,  
 FirstName varchar (40) NOT NULL ,  
 LastName varchar (40) NOT NULL ,  
 LoginId varchar (10) NOT NULL ,  
 Password binary (20) ,  
 Address1 varchar (80) NOT NULL ,  
 Address2 varchar (80) NULL ,  
 City varchar (30) NOT NULL ,  
 State varchar (2) NOT NULL ,  
 ZipCode varchar (10) NOT NULL ,  
 EmailAddress varchar (255) NOT NULL  
);

You then define UserID as the primary key column:

ALTER TABLE Users ADD  
 CONSTRAINT PK\_Users PRIMARY KEY  
 (  
 UserId  
 );

|  |  |  |
| --- | --- | --- |
|  | Note | In the code download for this chapter, there's a separate script that creates all necessary constraints for every table. |

##### Oracle

The code to create the UserID table in Oracle is pretty similar. Oracle doesn't use the binary data type, so we've stored the password in a varchar field although you could also use a raw type:

CREATE TABLE Users  
(  
 UserId int NOT NULL ,  
  
 FirstName varchar (40) NOT NULL ,  
 LastName varchar (40) NOT NULL ,  
 LoginId varchar (10) NOT NULL ,  
 Password varchar(20),  
 Address1 varchar (80) NOT NULL ,  
 Address2 varchar (80) NULL ,  
 City varchar (30) NOT NULL ,  
 State varchar (20) NOT NULL ,  
 ZipCode varchar (10) NOT NULL ,  
 EmailAddress varchar (255) NOT NULL  
);  
ALTER TABLE Users  
 ADD CONSTRAINT PK\_Users PRIMARY KEY (UserID);

We've used the varchar type to maintain as much consistency in the code as possible. This code will work on Oracle, but you should note that the varchar is a deprecated type and it's advised that you use varchar2 instead.

You need to create a sequence and a trigger, as described in [Chapter 12](#Top_of_LiB0071_html), "Working with Database Objects," to automatically supply unique values to the primary key field:

CREATE SEQUENCE userid\_seq;  
  
CREATE OR REPLACE TRIGGER Users\_AUTONUMBER  
BEFORE INSERT ON Users  
FOR EACH ROW  
BEGIN  
SELECT userid\_seq.NEXTVAL  
INTO :NEW.UserID FROM DUAL;  
END;  
/

##### DB2

Again, the code for DB2 is similar. In the absence of a binary data type, you store the password in a simple varchar field:

CREATE TABLE Users  
(  
 UserId int GENERATED ALWAYS AS IDENTITY,  
...<etc.>...  
 Password varchar(20),  
...<script cropped>...;  
  
ALTER TABLE Users  
 ADD CONSTRAINT PK\_Users PRIMARY KEY (UserID);

### Roles

With the Users table designed in the database, you can move on to other things. Now we're going to talk about roles. What is a role? A role is just a placeholder for a collection of permissions. You also know that you want to keep this database in the appropriate normal form to keep it scalable and easily manageable, so you're not going to use columns to map roles to permissions. Instead, you just need a single table to maintain roles (you'll learn about relating roles and permissions a little later).

For now, let's figure out what information you need to store about a role:

* Identifier
* Description

That's about it. Really all you need is the unique identity of the role and some verbose description of the role such as "administrator" or "middle management."

#### Creating the Roles Table

Let's look at the design for the Roles table (see [Table 15-3](#ch15table03)).

Table 15-3: The Roles Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| RoleId | INT | 4 | The primary key of the Roles table, the unique numeric identifier for a role |
| Description | VARCHAR | 50 | The description of the role |

The following is the SQL script used to generate the Roles table in SQL Server (this is taken from SQL by right-clicking the database, choosing All Tasks, and then selecting Generate Script):

CREATE TABLE Roles (  
 RoleId int IDENTITY (1, 1) NOT NULL ,  
  
 Description varchar (50) NOT NULL  
);  
ALTER TABLE Roles  
 ADD CONSTRAINT PK\_Roles PRIMARY KEY (RoleID);

In DB2, you create the identity column as follows:

RoleID int GENERATED ALWAYS AS IDENTITY,

In Oracle you have to create a sequence and a trigger, exactly as described in the "[Creating the Users Table](#ch15lev3sec1)" section.

### Permissions

A permission is a point of access into the system. Remember that we're making a big distinction between a permission and a permission mode. An example of a permission might be Document. When that permission is granted to a role, it might be granted with a mode indicating read/update/delete access.

Therefore, with that distinction made, the following is really the only information you need to store about permissions:

* Identifier
* Description

However, there's a bit of extra information that you can add to a permission. In complex systems with many different kinds of data and resources that need protecting, managing all of the different permissions can be a complicated task. To make things easier for administrators, you're going to provide the ability to categorize permissions. Therefore, you're going to have something called a permission category. This also only needs a description because the majority of the work comes from the mapping of a permission to its parent category. A permission category might group sets of permissions with the type of data they relate to, such as Files, Tax Data, Legal Data, and so on.

#### Creating the PermissionCategories Table

The PermissionCategories table is a simple table that is defined in [Table 15-4](#ch15table04).

Table 15-4: The PermissionCategories Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| CategoryId | INT | 4 | This is the primary key and identity field. Unique numeric identifier for a permission category. |
| Description | VARCHAR | 50 | Description of the permission category. |

The SQL Server script for the PermissionCategories table is as follows:

CREATE TABLE PermissionCategories (  
 CategoryId int IDENTITY (1, 1) NOT NULL ,  
 Description varchar (50) NOT NULL  
);  
  
ALTER TABLE PermissionCategories  
 ADD CONSTRAINT PK\_PermCategories PRIMARY KEY (CategoryID);

By now you can easily convert the table code to DB2 and Oracle, and then you can create the appropriate sequence and trigger for Oracle.

#### Creating the Permissions Table

The Permissions table is defined in [Table 15-5](#ch15table05).

Table 15-5: The Permissions Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| PermissionId | INT | 4 | This is the primary key and identity field. Unique numeric identifier for a permission. |
| Description | VARCHAR | 50 | Description of the permission. |
| CategoryId | INT | 4 | Foreign key (PermissionCategories). This is the category to which the permission belongs. |

The SQL Server script for the Permissions table is as follows:

CREATE TABLE Permissions (  
 PermissionId int IDENTITY (1, 1) NOT NULL ,  
 Description varchar (50) NOT NULL ,  
 CategoryId int NOT NULL  
)

In addition to the primary key, this time you also create a foreign key on the CategoryID column, which references the same column in PermissionCategories:

ALTER TABLE Permissions  
 ADD CONSTRAINT PK\_Permissions PRIMARY KEY (PermissionID);  
  
ALTER TABLE Permissions  
 ADD CONSTRAINT FK\_Perms\_PermCats FOREIGN KEY (CategoryID)  
 REFERENCES PermissionCategories (CategoryID)  
 ON DELETE CASCADE;

Notice that you enforce cascading deletes in the relationship between this table and the PermissionCategories table so that on a delete operations, all related items are removed.

### Mapping Tables

So far, we've covered the design for the Users, Roles, Permissions, and PermissionCategories tables. Each of these has been basically stand-alone data with no relation to any other data in the system. Now we're going to cover the tables you need to create the mappings and relationships that will finish up the database design for the RBS system.

#### Creating the UserRoles Table

The first thing you're going to look at is the ability to assign roles to users. [Table 15-6](#ch15table06) defines the UserRoles table.

Table 15-6: The UserRoles Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| UserId | Int | 4 | User ID to which the role is mapped. This is part of the primary key. |
| RoleId | Int | 4 | Role ID assigned to the user. |
| CanGrant | BIT | 1 | Indicates whether that user may grant the role to others if they also have the ability to edit security within the application. |

Here's the script for the UserRoles table:

CREATE TABLE UserRoles (  
 UserId int NOT NULL ,  
 RoleId int NOT NULL ,  
 CanGrant bit NOT NULL  
);

For Oracle and DB2, you can use a smallint data type for the CanGrant column in place of bit.

|  |  |  |
| --- | --- | --- |
|  | Note | As we explain shortly, you actually want the CanGrant column to take a default value of zero. In DB2, it's best to do that when you actually create the table. |

You create the primary key as usual. Note that this time, though, you're using a composite primary key. The values in the UserID and RoleID columns together will uniquely identify each row:

ALTER TABLE UserRoles  
 ADD CONSTRAINT PK\_UserRoles PRIMARY KEY (UserID, RoleID);

This next ALTER command creates two foreign keys on the UserRoles table. One key references RoleID from the Roles table, and the other key references the UserID from the Users table. Because this table has foreign keys pointing at both the User and Role table, it should be impossible to create a mapping between any role or user that doesn't exist. The database will also not allow the removal of a user or a role that contains a mapping in this table. The following is the code for Oracle and DB2:

ALTER TABLE UserRoles  
 ADD CONSTRAINT FK\_UserRoles\_Roles FOREIGN KEY (RoleID)  
 REFERENCES Roles (RoleID) ON DELETE CASCADE  
 ADD CONSTRAINT FK\_UserRoles\_Users FOREIGN KEY (UserID)  
 REFERENCES Users (UserID) ON DELETE CASCADE;

The code for SQL Server is only slightly different:

ALTER TABLE UserRoles  
 ADD CONSTRAINT FK\_UserRoles\_Roles FOREIGN KEY (RoleId)  
 REFERENCES Roles (RoleId) ON DELETE CASCADE,  
 CONSTRAINT FK\_UserRoles\_Users FOREIGN KEY  
 (UserId) REFERENCES Users (UserId) ON DELETE CASCADE;

You might've noticed the CanGrant flag on this mapping table. One thing it was necessary to include in the RBS was the ability to prevent administrators from giving out permissions they're not allowed to give. For example, let's say an administrator has the ability to modify users, but they don't have the Middle Management role. The system needs to be able to make sure that the user can't grant roles they aren't supposed to be granting as a way of circumventing the security system. The default data would be set up to allow the System user to grant all roles, with the regular administrator allowed to grant everything but the System role. It can be used to create the equivalent of a Unix root user or the SQL Server sa user.

So, let's now alter the CanGrant column so that it takes a default value of zero. In SQL Server, you do it like this:

ALTER TABLE UserRoles ADD  
 CONSTRAINT DF\_UserRoles\_CanGrant DEFAULT (0) FOR CanGrant;

In Oracle, you can use this:

ALTER TABLE UserRoles  
 MODIFY (CanGrant smallint DEFAULT 0);

In DB2, you create the DEFAULT constraint when you create the table:

CREATE TABLE UserRoles (  
 UserID int NOT NULL,  
 RoleID int NOT NULL,  
 CanGrant smallint NOT NULL DEFAULT 0  
);

#### Creating the RolePermission Table

The next table, RolePermission, takes care of assigning permissions to roles, the guts of allowing users to perform any secured task in the application (see [Table 15-7](#ch15table07)). Obviously, you need to store the RoleID and the PermissionID. This is also where you're going to make use of the bitmasked access mode discussed earlier in the chapter, so you need a field to contain all 32-bits of the bitmask flags.

Table 15-7: The RolePermission Table

|  |  |  |  |
| --- | --- | --- | --- |
| Name | Data Type | Size | Description |
| RoleId | Int | 4 | This is the role ID to which the permission is mapped. |
| PermissionId | INT | 4 | This is the permission ID mapped to the role. |
| Mode | INT | 4 | This indicates how this permission is mapped to the role. This is a bitmasked value and can contain multiple flags. |

This is the script for the RolePermission table:

CREATE TABLE RolePermission (  
 RoleId int NOT NULL ,  
 PermissionId int NOT NULL ,  
 Mode int NOT NULL  
);

Interestingly, Mode is a reserved word in Oracle, so you need to use a different column name (such as PermMode).

You define a composite primary key:

ALTER TABLE RolePermission  
 ADD CONSTRAINT PK\_RolePermission  
 PRIMARY KEY (RoleID, PermissionID);

Much like for the previous mapping table, the RolePermission table maps roles to permissions. As such, you create a foreign key referencing the Permissions table (on the RolePermissionID column) and another foreign key on the Roles table (on the RolesID column). For Oracle and DB2, you use the following:

ALTER TABLE RolePermission  
 ADD CONSTRAINT FK\_RolePermission\_Permissions  
 FOREIGN KEY(PermissionId)  
 REFERENCES Permissions (PermissionId  
 ON DELETE CASCADE  
 ADD CONSTRAINT FK\_RolePermission\_Roles  
 FOREIGN KEY (RoleId)  
 REFERENCES Roles (RoleId)  
 ON DELETE CASCADE;

For SQL Server, simply replace the second ADD keyword with a comma.

Now that you have the tables taken care of, let's take a look at the stored procedures that are going to use these table and relations.

### Starting Again

If at any point you want to drop all of the tables and start over, the following is the script that will do it:

DROP TABLE UserRoles;  
DROP TABLE Users;  
DROP TABLE RolePermisison;  
DROP TABLE Roles;  
DROP TABLE Permissions;  
DROP TABLE Permissioncategories;

## Stage 2: Creating the Stored Procedures

You can conveniently subdivide the stored procedures into those that work on each of the four core storage tables and those that work on one of the mapping tables.

### Users Stored Procedures

You'll start by examining the stored procedures that will allow you to do the following:

* Create a new user
* Update an existing user
* Delete a user
* Query for a list of all users
* Load the details for an individual user
* Validate a user's login credentials

#### Creating a User

The RBS\_CreateUser stored procedure will create a new user in the system. The procedure accepts as input parameters all relevant user details, including the user's password (which is passed as a 20-byte binary parameter) and then inserts a new user into the database based on these values. It passes as an output parameter the UserID value for the newly created user.

##### SQL Server

You use a simple INSERT statement to create the new user and then return the newly assigned identity column value from that table with the SQL constant @@IDENTITY:

CREATE PROCEDURE RBS\_CreateUser  
@loginid varchar(10),  
@FirstName varchar(40),  
@LastName varchar(40),  
@Password binary(20),  
@Address1 varchar(80),  
@Address2 varchar(80),  
@City varchar(30),  
@State varchar(20),  
@ZipCode varchar(10),  
  
@EmailAddress varchar(255),  
@NewUserId int output  
AS  
 INSERT INTO Users(loginid, firstname, lastname, password,  
 address1, address2, city, state, zipcode,  
 emailaddress)  
 VALUES(@loginid, @FirstName, @LastName, @Password,  
 @Address1, @Address2, @City, @State, @ZipCode,  
 @EmailAddress)  
  
SET @NewUserId = @@IDENTITY

Because this example is small and just a case study, you can get away with using @@IDENTITY. There are some issues with this constant that might make it inappropriate if you're using it in a high-volume system. For example, the value returned by @@IDENTITY may not actually be the value given to your row. If a row is inserted between the time you performed your insert and the time you retrieve the value of @@IDENTITY, you'll retrieve the wrong value. You can easily fix this by wrapping your CREATE functions in isolated transactions.

##### Oracle

The code for Oracle is somewhat different:

CREATE OR REPLACE PROCEDURE RBS\_CreateUser  
(  
i\_loginid IN varchar,  
i\_FirstName IN varchar,  
i\_LastName IN varchar,  
i\_Password IN varchar,  
i\_Address1 IN varchar,  
i\_Address2 IN varchar,  
i\_City IN varchar,  
i\_State IN varchar,  
i\_ZipCode IN varchar,  
i\_EmailAddress IN varchar,  
o\_NewUserId OUT int  
)  
AS  
BEGIN  
INSERT INTO Users(loginid, firstname, lastname, password,  
 address1, address2, city, state, zipcode,  
 emailaddress)  
  
 VALUES(i\_loginid, i\_FirstName, i\_LastName, i\_Password,  
 i\_Address1, i\_Address2, i\_City, i\_State, i\_ZipCode,  
 i\_EmailAddress)  
;  
  
select userid\_seq.currval into o\_NewUserId from dual;  
  
END;  
/

You insert the current sequence value into your output parameter by selecting it from the DUAL dummy table.

##### DB2

The only real difference between the code for DB2 and that from Oracle is the way in which you insert the new UserID value into your output parameter:

CREATE PROCEDURE RBS\_CreateUser (  
 i\_LoginID varchar(10),  
 i\_FirstName varchar(40),  
 i\_LastName varchar(40),  
 i\_Password varchar(20),  
 i\_Address1 varchar(80),  
 i\_Address2 varchar(80),  
 i\_City varchar(30),  
 i\_State varchar(20),  
 i\_ZipCode varchar(10),  
 i\_EmailAddress varchar(255),  
 OUT o\_NewUserId int)  
BEGIN  
INSERT INTO Users(loginid, firstname, lastname, password,  
 address1, address2, city, state, zipcode,  
 emailaddress)  
 VALUES(i\_loginid, i\_FirstName, i\_LastName, i\_Password,  
 i\_Address1, i\_Address2, i\_City, i\_State, i\_ZipCode,  
 i\_EmailAddress)  
;  
  
 SET o\_NewUserID = IDENTITY\_VAL\_LOCAL();  
END

In terms of minor coding differences between Oracle and DB2, you'll notice that in DB2, the following are true:

* You can't use the CREATE OR REPLACE syntax.
* You're able to declare the size of your input and output parameters.
* You declare an output parameter by placing the OUT keyword before rather than after the parameter name.
* You don't use the AS keyword before BEGIN.

#### Deleting a User

The procedure responsible for deleting a user from the system is remarkably simple. In SQL Server, it looks like this:

CREATE PROCEDURE RBS\_DeleteUser  
@UserID int  
AS  
 DELETE Users WHERE UserId = @UserId

In DB2 and Oracle, it looks like this (bold indicates additions for the Oracle version):

CREATE OR REPLACE PROCEDURE RBS\_DeleteUser (i\_UserID int)  
AS  
BEGIN  
 DELETE FROM Users WHERE UserID = i\_UserID;  
END  
;  
  
/

The cascading delete options you've chosen on the foreign keys will ensure that related data in the database will be deleted as this procedure is executed.

#### Updating a User

The RBS\_UpdateUser stored procedure will modify an existing user record. It takes as parameters the unique identifier for the user and all of that user's information including the password. A common limitation on many Web sites is that the e-mail address of the user is used as the primary key, so users often can't change their own e-mail addresses without creating a new account. This is cumbersome and often annoying to users. In this implementation, neither the login ID nor the e-mail address is restricted, and users can modify both of them as they choose. The key piece of information you use to identify a user in this stored procedure is their automatically assigned numeric ID.

##### SQL Server

In SQL Server, the code looks like this:

CREATE PROCEDURE RBS\_UpdateUser  
@UserId int,  
@loginid varchar(10),  
@Password binary(20),  
@FirstName varchar(40),  
@LastName varchar(40),  
@Address1 varchar(80),  
@Address2 varchar(80),  
@City varchar(30),  
@State varchar(2),  
@ZipCode varchar(10),  
@EmailAddress varchar(255)  
AS  
 UPDATE Users SET  
 loginid = @loginid,  
 Password = @Password,  
 FirstName = @FirstName,  
 LastName = @LastName,  
 Address1 = @Address1,  
 Address2 = @Address2,  
 City = @City,  
 State = @State,  
 ZipCode = @ZipCode,  
 EmailAddress = @EmailAddress  
 WHERE UserId = @UserID

##### DB2 and Oracle

In DB2, the code is virtually identical to the previous code (add the code in bold for Oracle and remember to remove the data type sizes):

CREATE   
OR REPLACE  
 PROCEDURE RBS\_UpdateUser  
(  
 i\_UserID int,  
 i\_LoginID varchar(10),  
 i\_FirstName varchar(40),  
  
 i\_LastName varchar(40),  
 i\_Password clob(20),  
 i\_Address1 varchar(80),  
 i\_Address2 varchar(80),  
 i\_City varchar(30),  
 i\_State varchar(20),  
 i\_ZipCode varchar(10),  
 i\_EmailAddress varchar(255))  
AS  
  
BEGIN  
UPDATE Users SET  
loginid = i\_loginid,  
Password = i\_Password,  
FirstName = i\_FirstName,  
LastName = i\_LastName,  
Address1 = i\_Address1,  
Address2 = i\_Address2,  
City = i\_City,  
State = i\_State,  
ZipCode = i\_ZipCode,  
EmailAddress = i\_EmailAddress  
WHERE UserId = i\_UserID;  
END  
;  
  
/

#### Querying Users

In keeping with the naming convention, you know that this particular procedure, RBS\_SelectUsers, retrieves more than one user. In this case, it retrieves all of the users in the system in no particular order. Because you don't exactly know what kind of code is being written for this application, we're providing this procedure as part of a set of default services just in case the application needs this to load a cache or some other function.

##### SQL Server

The code in SQL Server is simple:

CREATE PROCEDURE RBS\_SelectUsers  
AS  
 SELECT FirstName, LastName, LoginId, UserId FROM Users  
 ORDER BY Lastname, FirstName

##### Oracle

In Oracle, things are a little more complicated. You return your rows into a special PL/SQL construct called a cursor, which you handle using a package (see [Chapter 9](#Top_of_LiB0049_html), "Using Stored Procedures," for details). In the package specification, you declare your cursor (UserCur) along with the procedure (GetUsers) that are contained in the package body and will populate your cursor with the rows of users. The output parameter from the procedure is of type REF CURSOR and is called o\_UserCur:

CREATE OR REPLACE PACKAGE RBS\_SelectUsers\_pkg  
AS  
TYPE  
UserCur IS REF CURSOR;  
PROCEDURE GetUsers(o\_userCur OUT userCur);  
END RBS\_SelectUsers\_pkg  
;  
/

In the package body, you open the cursor and load it with the rows of data:

CREATE OR REPLACE PACKAGE BODY RBS\_SelectUsers\_pkg  
AS  
PROCEDURE GetUsers(o\_userCur OUT userCur)  
IS  
BEGIN  
OPEN o\_userCur FOR  
SELECT FirstName, LastName, LoginId, UserId FROM Users;  
END Getusers;  
END RBS\_SelectUsers\_pkg;  
/

##### DB2

In DB2 you again return the rows into a cursor, but the code is more straight-forward:

CREATE PROCEDURE RBS\_SelectUsers()  
RESULT SETS 1  
BEGIN  
 DECLARE curUsers CURSOR WITH RETURN FOR  
 SELECT FirstName, LastName, LoginID, UserID FROM Users  
 ORDER BY LastName, FirstName;  
 OPEN curUsers;  
END

#### Loading an Individual User

Chances are fairly good that the application will be loading details for a single user at some point. This will more than likely be done right after a user's login/password combination is validated successfully. The assumption of this stored procedure is that the client code has already retrieved a list of user ID or an individual user ID via a login validation procedure. That numeric user ID is passed to this stored procedure as the key to load a user. Based on this validated user ID, the RBS\_LoadUser procedure retrieves all details (except the password) from the Users table and returns them in output parameters.

##### SQL Server

The code is as follows:

CREATE PROCEDURE RBS\_LoadUser  
@UserId int,  
@Loginid varchar(10) output,  
@FirstName varchar(40) output,  
@LastName varchar(40) output,  
@Address1 varchar(80) output,  
@Address2 varchar(80) output,  
@City varchar(30) output,  
@State varchar(2) output,  
@ZipCode varchar(10) output,  
@EmailAddress varchar(255) output  
AS  
 SELECT  
 @LoginId = loginid,  
 @FirstName = FirstName,  
 @LastName = LastName,  
 @Address1 = Address1,  
 @Address2 = Address2,  
 @City = City,  
 @State = State,  
 @ZipCode = ZipCode,  
 @EmailAddress = EmailAddress  
 FROM Users  
 WHERE  
 UserId = @UserId

##### Oracle

Again, the code here is similar:

CREATE OR REPLACE PROCEDURE RBS\_LoadUser  
(  
o\_UserId int,  
o\_Loginid OUT varchar,  
o\_FirstName OUT varchar,  
o\_LastName OUT varchar,  
o\_Address1 OUT varchar,  
o\_Address2 OUT varchar,  
o\_City OUT varchar,  
o\_State OUT varchar,  
o\_ZipCode OUT varchar,  
o\_EmailAddress OUT varchar  
)  
AS  
BEGIN  
SELECT loginid, FirstName, LastName, Address1,  
 Address2, City, State, ZipCode, EmailAddress  
INTO  
 o\_LoginId, o\_FirstName, o\_LastName,o\_Address1,  
 o\_Address2, o\_City, o\_State, o\_ZipCode,  
 o\_EmailAddress  
FROM Users  
WHERE UserId = o\_UserId;  
END;  
/

##### DB2

And finally for DB2, this is the code:

CREATE PROCEDURE RBS\_LoadUser (  
 i\_UserID int,  
 OUT o\_LoginID varchar(10),  
 OUT o\_FirstName varchar(40),  
 OUT o\_LastName varchar(40),  
 OUT o\_Address1 varchar(80),  
 OUT o\_Address2 varchar(80),  
 OUT o\_City varchar(30),  
  
 OUT o\_State varchar(20),  
 OUT o\_ZipCode varchar(10),  
 OUT o\_EmailAddress varchar(255))  
BEGIN  
SELECT loginid, FirstName, LastName, Address1,  
 Address2, City, State, ZipCode, EmailAddress  
INTO  
 o\_LoginId, o\_FirstName, o\_LastName,o\_Address1,  
 o\_Address2, o\_City, o\_State, o\_ZipCode,  
 o\_EmailAddress  
FROM Users  
WHERE UserId = o\_UserId;  
END  
;  
  
/

#### Validating User Login

The following stored procedure, RBS\_ValidateLogin, will validate a user's login and password combination. The LoginID and Password are sent as input parameters to the stored procedure. The output parameters are the FirstName and LastName. In addition, the stored procedure returns a numeric value that indicates whether the login was successful. Again, note that the user's password should be encrypted before it's even passed as a parameter to the database. You first perform a SELECT statement, looking to retrieve the row from the Users table that matches the LoginID and Password. If no such row exists, the login fails and the stored procedure returns -1. Otherwise, the stored procedure returns the numeric ID of the user, as well as that user's first and last name. The numeric ID of the user must be retained by the client application in some way because it's used as the key parameter in many other procedures.

It is fairly common practice for Web sites and applications to provide some kind of greeting in the application to display to authenticated users. Rather than require the application to make an additional round trip to the database to retrieve the first and last name of a user after they've logged in, you simply return that information as output parameters from this procedure for optimal performance.

##### SQL Server

The following is the code for the SQL Server version of RBS\_ValidateLogin:

CREATE PROCEDURE RBS\_ValidateLogin  
@loginid varchar(10),  
@password binary(20),  
  
@FirstName varchar(40) output,  
@LastName varchar(40) output  
AS  
  
 DECLARE @UserId int  
  
 SELECT @UserId = UserId, @FirstName = firstname, @LastName = lastname  
 FROM Users  
 WHERE loginid = @loginid AND password = @password  
  
 IF @UserId IS NOT NULL  
 RETURN @UserId  
 ELSE  
 RETURN -1

##### Oracle

You can't get return values from Oracle stored procedures, so you simply define your UserID as an output parameter:

CREATE OR REPLACE PROCEDURE RBS\_ValidateLogin  
(  
i\_loginid varchar,  
i\_password varchar,  
o\_FirstName OUT varchar,  
o\_LastName OUT varchar,  
o\_UserID OUT int  
)  
AS  
BEGIN  
  
SELECT UserID, firstname, lastname  
INTO o\_UserID, o\_FirstName, o\_LastName  
FROM Users  
WHERE loginid = i\_loginid  
AND password = i\_password;  
  
IF o\_UserId IS NULL  
THEN  
 o\_userid := -1;  
END IF;  
END;  
/

However, if you do want to actually return the UserID, you can re-create the procedure as a stored function:

CREATE OR REPLACE FUNCTION RBS\_ValidateLogin\_FUNC  
(  
i\_loginid varchar,  
i\_password raw,  
o\_FirstName OUT varchar,  
o\_LastName OUT varchar  
)  
RETURN int  
AS  
o\_UserID int;  
BEGIN  
  
SELECT UserID, firstname, lastname  
INTO o\_UserID, o\_FirstName, o\_LastName  
FROM Users  
WHERE loginid = i\_loginid  
AND password = i\_password;  
  
IF o\_UserId IS NOT NULL  
THEN  
RETURN o\_userID;  
ELSE  
Return -1;  
END IF;  
END;  
/

##### DB2

The code for DB2 is more similar to what you used for SQL Server:

CREATE PROCEDURE RBS\_ValidateLogin  
(  
i\_LoginID varchar(10),  
i\_password clob(20),  
OUT o\_FirstName varchar(40),  
OUT o\_LastName varchar(40))  
BEGIN  
 DECLARE l\_UserID int;  
  
 SELECT UserID, FirstName, LastName  
 INTO l\_UserID, o\_FirstName, o\_LastName  
 FROM Users  
 WHERE LoginID = i\_LoginID;  
  
 IF l\_UserID IS NOT NULL THEN  
 RETURN l\_UserID;  
 ELSE  
 RETURN -1;  
 END IF;  
END

### Roles Stored Procedures

Let's take a look at the stored procedures you're going to create to provide application services dealing with roles.

#### Creating a Role

The RBS\_CreateRole procedure creates a new role with the supplied description and returns the identity of the newly inserted row.

In SQL Server, you use the @@IDENTITY constant to return the RoleID for the newly inserted row:

CREATE PROCEDURE RBS\_CreateRole  
@Description varchar(50),  
@NewRoleId int output  
AS  
 INSERT INTO Roles(Description) VALUES(@Description)  
  
 SET @NewRoleId = @@IDENTITY

In addition to the minor differences noted earlier, in place of the @@IDENTITY constant, for Oracle you use the following:

select roleid\_seq.currval into o\_NewRoleId from dual;

And for DB2 you use the following:

SET o\_NewRoleID = IDENTITY\_VAL\_LOCAL();

#### Deleting a Role

This procedure deletes an existing role. Note that there's no additional checking to make sure the role exists before it's deleted. Foreign keys and cascading rules will allow all data related to the role to be automatically deleted when the role is deleted. The procedure will simply return without error if an attempt to delete a nonexistent role is made:

CREATE PROCEDURE RBS\_DeleteRole  
@RoleId int  
AS  
 DELETE Roles WHERE RoleId = @RoleId

For DB2 and Oracle, you have the following:

CREATE   
OR REPLACE  
 PROCEDURE RBS\_DeleteRole (i\_RoleID int)  
AS  
  
BEGIN  
 DELETE FROM Roles WHERE RoleID = i\_RoleID;  
END  
;  
  
/

#### Updating a Role

This procedure will modify the description of an existing role. It takes as input parameters the unique identifier for the role and the description. In SQL Server, you have the following:

CREATE PROCEDURE RBS\_UpdateRole  
@RoleId int,  
@Description varchar(40)  
AS  
 UPDATE Roles SET Description = @Description WHERE RoleId = @RoleId

In DB2 the code looks like this (for Oracle, add the bold code and don't specify the size of the description parameter):

CREATE   
OR REPLACE  
 PROCEDURE RBS\_UpdateRole  
(i\_RoleID int, i\_Description varchar(40))  
AS  
  
BEGIN  
  
 UPDATE Roles  
 SET Description = i\_Description  
 WHERE RoleID = i\_RoleID;  
END  
;  
  
/

#### Loading a Role

This procedure will load the description of an existing role into an output parameter. In SQL Server, use the following:

CREATE PROCEDURE RBS\_LoadRole  
@RoleId int,  
@Description varchar(40) output  
AS  
 SELECT @Description = Description  
 FROM Roles  
 WHERE RoleId = @RoleId

In DB2 (for Oracle, add the bold code, remove the parameter size, and move the OUT keyword to after the parameter name):

CREATE   
OR REPLACE  
 PROCEDURE RBS\_LoadRole  
(  
i\_RoleId int,  
OUT o\_Description varchar(40)  
)  
AS  
  
BEGIN  
 SELECT Description  
 into o\_Description  
 FROM Roles  
 WHERE RoleId = i\_RoleId;  
END  
;  
  
/

#### Selecting Roles

The following procedure will retrieve a list of all of the roles in the database, sorted by the name of the role. In SQL Server, use the following:

CREATE PROCEDURE RBS\_SelectRoles  
AS  
 SELECT RoleId, Description FROM Roles ORDER BY Description

In Oracle, as for the RBS\_SelectUsers procedure, you load the rows into a cursor and handle this using a package:

CREATE OR REPLACE PACKAGE RBS\_SelectRoles\_pkg  
AS  
TYPE  
RoleCur IS REF CURSOR;  
PROCEDURE GetRoles(o\_roleCur OUT roleCur);  
END RBS\_SelectRoles\_pkg  
;  
/  
  
CREATE OR REPLACE PACKAGE BODY RBS\_SelectRoles\_pkg  
AS  
PROCEDURE GetRoles(o\_roleCur OUT roleCur)  
IS  
BEGIN  
OPEN o\_roleCur FOR  
SELECT RoleId, Description FROM Roles ORDER BY Description;  
END GetRoles;  
END RBS\_SelectRoles\_pkg;  
/

In DB2, you have this:

CREATE PROCEDURE RBS\_SelectRoles()  
RESULT SETS 1  
BEGIN  
 DECLARE curRoles CURSOR WITH RETURN FOR  
 SELECT RoleID, Description FROM Roles  
 ORDER BY Description;  
 OPEN curRoles;  
END

### Permissions Stored Procedures

Now you'll look at the stored procedures that deal with permissions. Once again, you'll see how to create, update, and delete a permission as well as how to load an individual permission and query for a list of all permissions.

#### Creating a Permission

This procedure will create a new permission. It takes a description as an input parameter, and the new ID of the permission created is placed in an output parameter. The SQL Server script is as follows:

CREATE PROCEDURE RBS\_CreatePermission  
@Description varchar(50),  
@NewPermissionId int output  
AS  
  
 INSERT INTO Permissions(Description) VALUES(@Description)  
  
 SET @NewPermissionId = @@IDENTITY

You can convert this to DB2 and Oracle in the same manner as you did for the RBS\_CreateUser and RBS\_CreateRoles procedures.

#### Updating a Permission

The following procedure will modify the description and category of an existing permission. Some applications may require that you not be able to change the category of a permission once it has been created, but you'll leave it up to the application to enforce that business rule because it won't violate any of the data rules to allow that. For SQL Server, you have the following:

CREATE PROCEDURE RBS\_UpdatePermission  
@PermissionId int,  
@Description varchar(50),  
@CategoryId int  
AS  
 UPDATE Permissions  
 SET  
 Description = @Description,  
 CategoryId = @CategoryId  
 WHERE  
  
 PermissionId = @PermissionId;

In DB2, use the following (for Oracle, add the bold code and remove the size attribute from the i\_Description parameter):

CREATE   
OR REPLACE  
 PROCEDURE RBS\_UpdatePermission  
(i\_PermissionID int,  
i\_Description varchar(50),  
i\_CategoryID int  
)  
AS  
  
BEGIN  
 UPDATE Permissions  
 SET Description = i\_Description, CategoryID = i\_CategoryID  
 WHERE PermissionID = i\_PermissionID;  
END  
;  
  
/

#### Deleting a Permission

The following procedure is responsible for removing a permission from the database. The cascading rules on the foreign keys will take care of removing any related data for you. In SQL Server, the code is as follows:

CREATE PROCEDURE RBS\_DeletePermission  
@PermissionId int  
AS  
 DELETE Permissions  
 WHERE  
 PermissionId = @PermissionId;

Again, here is the DB2/Oracle code:

CREATE   
OR REPLACE  
 PROCEDURE RBS\_DeletePermission  
(  
i\_PermissionID int  
)  
AS  
  
BEGIN  
 DELETE FROM Permissions  
 WHERE PermissionID = i\_PermissionID;  
END;  
/

#### Loading a Permission

The following procedure will load an individual permission and return its data in output parameters. It makes use of an inner join to return the name and description of the category to which the permission belongs as well as the category ID:

CREATE PROCEDURE RBS\_LoadPermission  
@PermissionId int,  
@Description varchar(50) output,  
@CategoryName varchar(50) output,  
@CategoryId int output  
AS  
 SELECT @Description = p.Description,  
 @CategoryId = p.CategoryId,  
 @CategoryName = pc.Description  
 FROM  
 Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryId = pc.CategoryId  
 WHERE p.PermissionId = @PermissionId;

In DB2, you have the following:

CREATE PROCEDURE RBS\_LoadPermission  
(i\_PermissionID int,  
OUT o\_Description varchar(50),  
OUT o\_CategoryName varchar(50),  
OUT o\_CategoryID int)  
BEGIN  
 SELECT p.Description, p.CategoryID, pc.Description  
 INTO o\_Description, o\_CategoryID, o\_CategoryName  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryID = pc.CategoryID;  
END

In Oracle, the query has been written to run on all Oracle versions (only 9i and later support the INNER JOIN syntax):

CREATE OR REPLACE PROCEDURE RBS\_LoadPermission  
(  
i\_PermissionId int,  
o\_Description OUT varchar,  
o\_CategoryName OUT varchar,  
o\_CategoryId OUT int  
)  
  
AS  
 BEGIN  
 SELECT p.Description, p.CategoryId, pc.Description  
 INTO o\_Description, o\_CategoryId, o\_CategoryName  
 FROM Permissions p, PermissionCategories pc  
 WHERE p.CategoryId = pc.CategoryId  
 AND p.PermissionId = i\_PermissionId;  
 END;  
/

#### Querying Permissions

The following stored procedure will return a list of permissions. If a category is supplied, then the list of permissions will be a list of permissions that belong to that category. If a -1 is supplied in place of a category ID, then the list of permissions returned will be unfiltered. All results are ordered by the category name and then by the permission name. In SQL Server, the code is as follows:

CREATE PROCEDURE RBS\_SelectPermissions  
@CategoryId Int  
AS  
 IF @CategoryId = -1  
 SELECT p.PermissionId, p.CategoryId, p.Description,  
 pc.Description as CategoryName  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryId = pc.CategoryId  
 ORDER BY pc.Description, p.Description  
 ELSE  
 SELECT p.PermissionId, p.CategoryId, p.Description,  
 pc.Description as CategoryName  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryId = pc.CategoryId  
 WHERE p.CategoryId = @CategoryId  
 ORDER BY p.Description;

In DB2, you load the results into a cursor as follows:

CREATE PROCEDURE RBS\_SelectPermissions(i\_CategoryID int)  
RESULT SETS 1  
BEGIN  
DECLARE cursor1 CURSOR WITH RETURN FOR  
 SELECT p.PermissionID, p.CategoryID, p.Description,  
 pc.Description AS CategoryName  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryID = pc.CategoryID  
 ORDER BY pc.Description, p.Description;  
DECLARE cursor2 CURSOR WITH RETURN FOR  
 SELECT p.PermissionID, p.CategoryID, p.Description,  
 pc.Description AS CategoryName  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryID = pc.CategoryID  
 WHERE p.CategoryID = i\_CategoryID  
 ORDER BY p.Description;  
IF i\_CategoryID = -1 THEN  
 OPEN cursor1;  
ELSE  
 OPEN cursor2;  
END IF;  
END

In Oracle, you have the usual package specification and body:

CREATE OR REPLACE PACKAGE RBS\_SelectPerms\_pkg  
AS  
TYPE permCur IS REF CURSOR;  
PROCEDURE Getperms(i\_CategoryID IN int, o\_permCur OUT permCur);  
END RBS\_SelectPerms\_pkg  
;  
/  
  
CREATE OR REPLACE PACKAGE BODY RBS\_SelectPerms\_pkg  
AS  
PROCEDURE Getperms  
(  
i\_CategoryID IN int, o\_permCur OUT permCur  
)  
IS  
  
BEGIN  
IF i\_CategoryId = -1  
THEN  
OPEN o\_permCur FOR  
SELECT p.PermissionId, p.CategoryId, p.Description, pc.Description as  
CategoryName  
FROM Permissions p, PermissionCategories pc  
WHERE p.CategoryId = pc.CategoryId  
ORDER BY pc.Description, p.Description;  
  
ELSE  
OPEN o\_permCur FOR  
SELECT p.PermissionId, p.CategoryId, p.Description, pc.Description as  
CategoryName  
FROM Permissions p, PermissionCategories pc  
WHERE p.CategoryId = pc.CategoryId  
AND p.CategoryId = i\_CategoryId  
ORDER BY p.Description;  
END IF;  
END Getperms;  
END RBS\_SelectPerms\_pkg;  
/

### Stored Procedures for the Mapping Tables

Finally, let's look at the stored procedures that are going to work with the mapping tables. From here on, we present only the SQL Server code. However, the conversion techniques have been fully covered in previous samples, and the code download for this chapter includes full scripts for all three databases.

#### Setting the Role's Permission Mode

The following procedure will create an entry in the RolePermission table. It assigns a permission to a role with a particular numeric mode value. The first thing you do is check to see if a mapping already exists. If it does, then you'll update that mapping with the new mode value. If it doesn't exist, then you'll create a new mapping with the supplied mode value. Note that the change to the role permission mode isn't additive. Therefore, the client application will be responsible for determining the previous value and adding access modes if that's the desired behavior. However, this type of stored procedure lends itself well to an application that provides a form with a list of data-bound checkboxes that can be submitted to invoke this procedure:

CREATE PROCEDURE RBS\_SetRolePermissionMode  
@PermissionId int,  
@RoleId int,  
@Mode int  
AS  
 DECLARE @Count int  
  
 SELECT @Count = Count(PermissionId) FROM RolePermission WHERE  
 RoleId = @RoleId AND PermissionId = @PermissionId  
  
 IF @Count = 0  
 INSERT INTO RolePermission(RoleId, PermissionId, Mode)  
 VALUES(@RoleId, @PermissionId, @Mode)  
 ELSE  
 UPDATE RolePermission  
 SET  
 Mode = @Mode  
 WHERE  
 PermissionId = @PermissionId AND  
 RoleId = @RoleId;

#### Querying the Permissions Assigned to a Role

The following procedure will return a list of permissions that are assigned to a given role, which is ordered by the name of the permission category and then by the name of the permission to produce an alphabetic list of permissions:

CREATE PROCEDURE RBS\_SelectRolePermissions  
@RoleId int  
AS  
 SELECT p.PermissionId, p.Description, pc.Description as CategoryName, rp.Mode  
 FROM Permissions p  
 INNER JOIN PermissionCategories pc  
 ON p.CategoryId = pc.CategoryId  
 INNER JOIN RolePermission rp  
 ON p.PermissionId = rp.PermissionId  
 WHERE rp.RoleId = @RoleId  
 ORDER BY pc.Description, p.Description;

#### Querying the User's Effective Permission List

This next procedure is essentially the entire meat of the RBS system. The bottom line is that roles exist for organization and maintenance purposes. Although it might be nice to display to the user or to administrators which roles are assigned to a user, that isn't the data you need.

The data you really need is a list of all of the tasks that a given user can perform. This list is a composition of all of the permissions granted to all of the roles that are assigned to that user and the modes associated with that user.

There's a slight twist you need to be aware of before you start writing your procedure, though. Think about this example: A user is a member of the Network Administrators role, and they're also a member of the Computer Administrators role. The Network Administrators role grants complete and full access to Users, and the Computer Administrators role grants only read access on Users. Which access does the user have if they've been granted two different modes of the same permission? Thankfully, because you chose to use simple integers rather than a pile of columns to indicate all of your mode flags, your choice is easy. You can make it additive. The result will be the most flags available. In other words, all you have to do is select the MAX() of the mode of each permission in a GROUP BY clause:

CREATE PROCEDURE RBS\_SelectEffectivePermissions  
@UserId int  
AS  
  
 SELECT RolePermission.PermissionId,  
 Max(Mode) as Mode,  
 Description  
 FROM RolePermission  
 INNER JOIN UserRoles On RolePermission.RoleId = UserRoles.RoleId  
 INNER JOIN Permissions ON RolePermission.PermissionId =  
 Permissions.PermissionId  
 WHERE UserRoles.UserId = @UserId  
 GROUP BY RolePermission.PermissionId, Permissions.Description;

[Figure 15-2](#ch15fig02) shows an execution of the stored procedure (from within SQL Server's query tool), retrieving the list of effective permissions belonging to user 1, a full administrator in the sample database.
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 Figure 15-2: Retrieving a list of effective permissions for User 1

[Figure 15-3](#ch15fig03) shows an execution of selecting the effective permission list for the second user in the database, which does not have quite as much power as the administrator (user 1).
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 Figure 15-3: Selecting the effective permissions for User 2

To rehash what we were illustrating about bitmasking, a Mode value of 29 given the bitmask key indicates that Create, Read, Update, and Delete are all true, and a Mode value of 4 indicates that only Read is available on the user's permission, as shown in [Table 15-8](#ch15table08).

Table 15-8: Permission Assignments for User 2

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Permission | Create | Read | Update | Delete |
| Users | No | Yes | No | No |
| Products | Yes | Yes | Yes | Yes |
| Sales | Yes | Yes | Yes | Yes |
| Coupons | Yes | Yes | Yes | Yes |

#### Querying a User's Assigned Roles

This procedure allows your application to retrieve all of the roles that have been assigned to a given user and whether that user is allowed to grant those roles to others (assuming they can modify user permissions to begin with):

CREATE PROCEDURE RBS\_SelectUserRoles  
@UserId int  
AS  
  
 SELECT UserRoles.RoleId, Description, CanGrant FROM UserRoles  
 INNER JOIN Roles ON UserRoles.RoleId = Roles.RoleId  
 WHERE UserId = @UserId  
 ORDER BY Description;

[Figure 15-4](#ch15fig04) illustrates how you execute the stored procedure to retrieve the list of roles that are assigned to a user and whether the user can grant that role to other users (assuming they can modify user security settings).

![Click To expand](data:image/jpeg;base64,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)   
 Figure 15-4: Retrieving the list of roles assigned to a user

## Summary

This case study has been all about building a RBS system. At the beginning of the chapter, we talked about how implementing a RBS system provides you with an easier way to maintain security than if permissions were mapped individually to each user. We also talked about how providing a Mode value gives you the ability to extend and scale your system to meet additional security demands without having to modify your data structure or severely impact the code of an application written against your system.

When you got into the implementation of the system, you saw the data structures that make up the system you're building, and you looked at all of the stored procedures that you needed to create in order to provide a full set of services to any application written against your database.

By now you should have a firm grasp of the functionality and features involved in building RBS systems, as well as some of the SQL data design and query techniques that get that job accomplished. The sample presented in this chapter should serve as a good starting point for any RBS system that you might want to implement in your own solution.

# Appendix A: Executing SQL Statements

Throughout this Book, we've been assuming that you're entering and executing the example SQL statements in the simplest way possible—using the SQL editing tools provided by the database. These tools vary considerably in their complexity, and it's not the purpose of this book to examine them in detail; however, we do need to show how we're expecting you to execute the examples!

Entering SQL Statements

Because each database vendor provides its own tools for entering and executing SQL statements on the fly, this appendix covers each of the systems in turn. It provides step-by-step instructions for connecting to the InstantUniversity database and executing SQL statements. You'll examine the InstantUniversity database in [Appendix B](#Top_of_LiB0106_html), "Setting Up the InstantUniversity Database."

### SQL Server

The easiest way to execute SQL statements against a SQL Server (7.0 or higher) database is using Query Analyzer. Open Query Analyzer from the Start menu (Programs Ø Microsoft SQL Server Ø Query Analyzer), and you'll be prompted to enter the connection details for the database server you want to connect to, as shown in [Figure A-1](#ap01fig01).
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 Figure A-1: Connecting to SQL Server

The SQL Server instances running on your network should all appear in the SQL Server drop-down box, so select the appropriate one (or type the name if it doesn't appear). Next, select the authentication mode used to connect to your server. Windows authentication uses the accounts of users on the domain or the local Windows computer to authenticate users, and SQL Server authentication uses special logon accounts created and managed by SQL Server itself.

If you select Windows authentication, SQL Server will use the username and password you're currently using to log on to Windows; otherwise, you'll need to enter a SQL Server login name and password.

Once you've entered the connection details, click OK, and Query Analyzer will open. Select the InstantUniversity database from the drop-down box on the toolbar to ensure that queries are executed against this database. You can then type SQL queries directly into the Query window and execute them by clicking the green arrow to the left of the database drop-down list, as shown in [Figure A-2](#ap01fig02).
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 Figure A-2: Executing queries in Query Analyzer

Any results will be displayed in a new pane in the Query window, as shown in [Figure A-3](#ap01fig03).
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 Figure A-3: The results from a SQL Server query

### Oracle

The standard utility for entering queries against an Oracle database is SQL\*Plus, which in appearance is a simple text editor, similar to a command prompt. When you open SQL\*Plus, you're prompted to enter connection details, as shown in [Figure A-4](#ap01fig04).
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 Figure A-4: Connecting to Oracle from SQL\*Plus

As well as the username and password for the user you want to log on as, you must supply the service name of the database to which you want to connect. If Oracle can't resolve the service name, you may need to supply a complete TNS descriptor for the database. For example:

(DESCRIPTION=(ADDRESS\_LIST=(ADDRESS=(PROTOCOL=TCP)  
(HOST=  
servername  
)(PORT=1521)))(CONNECT\_DATA=  
(SERVICE\_NAME=  
servicename  
)))

|  |  |  |
| --- | --- | --- |
|  | Note | You can get the TNS descriptor from the General tab for the database in Oracle Enterprise Manager Console. |

Once SQL\*Plus has loaded, you can type queries directly into the editor; any results will appear immediately after the query, as shown in [Figure A-5](#ap01fig05).
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 Figure A-5: Executing queries in SQL\*Plus

For single SQL statements, the query will execute as soon as you enter a line ending in the semicolon termination character. For multistatement queries (for example, CREATE PROCEDURE), which can contain semicolons, you need to mark the end of the statement using the / character:

BEGIN  
 -- Multiple SQL statements  
END;  
/

### DB2

DB2 provides a number of tools that allow you to enter and execute SQL statements, but for this book, we'll assume you're using Command Center.

Command Center has two tabs where you can enter SQL statements, the Interactive and Script tabs. The Script tab allows you to save multiquery scripts, and the SQL window is more generously proportioned, so we'll use that, as shown in [Figure A-6](#ap01fig06).
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 Figure A-6: The Script tab in DB2 Command Center

Because Command Center doesn't prompt you for connection details when it loads, you need to execute a CONNECT statement before you can access the database. You'll see the precise format of this command later in this appendix, but the basic syntax is as follows:

CONNECT TO   
database  
 USER   
username  
 USING   
password  
;

You execute statements in the Script window by selecting Script Ø Execute from the main menu. You don't need to provide a USING clause for the CONNECT statement. For example:

CONNECT TO InstSql USER DB2ADMIN;

If you don't provide a password, DB2 will prompt you to enter one, as shown in [Figure A-7](#ap01fig07).
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 Figure A-7: Providing a password to connect to DB2

Any output from SELECT statements, stored procedures, and so on appears in the pane below the SQL pane, as shown in [Figure A-8](#ap01fig08).
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 Figure A-8: Viewing output in DB2 Command Center

By default, Command Center will assume that any semicolons it encounters mark the end of a statement. If you want to execute multistatement queries (for example, in a BEGIN ATOMIC...END block), you need to change the default statement termination character to something else so Command Center will send the whole query, not just the part up to the first semicolon. You can do this in the Tools Ø Tools Settings dialog box, as shown in [Figure A-9](#ap01fig09).
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 Figure A-9: The Tool Settings dialog box

### MySQL

MySQL doesn't, by default, come with any specific editors for entering SQL queries (although many third-party management products are available for MySQL). Instead, you use the mysql command-line tool.

This utility allows you to specify many command-line options, but the key ones are as follows:

* -u username, --username=username: This is the username to use to log on to the database. Notice that you don't specify the @hostname part of the username because this is supplied automatically.
* --password=password: This is the password to use to log on to the database. If no password is provided in the mysql command-line instruction, mysql will prompt you for one.
* The database name: You supply this after any other options.

For example, to log on to the InstantUniversity database as Alice@localhost using the password simplepassword, you could use this command:

mysql -u Alice --password=simplepassword InstantUniversity

Once you've logged on to MySQL, you can just type SQL statements at the command prompt, and they'll execute immediately. Any output appears directly in the command window, as shown in [Figure A-10](#ap01fig10).
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 Figure A-10: Viewing MySQL output in the command window

### Access

To run queries against the Access version of the database, open the database by double-clicking the InstantUniversity.mdb file in Windows. Access will display a list of the tables in the database, as shown in [Figure A-11](#ap01fig11).
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 Figure A-11: The tables in Access

To execute SQL statements against your database, you need to create a new query. To do this, select Insert Ø Query from the main menu. Access will ask you how you want to create the query, as shown in [Figure A-12](#ap01fig12).
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 Figure A-12: Creating a new query in Access

Ensure that the Design View option is highlighted, and click OK. Access will present the design view, which allows you to create queries visually rather than by writing the SQL statements by hand, as shown in [Figure A-13](#ap01fig13).
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 Figure A-13: The design view in Access

However, this is a SQL book, so you don't want to do that! Select View Ø SQL View from the main menu. Access generates the skeleton of a simple SELECT statement, based on the table highlighted when you inserted the query, as shown in [Figure A-14](#ap01fig14).

![Click To expand](data:image/jpeg;base64,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)   
 Figure A-14: The skeleton SELECT statement generated by Access

Replace this with the query you want to execute and click the ! icon on the toolbar. Access replaces the current window with the results from the query, as shown in [Figure A-15](#ap01fig15).
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 Figure A-15: The results from an Access query

When you close the results window, you'll be asked if you want to save the query. If you select Yes, this query will be available to execute as a stored query.

## Connecting to Databases using SQL

As well as installing the InstantUniversity database, you'll need to connect to it in order to execute SQL statements against it. If you're using the SQL editing tools that you looked at previously, this may be done for you. However, if you're using a command-line interpreter or a less sophisticated graphical interface, you'll need to be explicit about what database you're using and provide the correct security credentials to do so, based on the security setting in your Relational Database Management System (RDBMS). You may also need to supply these details should you want to reconnect to a different database.

Three databases—Oracle, DB2, and SQL Server—support the SQL CONNECT statement in some form, which allows you to connect remotely to a specific database. The basic syntax for this is as follows:

CONNECT TO [  
database  
] USER [  
user\_name  
];

### Oracle

The syntax for connecting to a database using SQL\*Plus is as follows:

CONNECT username@servicename/password  
[AS SYSOPER | AS SYSDBA];

If Oracle can't resolve the servicename, you'll receive an ORA-12154 error:

ORA-12154: TNS:could not resolve service name

Again, if this happens, you can supply a complete TNS descriptor instead. For example:

CONNECT InstSql@(DESCRIPTION=(ADDRESS\_LIST=(  
 ADDRESS=(PROTOCOL=TCP)(HOST=  
servername  
)(PORT=1521)))  
 (CONNECT\_DATA=(SERVICE\_NAME=  
servicename  
)))/  
password  
;

If you need to connect with SYSDBA or SYSOPER privileges rather than as a normal user, you can specify AS SYSDBA or AS SYSOPER.

You can close the connection in SQL\*Plus by executing the DISCONNECT statement.

### DB2

The DB2 version of CONNECT follows the standard basic syntax:

CONNECT TO   
database  
 [USER   
user  
 [USING   
password  
]];

You can connect using either the actual name of the database or its alias (if this is different). If no password is supplied with the USING clause, you'll be prompted for one when you execute the statement.

Finally, you can close the connection using the command CONNECT RESET.

### SQL Server

SQL Server supports CONNECT TO only in Embedded SQL (ESQL) statements. ESQL statements are Transact-SQL statements embedded into C programs. However, Microsoft won't support this Application Programming Interface (API) beyond SQL Server 2000, so it's probably advisable to use a data-access technology such as ODBC or OLE DB in preference to ESQL.

The ESQL syntax for CONNECT TO is as follows:

EXEC SQL CONNECT TO   
database  
 USER   
user

Here database is the name of the database to connect to, which will be InstantUniversity or will be MyServer.InstantUniversity if you're accessing the database remotely. The user is the name of the user account to connect with, which may include a password in the format username.password.

You can issue the DISCONNECT command to close the connection; again, you can use this only from ESQL.

# Appendix B: Setting up the InstantUniversity Database

Overview

Because this book is designed to explain how to construct SQL statements on numerous Relational Database Management Systems (RDBMSs), we decided that instead of using one of the database vendor standard databases (such as the pubs SQL Server database, for example), we'd use a custom database as the central example for this book.

The InstantUniversity sample database is designed to model a fictitious university, attended by students and professors, with courses, exams, and so on. [Figure B-1](#ap02fig01) shows a visual model of the database.
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 Figure B-1: The InstantUniversity sample database

Over the course of this appendix, you'll look through the design for each table in the database and the SQL code that's used to create each table. Finally, you'll look at some of the data used to populate the database. Where appropriate, we'll highlight differences between RDBMS-specific code.

|  |  |  |
| --- | --- | --- |
|  | Note | The code for creating this database is available for free download from the Downloads section of the Apress Web site (<http://www.apress.com>). |

## Creating the Database

To start with, the most basic command for creating the empty sample database is as follows:

CREATE DATABASE InstantUniversity;

On each of the different database platforms (except for Access), this command creates a new database with the default set of properties assigned to it. For more information, see [Chapter 14](#Top_of_LiB0089_html), "Working with Database Objects."

Note that Access can't create a new database in this manner, so to create the new database in Access, you need to select File Ø New from the main menu. Then you need to create a new blank database, as shown in [Figure B-2](#ap02fig02).
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 Figure B-2: Creating a new database

Once the database is created, you need to create the tables and relationships. In just a moment you'll look at the design for each table and the code needed to create each table.

It's worth noting that because you'll be using transactions in some of the chapters in this book, the code for creating tables in MySQL is slightly different from that used on other RDBMSs. When working with MySQL, you need to specify a table type that supports transactions and referential integrity: InnoDB. Also, when creating fields that have a data type suitable for storing dates and times, in SQL Server you refer to the data type as DATETIME, but other database platforms use the DATE data type. We'll highlight differences as you encounter them.

### Creating the Professor Table

The first table you need to create is the Professor table. This table stores information about the professors at the fictitious university. [Table B-1](#ap02table01) shows the Professor table definition.

Table B-1: The Professor Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| ProfessorID | INTEGER | Yes | Yes |
| Name | VARCHAR(50) | Yes | No |

The SQL code used to create this table is as follows:

CREATE TABLE Professor (  
 ProfessorID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50) NOT NULL);

As mentioned previously, you need to specify the InnoDB table type when working with MySQL, so you should add one last clause to the statement before executing it:

CREATE TABLE Professor (  
 ProfessorID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50) NOT NULL)  
TYPE = InnoDB;

### Creating the Course Table

The Course table stores information on each of the available courses at the university, as shown in [Table B-2](#ap02table02).

Table B-2: The Course Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| CourseID | INTEGER | Yes | Yes |
| Name | VARCHAR(50) | No | No |
| Credits | INTEGER | No | No |

The code for creating this table is as follows:

CREATE TABLE Course (  
 CourseID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50),  
 Credits INT);

The only platform difference to this example is for MySQL, where you specify the InnoDB table type:

CREATE TABLE Course (  
 CourseID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50),  
 Credits INT)  
TYPE = InnoDB;

### Creating the Room Table

The Room table stores information on the available rooms in the university that can be used for teaching courses or for sitting exams, as shown in [Table B-3](#ap02table03).

Table B-3: The Room Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| RoomID | INTEGER | Yes | Yes |
| Comments | VARCHAR(50) | No | No |
| Capacity | INTEGER | No | No |

The SQL used for creating this table is as follows:

CREATE TABLE Room (  
 RoomID INT NOT NULL PRIMARY KEY,  
 Comments VARCHAR(50),  
 Capacity INT);

Again, you specify the InnoDB table type when using MySQL:

CREATE TABLE Room (  
 RoomID INT NOT NULL PRIMARY KEY,  
 Comments VARCHAR(50),  
 Capacity INT)  
TYPE = InnoDB;

### Creating the Class Table

The Class table stores information on where and when a course is being held and who is taking the class. This table relies on the Professor, Course, and Room tables, as shown in [Table B-4](#ap02table04).

Table B-4: The Class Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| ClassID | INTEGER | Yes | Yes |
| CourseID  (Foreign key, table: Course) | INTEGER | Yes | No |
| ProfessorID  (Foreign key, table: Professor) | INTEGER | Yes | No |
| RoomID  (Foreign key, table: Room) | INTEGER | Yes | No |
| Time | VARCHAR(50) | No | No |

|  |  |  |
| --- | --- | --- |
|  | Note | We've used a data type of VARCHAR (50) for the Time field. This allows you to enter text to describe when a class is taking place and for how long, rather than entering just a time. |

The code for creating this table on platforms other than MySQL is as follows:

CREATE TABLE Class (  
 ClassID INT NOT NULL PRIMARY KEY,  
 CourseID INT NOT NULL,  
 ProfessorID INT NOT NULL,  
 RoomID INT NOT NULL,  
 Time VARCHAR(50),  
  
 CONSTRAINT FK\_Course FOREIGN KEY (CourseID)  
 REFERENCES Course(CourseID),  
  
 CONSTRAINT FK\_Prof FOREIGN KEY (ProfessorID)  
 REFERENCES Professor(ProfessorID),  
  
 CONSTRAINT FK\_Room FOREIGN KEY (RoomID)  
 REFERENCES Room(RoomID));

Note that for Access, if you're creating this table using this SQL statement, you need to enclose Time in square brackets (because Time is a reserved word):

...  
 [Time] VARCHAR(50),  
...

The code for creating this table on MySQL is a bit different:

CREATE TABLE Class (  
 CourseID INT NOT NULL,  
 ProfessorID INT NOT NULL,  
 RoomID INT NOT NULL,  
 ClassID INT NOT NULL PRIMARY KEY,  
 Time VARCHAR(50),  
  
 INDEX course\_index(CourseID),  
 CONSTRAINT FK\_Course FOREIGN KEY (CourseID)  
 REFERENCES Course(CourseID),  
  
 INDEX prof\_index(ProfessorID),  
 CONSTRAINT FK\_Prof FOREIGN KEY (ProfessorID)  
 REFERENCES Professor(ProfessorID),  
  
 INDEX room\_index(RoomID),  
 CONSTRAINT FK\_Room FOREIGN KEY (RoomID)  
 REFERENCES Room(RoomID)  
) TYPE = InnoDB;

Note that all foreign keys in the table must be indexed when creating an InnoDB table. This topic is covered in more detail in [Chapter 14](#Top_of_LiB0089_html), "Working with Database Objects."

### Creating the Student Table

The Student table stores basic information about the students who attend the university, as shown in [Table B-5](#ap02table05).

Table B-5: The Student Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| StudentID | INTEGER | Yes | Yes |
| Name | VARCHAR(50) | No | No |

To create the Student table, use the following SQL code:

CREATE TABLE Student (  
 StudentID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50) NOT NULL);

And to specify the table type in MySQL, alter the end of the statement as follows:

CREATE TABLE Student (  
 StudentID INT NOT NULL PRIMARY KEY,  
 Name VARCHAR(50) NOT NULL  
) TYPE = InnoDB;

### Creating the Exam Table

The Exam table stores information on the course on which the exam is based, the professor who is marking the exam, the date when the exam is to be held, and any extra comments about the contents of the exam, as shown in [Table B-6](#ap02table06).

Table B-6: The Exam Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| ExamID | INTEGER | Yes | Yes |
| CourseID  (Foreign key, table: Course) | INTEGER | Yes | No |
| ProfessorID  (Foreign key, table: Professor) | INTEGER | Yes | No |
| SustainedOn | DATE | No | No |
| Comments | VARCHAR(255) | No | No |

The code for creating this table is as follows:

CREATE TABLE Exam (  
 ExamID INT NOT NULL PRIMARY KEY,  
 CourseID INT NOT NULL,  
 ProfessorID INT NOT NULL,  
 SustainedOn DATE,  
 Comments VARCHAR(255),  
  
 CONSTRAINT FK\_ExamCourse FOREIGN KEY (CourseID)  
 REFERENCES Course(CourseID),  
  
 CONSTRAINT FK\_ExamProf FOREIGN KEY (ProfessorID)  
 REFERENCES Professor(ProfessorID));

Note that SQL Server uses DATETIME instead of DATE:

...  
 SustainedOn DATETIME,  
...

And, again, MySQL has extra indexes and a table type definition:

...  
 INDEX examcourse\_index(CourseID),  
 CONSTRAINT FK\_ExamCourse FOREIGN KEY (CourseID)  
 REFERENCES Course(CourseID),  
  
 INDEX examprof\_index(ProfessorID),  
 CONSTRAINT FK\_ExamProf FOREIGN KEY (ProfessorID)  
 REFERENCES Professor(ProfessorID)  
) TYPE = InnoDB;

### Creating the Enrollment Table

The Enrollment table describes which students attend which classes. Of course, a student will attend more than one class, and each class will have more than one student, as shown in [Table B-7](#ap02table07).

Table B-7: The Enrollment Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| EnrollmentID | INTEGER | Yes | Yes |
| StudentID  (Foreign key, table: Student) | INTEGER | Yes | No |
| ClassID  (Foreign key, table: Class) | INTEGER | Yes | No |
| EnrolledOn | DATE | No | No |
| Grade | VARCHAR(255) | No | No |

You can create this table with the following code:

CREATE TABLE Enrollment (  
 EnrollmentID INT NOT NULL PRIMARY KEY,  
 StudentID INT NOT NULL,  
 ClassID INT NOT NULL,  
 EnrolledOn DATE,  
 Grade INT,  
  
 CONSTRAINT FK\_EnrollStudent FOREIGN KEY (StudentID)  
 REFERENCES Student(StudentID),  
  
 CONSTRAINT FK\_EnrollClass FOREIGN KEY (ClassID)  
 REFERENCES Class(ClassID));

Make sure to change DATE to DATETIME for SQL Server:

...  
 EnrolledOn DATETIME,  
...

Again, MySQL has a couple of extra indexes to add, along with the table type:

...  
 INDEX enrollstudent\_index(StudentID),  
 CONSTRAINT FK\_EnrollStudent FOREIGN KEY (StudentID)  
 REFERENCES Student(StudentID),  
  
 INDEX enrollclass\_index(ClassID),  
 CONSTRAINT FK\_EnrollClass FOREIGN KEY (ClassID)  
 REFERENCES Class(ClassID)  
) TYPE = InnoDB;

### Creating the StudentExam Table

This joining table makes a note of which exams were taken by which students, the grades achieved by each student for each exam taken, and whether the exam was passed (subject to moderation), as shown in [Table B-8](#ap02table08).

Table B-8: The StudentExam Table

|  |  |  |  |
| --- | --- | --- | --- |
| Column | Data Type | Required? | Primary Key |
| StudentID  (Foreign key, table: Student) | INTEGER | Yes | Yes |
| ExamID  (Foreign key, table: Exam) | INTEGER | Yes | Yes |
| Mark | INTEGER | Yes | No |
| IfPassed | DATE | No | No |
| Comments | VARCHAR(255) | No | No |

To create the table, use the following SQL:

CREATE TABLE StudentExam (  
 StudentID INT NOT NULL,  
 ExamID INT NOT NULL,  
 Mark INT,  
 IfPassed SMALLINT,  
 Comments VARCHAR(255),  
  
 CONSTRAINT PK\_StudentExam PRIMARY KEY (StudentID, ExamID),  
  
 CONSTRAINT FK\_Student FOREIGN KEY (StudentID)  
 REFERENCES Student(StudentID),  
  
 CONSTRAINT FK\_Exam FOREIGN KEY (ExamID)  
 REFERENCES Exam(ExamID));

And, if you're using MySQL, add the following:

...  
 INDEX student\_index (StudentID),  
 CONSTRAINT FK\_Student FOREIGN KEY (StudentID)  
 REFERENCES Student(StudentID),  
  
 INDEX exam\_index (ExamID),  
 CONSTRAINT FK\_Exam FOREIGN KEY (ExamID)  
 REFERENCES Exam(ExamID)  
) TYPE = InnoDB;

## Inserting Data into the Database

The process of inserting data into the database is also RDBMS specific in many cases, and as such, we'll flag vendor differences when they arise. We won't list the full set of INSERT statements in this appendix because they're quite lengthy. For the full set, download the code from the Downloads section of the Apress Web site (<http://www.apress.com>).

### Professor

Insert the following data into the Professor table:

INSERT INTO Professor (ProfessorID,Name)  
VALUES (1,'Prof. Dawson');  
  
INSERT INTO Professor (ProfessorID,Name)  
VALUES (2,'Prof. Williams');  
  
INSERT INTO Professor (ProfessorID,Name)  
VALUES (3,'Prof. Ashby');  
...

### Course

Insert the following data into the Course table:

INSERT INTO Course (CourseID,Name,Credits)  
VALUES (1,'Mediaeval Romanian',5);  
  
INSERT INTO Course (CourseID,Name,Credits)  
VALUES (2,'Philosophy',5);  
  
INSERT INTO Course (CourseID,Name,Credits)  
VALUES (3,'History of Computing',5);  
...

### Room

Insert the following data into the Room table:

INSERT INTO Room (RoomID,Comments,Capacity)  
VALUES (1,'Main hall',500);  
  
INSERT INTO Room (RoomID,Comments,Capacity)  
VALUES (2,'Science Department',200);  
  
INSERT INTO Room (RoomID,Comments,Capacity)  
VALUES (3,'Science Room 1',100);  
...

### Class

Insert the following data into the Class table:

INSERT INTO Class (ClassID,CourseID,ProfessorID,RoomID,Time)  
VALUES (1,1,1,6,'Mon 09:00-11:00');  
  
INSERT INTO Class (ClassID,CourseID,ProfessorID,RoomID,Time)  
VALUES (2,2,1,5,'Mon 11:00-12:00, Thu 09:00-11:00');  
  
INSERT INTO Class (ClassID,CourseID,ProfessorID,RoomID,Time)  
VALUES (3,3,2,3,'Mon 14:00-16:00');  
...

### Student

Insert the following data into the Student table:

INSERT INTO Student (StudentID,Name)  
VALUES (1,'John Jones');  
  
INSERT INTO Student (StudentID,Name)  
VALUES (2,'Gary Burton');  
  
INSERT INTO Student (StudentID,Name)  
VALUES (3,'Emily Scarlett');  
...

### Exam

Note that the format you use to enter the date may vary between RDBMS. The following format is one of the most commonly used formats (YYYY-MM-DD). You may find that Oracle, for example, prefers dates in this format to be prefixed by the word DATE, for example, DATE '2003-05-03'. Alternatively, you could provide them in the format 03-May-2003.

Insert the following data into the Exam table:

INSERT INTO Exam  
 (ExamID,CourseID,ProfessorID,SustainedOn,Comments)  
VALUES (1,1,1,'2003-03-12','A difficult test that should last an hour');  
  
INSERT INTO Exam  
 (ExamID,CourseID,ProfessorID,SustainedOn,Comments)  
VALUES (2,2,1,'2003-03-13','A simple two hour test');  
  
INSERT INTO Exam  
 (ExamID,CourseID,ProfessorID,SustainedOn,Comments)  
VALUES (3,3,2,'2003-03-11','1 hour long');  
  
INSERT INTO Exam (ExamID,CourseID,ProfessorID,SustainedOn)  
VALUES (4,4,3,'2003-03-18');  
...

### Enrollment

Again, take care when inserting date information:

INSERT INTO Enrollment  
 (EnrollmentID,StudentID,ClassID,EnrolledOn,Grade)  
VALUES (1,1,1,'2002-09-23',62);  
  
INSERT INTO Enrollment  
 (EnrollmentID,StudentID,ClassID,EnrolledOn,Grade)  
VALUES (2,1,2,'2002-09-30',70);  
  
INSERT INTO Enrollment  
 (EnrollmentID,StudentID,ClassID,EnrolledOn,Grade)  
VALUES (3,2,3,'2003-09-23',51);  
...

### StudentExam

Insert the following data into the Exam table:

INSERT INTO StudentExam  
 (StudentID,ExamID,Mark,IfPassed,Comments)  
VALUES (1,1,55,1,'Satisfactory');  
  
INSERT INTO StudentExam  
 (StudentID,ExamID,Mark,IfPassed,Comments)  
VALUES (1,2,73,1,'Good result');  
  
INSERT INTO StudentExam  
 (StudentID,ExamID,Mark,IfPassed,Comments)  
VALUES (2,3,44,1,'Scraped through');  
  
INSERT INTO StudentExam  
 (StudentID,ExamID,Mark,IfPassed,Comments)  
VALUES (2,5,39,0,'Failed, and will need to retake this one later in the year');  
...

## Testing the Database Installation

Once all the data has been input into the database, you should test the installation to check whether it worked. One of the simplest tests you can do for quick 'n' dirty testing is to use the following universal command:

SELECT \* FROM   
Table  
;

This statement will simply list all available data in the selected table. However, if you want to use something a bit more refined, you can try out the following examples.

TESTING THE DATA 1

|  |
| --- |
| Start example |

You can use this example to test whether the sample data has been inserted correctly:

SELECT Course.Name AS Course, Student.Name AS Student,  
 Professor.Name AS Professor  
FROM Student  
 INNER JOIN (Professor  
 INNER JOIN (Course  
 INNER JOIN (Class  
 INNER JOIN Enrollment  
 ON Class.ClassID = Enrollment.ClassID)  
 ON Course.CourseID = Class.CourseID)  
 ON Professor.ProfessorID = Class.ProfessorID)  
 ON Student.StudentID = Enrollment.StudentID  
ORDER BY Course.Name;

If you used the INSERT statements available for download from the Apress Web site, then you should see the following results:

COURSE STUDENT PROFESSOR  
-------------------------- ----------------- ----------------  
Applied Mathematics Gary Burton Prof. Williams  
Applied Mathematics Maria Fernandez Prof. Williams  
Applied Mathematics Bruce Lee Prof. Williams  
Core Mathematics Bruce Lee Prof. Jones  
Core Mathematics Maria Fernandez Prof. Jones  
Core Mathematics Steve Alaska Prof. Jones  
Electronics Gary Burton Prof. Ashby  
Electronics Maria Fernandez Prof. Ashby  
Electronics Steve Alaska Prof. Ashby  
Electronics Vic Andrews Prof. Ashby  
History of Computing Gary Burton Prof. Williams  
History of Computing Julia Picard Prof. Williams  
History of Computing Vic Andrews Prof. Williams  
Human Biology Emily Scarlett Prof. Patel  
Human Biology Andrew Foster Prof. Patel  
Mediaeval Romanian John Jones Prof. Dawson  
Mediaeval Romanian Julia Picard Prof. Dawson  
Mediaeval Romanian Anna Wolff Prof. Dawson  
Metallurgy Vic Andrews Prof. Hwa  
Metallurgy Andrew Foster Prof. Hwa  
Modern English Literature Anna Wolff Prof. Dawson  
Modern English Literature Julia Picard Prof. Dawson  
Organic Chemistry Emily Scarlett Prof. Ashby  
Organic Chemistry Andrew Foster Prof. Ashby  
Philosophy John Jones Prof. Dawson  
Philosophy Anna Wolff Prof. Dawson

|  |
| --- |
| End example |

|  |
| --- |
|  |

TESTING THE DATA 2

|  |
| --- |
| Start example |

This example will test a table with a date in it to ensure that differences between date syntax haven't led to any errors:

SELECT Student.Name AS Student,  
 Course.Name AS Course,  
 Enrollment.EnrolledOn AS EnrollmentDate,  
 Enrollment.Grade AS Grade  
FROM Course  
 INNER JOIN (Class  
 INNER JOIN (Student  
 INNER JOIN Enrollment  
 ON Student.StudentID = Enrollment.StudentID)  
 ON Class.ClassID = Enrollment.ClassID)  
 ON Course.CourseID = Class.CourseID  
ORDER BY Student.Name;

You should see something like the following (depending on the time zone settings on your machine):

STUDENT COURSE ENROLLMENTDATE GRADE  
  
--------------- ------------------------- -------------- -----  
Andrew Foster Organic Chemistry 9/23/2002 68  
Andrew Foster Human Biology 9/23/2002 66  
Andrew Foster Metallurgy 9/30/2002 68  
Anna Wolff Mediaeval Romanian 9/23/2002 33  
Anna Wolff Modern English Literature 9/23/2002 65  
Anna Wolff Philosophy 9/23/2002 63  
Bruce Lee Applied Mathematics 9/20/2002 60  
Bruce Lee Core Mathematics 9/20/2002 70  
Emily Scarlett Human Biology 9/30/2002 80  
Emily Scarlett Organic Chemistry 9/30/2002 78  
Gary Burton Electronics 9/23/2003 68  
Gary Burton History of Computing 9/23/2003 51  
Gary Burton Applied Mathematics 9/23/2003 41  
John Jones Mediaeval Romanian 9/23/2002 62  
  
John Jones Philosophy 9/30/2002 70  
Julia Picard Mediaeval Romanian 9/23/2002 70  
Julia Picard History of Computing 9/23/2002 53  
Julia Picard Modern English Literature 9/30/2002 42  
Maria Fernandez Core Mathematics 9/20/2002 75  
Maria Fernandez Applied Mathematics 9/20/2002 66  
Maria Fernandez Electronics 9/20/2002 76  
Steve Alaska Electronics 9/20/2002 82  
Steve Alaska Core Mathematics 9/20/2002 66  
Vic Andrews Metallurgy 9/23/2002 54  
Vic Andrews History of Computing 9/23/2002 78  
Vic Andrews Electronics 9/23/2002 71

|  |
| --- |
| End example |

|  |
| --- |
|  |

Appendix C: Data Types

This appendix lists the available data types for each Relational Database Management System (RDBMS) and briefly describes the most commonly used types for each database platform.

RDBMS Data Types

[Table C-1](#ap03table01) summarizes the column data types available in the various RDBMSs used in this book.

Table C-1: Column Data Types

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Category | Access | SQL Server | Oracle | MySQL | DB2 |
| Binary Object | OLE Object, Memo | binary, varbinary, Image | bfile, BLOB, long raw | blob, text | blob |
| Bit | Yes/No (synonyms for tinyint(1)) | bit | byte | bit, bool | N/A |
| Character | Text, Memo | char, nchar, varchar, nvarchar, text, ntext | char, nchar, long, varchar, nvarchar, CLOB | char, nchar, varchar, nvarchar, mediumtext, longtext | char, varchar, longvarchar, CLOB |
| Currency | Currency | money, smallmoney | N/A | N/A | N/A |
| Numeric | Number | bigint, decimal, float, int, numeric, real, smallint, tinyint | number (decimal, numeric, double precision, float, integer, smallint) | bigint, decimal, double, int, mediumint, numeric, real, smallint, tinyint | bigint, decimal/numeric, double/float, integer, smallint, real |
| Temporal | Date/Time | datetime, smalldatetime | date | datetime, time, timestamp, year | date, time, timestamp |
| Unique | AutoNumber | unique identifier | N/A | N/A | N/A |

### SQL Server Data Types

[Table C-2](#ap03table02) describes the SQL Server data types.

Table C-2: SQL Server Data Types

|  |  |  |
| --- | --- | --- |
| Category | Data Types | Description |
| Binary Object | binary, varbinary | The binary type stores fixed-length binary data with a maximum length of 8,000 bytes. varbinary is a variable-length equivalent. |
| Image | Variable-length binary data that can store up to 2^31 - 1 bytes. |
| Bit | bit | Integer data, storing either 0 or 1. |
| Character | char, varchar | char stores fixed-length non-Unicode data up to 8,000 characters. varchar is the variable-length equivalent. |
| nchar, nvarchar | nchar is the Unicode equivalent of char, with a maximum length of 4,000 characters. nvarchar is the variable-length equivalent. |
| text, ntext | Variable-length non-Unicode character data up to 2^31 - 1 characters. ntext stores Unicode character data up to 2^30 - 1 characters. |
| Currency | money, small money | Both store monetary values. Range of acceptable values are:  money: -2^63 to 2^63 - 1  smallmoney: -214,748.3648 to 214,748.3647  Both are accurate to one ten-thousandth of a unit. |
| Numeric | bigint, int, smallint, tinyint | All used for storing integers of varying sizes:  bigint: -2^63 to 2^63 - 1  int: -2^31 to 2^31 - 1  smallint: -2^15 to 2^15 - 1  tinyint: 0 to 255 |
| decimal, numeric | Fixed-precision and scale-numeric data in the range:  -10^38 +1 to 10^38 -1  Both are functionally equivalent. |
| float, real | Floating-point precision numbers with ranges:  float: -1.79E + 308 to -2.23E - 308, 0 and 2.23E + 308 to 1.79E + 308.  real: -3.40E + 38 to -1.18E - 38, 0 and 1.18E - 38 to 3.40E + 38. |
| Temporal | datetime, smalldatetime | Both store date and time data. Values range from:  datetime: 01/01/1752 to 12/31/9999  smalldatetime: 01/01/1900 to 06/06/2079  datetime is accurate to 3.33 milliseconds, and smalldatetime is accurate to one minute. |
| Unique | unique identifier | A Globally Unique Identifier (GUID). |

### Oracle Data Types

[Table C-3](#ap03table03) describes the Oracle data types.

Table C-3: Oracle Data Types

|  |  |  |
| --- | --- | --- |
| Category | Data Types | Description |
| Binary Object | bfile | Contains a locator to a large external binary file of up to 4 gigabytes (GB). |
| BLOB | A binary large object of up to 4GB. |
| long raw | Raw binary data of up to 2GB. |
| raw | Raw binary data of up to 2,000 bytes. |
| Bit | byte | Stores one byte |
| Character | char | Stores fixed-length non-Unicode character data up to 2,000 bytes. |
| nchar, nvarchar | nchar is the Unicode equivalent of char, with a maximum length of 2,000 characters. nvarchar is the variable-length equivalent, but with a maximum length of 4,000 bytes. |
| long, CLOB, NCLOB | long stores variable-length character data up to 2GB.  CLOB stores up to 4GB of single-byte characters.  Supports fixed- and variable-width character sets.  NCLOB is the Unicode equivalent. |
| rowid | A hexadecimal string value that represents the address of a row in a table. |
| urowid | A hexadecimal string value that represents the logical address of a row in a table ordered by index. |
| varchar | Variable-length character data of up to 4,000 bytes. |
| Numeric | number | The number data type stores all kinds of numbers, both fixed and floating point, positive, negative, and zero. All numeric types are essentially numbers, but with varying scale and precision. When used directly, number can store values in the range of 10^-130 and 10^126 - 1. |
| integer, smallint | Both are equivalent and store integer values in the range -10^38 to 10^38. |
| decimal, numeric | Both are synonyms for number. |
| float, real | Both are identical and store floating-point precision numbers with range of -10^38 to 10^38. |
| double precision | Floating-point precision number with a binary precision of 126. |
| Temporal | date | Stores a date and time between 01/01/4712 BC to 12/31/9999 AD. |
| timestamp | Used to represent the year, month, day, hour, minute, or second component of a date. |
| interval year to month | Stores the period of time between two dates in years and months. |
| interval day to second | Stores the period between two times in days, hours, minutes, and seconds. |

### DB2 Data Types

[Table C-4](#ap03table04) describes the DB2 data types.

Table C-4: DB2 Data Types

|  |  |  |
| --- | --- | --- |
| Category | Data Types | Description |
| Binary Object | BLOB | Contains a variable-length binary string of up to 2GB. |
| vargraphic | Variable-length graphic string of up to 16,336 characters. |
| Character | char | Fixed-length character data of up to 254 characters. |
| clob | Variable-length character data of up to 2GB. |
| dbclob | A variable-length character large object of up to 1,073,741,823 characters. |
| varchar | Variable-length character data of up to 32,672 bytes. |
| External Data | datalink | Represents a link to an external data source. |
| Numeric | bigint | An 8-byte integer in the range -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807. |
| integer | A 4-byte integer in the range -2,147,483,648 to 2,147,483,647. |
| smallint | A 2-byte integer in the range -32,768 to 32,767. |
| decimal | An exact decimal value with fixed precision and scale in the range -10^31+1 to 10^31-1. |
| real | A single-precision floating-point number in the range -3.402E+38 to -1.175E-37, zero, or 1.175E-37 to 3.402E+38. |
| double | A double-precision floating-point number in the range -1.79769E+308 to -2.2250738585072014E-308, zero, or 2.225E-307 to 1.79769E+308. |
| Temporal | Date | Represents a date between 01/01/0001 and 12/31/9999. |
| Time | Represents a time in hours, minutes, and seconds. |
| Timestamp | Represents a date and time, including a fractional microsecond component. |

### MySQL Data Types

[Table C-5](#ap03table05) describes the MySQL data types.

Table C-5: MySQL Data Types

|  |  |  |
| --- | --- | --- |
| Category | Data Types | Description |
| Binary Object | longtext/longblob | A variable-length text or BLOB field with a maximum of 4,294,967,295 characters. |
| mediumtext/mediumblob | A variable-length text or BLOB field with a maximum of 16,777,215 characters. |
| text/blob | A variable-length text or BLOB field with a maximum of 65,535 characters. |
| tinytext/tinyblob | A variable-length text or BLOB field with a maximum of 255 characters. |
| Bit | tinyint | An integer in the range -128 to 127 (signed) or 0 to 255 (unsigned). |
| Character | char | A fixed-length string in the national character set. |
| varchar | A variable-length string in the national character set. |
| Composite Types | enum | A string object that can have one out of a number of possible values. |
| set | A string object that can have none, one, or more values out of a number of possible values. |
| Numeric | bigint | An integer in the range -9,223,372,036,854,775,808 to 9,223,372,036,854,775,807 (signed) or 0 to 18,446,744,073,709,551,615 (unsigned). |
| decimal | An unpacked floating-point number (stored as a string). |
| double | A double-precision floating-point number in the range -1.7976931348623157E+308 to -1.175494351E-38, zero, or 2.2250738585072014E-308 to 1.7976931348623157E+308. |
| float | A floating-point value. This can represent either single- or double-precision numbers. |
| int | An integer in the range -2,147,483,648 to 2,147,483,647 (signed) or 0 to 4,294,967,295 (unsigned). |
| mediumint | An integer in the range -8,388,608 to 8,388,607 (signed) or 0 to 16,777,215 (unsigned). |
| smallint | An integer in the range -32,768 to 32,767 (signed) or 0 to 65,535 (unsigned). |
| Temporal | date | A date in the range 01/01/1000 to 12/31/9999. |
| datetime | A combined date and time value. |
| time | A time in the range '-838:59:59' to '838:59:59'. |
| timestamp | A timestamp value reflecting the number of seconds since midnight on January 1, 1970. |
| year | A year in two- or four-digit format. |

### Access Data Types

[Table C-6](#ap03table06) shows the Access field types listed with JET SQL equivalents.

Table C-6: Access Field Types

|  |  |  |
| --- | --- | --- |
| Category | Data Types | Description |
| Binary Object | OLE Object  (longbinary) | A variable-length text or BLOB field with a maximum of 4,294,967,295 characters.  Longbinary is the Jet name for this data type. |
| Boolean | Yes/No  (boolean) | Stores values of -1 for yes/true, 0 for no/false.  Any non-zero value input into this field is stored as -1. |
| Character | Text  (char, varchar, string) | Can store up to 255 characters. Jet equivalents of a Text field are alphanumeric, char, varchar, and string. |
| Memo  (longtext, longchar, memo, note) | Can store up to 64,000 characters of alphanumeric data. |
| Numeric | Number  (byte, int / integer, single, long, double) | The number field can be defined as one of the Jet types of byte, int, integer, single, double, and long. Sizes are:  byte: 1 byte  int, integer: 2 bytes  single, long: 4 bytes  double: 8 bytes |
| Currency | Currency  (currency, money) | Precision up to 4 decimal places. Eight bytes. |
| Unique | Autonumber  (counter, autoincrement, GUID) | counter and autoincrement use a long field type with a unique constraint and autonumbering functionality. Size: 4 bytes.  This is the default size when generating an autonumbering field in Access table design view. GUID stores up to 16 bytes. |
| Other | Hyperlink  (longtext, longchar, memo, note) | Stores up to 2,048 bytes of Uniform Resource Locator (URL) data. |

# Index

A

ABS function, [112](#280)

abstraction layer, [5](#39)

accessors, [375](#887)

ACID properties, [268](#639)

adding rows

see [INSERT statement](#1324).

AFTER triggers, [364](#863), [365](#865)

DB2, [383](#904)

Oracle, [375](#887), [376](#890), [377](#893)

SQL Server, [367](#869), [368](#872)

aggregate functions, [83](#217)

AVG, [88](#228)

COUNT, [84](#219)

MAX, [89](#231)

MIN, [89](#231)

modifying data with views, [198](#482)

SUM, [87](#225)

using with GROUP BY clause, [90](#234)

AGGREGATE keyword, [143](#370)

aliases

AS keyword, [35](#112)

creating procedures, [205](#499)

omitting AS keyword, [36](#114)

column aliases, [35](#112)

equi-joins, [177](#437)

SELECT statement, [35](#112)

table aliases, [35](#112), [419](#983)

using with GROUP BY/ORDER BY clauses, [96](#248)

using with subqueries, [150](#384)

ALL keyword

Access, [84](#219)

SQL Server, [92](#239)

using with AVG function, [88](#228)

using with COUNT function, [84](#219)

using with SUM function, [87](#225)

ALL operator

subqueries, [156](#397)

UNION ALL, [162](#410)

ALTER PROCEDURE command

stored procedures, [216](#524)

ALTER SESSION command, [293](#703)

ALTER TABLE command, [340](#807)

constraints, [341](#809)

copying tables, [340](#807)

DB2, [321](#766)

enabling/disabling triggers

Oracle, [382](#901)

SQL Server, [375](#887)

Oracle, [317](#759)

role-based security

Permissions table, [466](#1084)

PermissionsCategories table, [464](#1077)

RolePermission table, [470](#1093)

Roles table, [463](#1073)

UserRoles table, [467](#1088)

Users table, [461](#1068)

ALTER TRIGGER command

Oracle, [382](#901)

SQL Server, [370](#877), [372](#881), [374](#885)

ALTER USER command, [315](#754)

ALTER VIEW command, [199](#484)

amending rows

see [UPDATE statement](#1377).

analytic functions, [103](#262)

AND keyword

bitwise operators, [109](#273)

WHERE clause, [54](#152)

ANY operator, [157](#400)

API (Application Programming Interface), [5](#39)

Apress web site, [27](#93)

arguments

see [parameters](#1346).

arithmetic operators, [108](#271)

AS keyword

see [aliases](#primaryie_Lib0).

ASC keyword

ORDER BY clause, [46](#138)

assignment operator, [219](#533)

ATOMIC keyword, [141](#365)

DB2, [218](#531)

atomicity of transactions, [268](#639)

attributes

columns, [8](#45)

relational databases, [7](#43)

auditing applications

triggers, [365](#865), [366](#867)

authentication, [301](#722)

DB2, [321](#766), [505](#1184)

MySQL, [324](#772), [507](#1189)

Oracle, [315](#754), [501](#1174)

role-based security, [459](#1063)

SQL Server, [309](#742), [500](#1172)

user accounts, [302](#723)

Windows authentication, [309](#742), [500](#1172)

authorization, [301](#722)

see also [object-level permissions](#1342); [permissions](#1349); [role-based security](#1356); [statement-level permissions](#1364).

Access, [307](#736)

DB2, [321](#766)

GRANT command, [304](#729)

MySQL, [324](#772)

Oracle, [316](#756)

REVOKE command, [304](#729)

roles, [303](#726)

SQL Server, [311](#746)

user accounts, [302](#723)

views, [303](#726)

auto-numbering

see [autonumbering](#primaryie_Lib1).

autocommit mode

BEGIN command, [272](#652)

changing mode, [273](#653)

combining multiple SQL statements, [272](#652)

RDBMSs defaulting to, [273](#653)

transactions, [271](#648)

SQL Server, [275](#657)

autoincrement data type, [537](#1275)

AUTOINCREMENT keyword, [354](#840)

AUTO\_INCREMENT fields, [353](#837)

ProductCatalog database, [396](#932), [397](#934), [398](#935), [400](#939)

automatic-transactions mode, [272](#652)

implicit transactions, [265](#635)

ProductCatalog database, [403](#944)

RDBMSs defaulting to, [273](#653)

autonumbering, [349](#827)

Access, [354](#840), [537](#1275)

AUTO\_INCREMENT fields, [353](#837)

data types, [531](#1259)

DB2, [352](#835)

IDENTITY keyword, [350](#829), [354](#840)

MySQL, [353](#837)

Oracle, [351](#832)

Oracle triggers, [380](#898)

ProductCatalog database, [395](#929), [396](#932), [397](#934), [399](#937), [401](#940), [402](#942)

resetting auto-increment ID, [403](#944)

sequences, [11](#52), [348](#826)

SQL Server, [350](#829), [533](#1265)

unique identifier data types, [531](#1259)

AVG function, [88](#228)

NULL, treatment of, [88](#228)

ProductCatalog database, [430](#1007)

rounding, [96](#248)

using with ALL keyword, [88](#228)

using with DISTINCT keyword, [88](#228)

# Index

B

BACKUP statements, [314](#751)

BDB table type, [283](#676)

BEFORE triggers, [364](#863), [365](#865)

DB2, [382](#901)

NO CASCASE BEFORE trigger, [382](#901)

Oracle, [375](#887), [377](#893)

SQL Server, [367](#869)

BEGIN ... END block

DB2, [214](#521)

Oracle, [206](#502)

SQL Server, [205](#499)

BEGIN/BEGIN TRANSACTION commands, [269](#642)

autocommit mode, [272](#652)

SQL Server, [275](#657)

BETWEEN keyword, [55](#155)

bfile data type, [533](#1265)

bigint data type

DB2, [535](#1271)

MySQL, [536](#1274)

SQL Server, [532](#1262)

binary data

encryption, [459](#1063)

binary data types, [531](#1259)

Access, [537](#1275)

DB2, [534](#1268)

MySQL, [535](#1271)

Oracle, [533](#1265)

SQL Server, [532](#1262)

BIT data type, [399](#937)

DB2 example, [449](#1040)

ProductCatalog database, [400](#939)

SQL Server example, [445](#1033)

bit data types, [531](#1259)

MySQL, [535](#1271)

Oracle, [533](#1265)

SQL Server, [532](#1262)

bitmasks

bitmask values, [456](#1056)

bitmasked access mode, [455](#1053)

role-based security, [495](#1158)

bitwise operators, [109](#273)

BLOB (binary large object) data type

DB2, [534](#1268)

MySQL, [535](#1271)

Oracle, [533](#1265)

ProductCatalog database, [400](#939)

boolean data types, [537](#1275)

Boolean expressions, [108](#271)

expression building, [109](#273)

Boolean values

bitmasks, [455](#1053)

business applications

front end operation, [2](#34)

wrapping SQL, [7](#43)

business rules

triggers, [366](#867)

byte data type

Access, [537](#1275)

Oracle, [533](#1265)

# Index

C

calculated columns, [37](#115)

expressions containing, [108](#271), [109](#273)

modifying data with views, [198](#482)

subqueries, [148](#380)

UNION operator, [159](#405)

calculations in SQL, [107](#269)

CALL keyword

DB2, [203](#495)

executing stored procedures, [434](#1015)

Oracle, [203](#495)

Cartesian product, [167](#419)

CASE ... WHEN statement, [226](#551), [227](#553)

case-sensitivity

pattern matching, [58](#162)

use of quotes/square brackets, [32](#106)

CAST function

DB2, [115](#286)

MySQL, [117](#292)

Oracle, [116](#289)

RDBMSs supporting, [136](#351)

SQL Server, [115](#286)

casting

casting functions

CONVERT, [136](#351)

DEC/DECIMAL, [136](#351)

DOUBLE, [136](#351)

FLOAT, [136](#351)

generic casting functions, [136](#351)

INT/INTEGER, [136](#351)

TO\_NUMBER, [135](#345)

casting to numbers, [135](#345)

Access, [136](#351)

DB2, [136](#351)

MySQL, [136](#351)

Oracle, [135](#345)

SQL Server, [135](#345)

casting to strings, [133](#337)

Access, [135](#345)

DB2, [134](#341)

MySQL, [135](#345)

Oracle, [134](#341)

SQL Server, [134](#341)

Category table

inserting rows, [403](#944)

ProductCatalog database, [398](#935)

CEIL/CEILING functions, [114](#283)

Access, [118](#295)

DB2, [115](#286)

MySQL, [117](#292)

Oracle, [116](#289)

SQL Server, [115](#286)

changing rows

see [UPDATE statement](#1377).

CHAR function, [44](#132), [134](#341)

character data types, [14](#58), [531](#1259)

Access, [537](#1275)

DB2, [534](#1268)

MySQL, [536](#1274)

Oracle, [533](#1265)

SQL Server, [532](#1262)

characters, special

see [operators](#1343); [pattern matching](#1348).

CHARINDEX function, [120](#302), [121](#304)

CHECK constraint, [338](#803)

triggers, [366](#867)

Class table, [517](#1222)

inserting data, [525](#1244)

CLOB data type

DB2, [534](#1268)

Oracle, [533](#1265)

CLOSE keyword

using cursors, [238](#580)

code downloads

Apress web site, [27](#93)

coding

stored procedures, [225](#548)

column aliases, [35](#112)

columns, [9](#47)

averages (see [AVG function](#1292)).

calculations on columns, [37](#115)

default INSERT values, [69](#188)

maximum value (see [MAX function](#1337)).

minimum value (see [MIN function](#1338)).

retrieving all columns, [29](#100)

retrieving multiple columns, [34](#110)

retrieving single column, [33](#108)

totals (see [SUM function](#1369)).

Command Center, DB2

executing SQL statements, [504](#1181)

transaction options, [282](#673)

commands

see [statements](#1365).

comments, [27](#93)

Access, [28](#96)

MySQL, older versions, [28](#96)

COMMIT command

autocommit mode, [271](#648)

automatic-transactions mode, [272](#652)

committing transactions, [271](#648)

DB2, [282](#673)

making changes visible, [273](#653)

MySQL, [283](#676)

Oracle, [279](#666)

SQLServer, [275](#657)

Commit Coordinator

two-phase commit, [298](#715)

comparison operators, [51](#146), [108](#271)

CONCAT function, [41](#124)

DB2, [43](#128)

MySQL, [125](#315), [135](#345)

ProductCatalog database, [444](#1032)

concatenating strings

|| operator, [41](#124)

Access, [45](#134)

ANSI mode, [41](#124)

CONCAT function, [41](#124)

DB2, [43](#128)

MySQL, [41](#124)

numeric value conversion, [40](#121)

Oracle, [43](#128)

SQL Server, [40](#121)

concurrency, [5](#39), [285](#682)

see also [transaction isolation levels](#1373).

conditional statements, [50](#144)

pattern matching (LIKE), [57](#159)

ranges (BETWEEN), [55](#155)

set of values (IN), [56](#157)

stored procedures, [226](#551)

DB2, [231](#562)

Oracle, [230](#559)

SQL Server, [228](#554)

WHERE clause, [50](#144)

combining WHERE clauses, [54](#152)

comparison operators, [51](#146)

NULLs, [63](#174)

conditional triggers

DB2, [385](#908)

Oracle, [378](#894)

CONNECT command, [331](#786), [511](#1201)

DB2, [322](#769), [323](#771), [505](#1184), [512](#1204)

Oracle, [316](#756), [317](#759), [511](#1201)

SQL Server, [512](#1204)

connection, closing, [512](#1204)

consistency

see also [transaction isolation levels](#1373).

reading committed data, [289](#691)

reading uncommitted data, [287](#685)

transactions, [268](#639)

CONSTRAINT keyword

InstantUniversity database, [520](#1231)

referential integrity, [359](#853)

constraints

ALTER TABLE command, [341](#809)

CHECK constraint, [338](#803)

FOREIGN KEY constraint, [23](#84), [331](#786), [358](#850)

InstantUniversity database, [518](#1225)

integrity of data tables, [11](#52)

NOT NULL constraint, [333](#793)

InstantUniversity database, [515](#1214)

PRIMARY KEY constraint, [11](#52), [335](#798)

InstantUniversity database, [515](#1214)

simulating using triggers, [366](#867)

UNIQUE constraint, [16](#65), [337](#801)

CONTAINS keyword, [442](#1028)

CONTAINS SQL keyword, [141](#365)

CONTINUE error handler, [259](#623)

CONTROL permission, [321](#766), [323](#771)

CONVERT function, [136](#351)

copying tables, [339](#805)

correlated subqueries, [147](#378)

ProductCatalog database, [426](#1000)

COS function, [112](#280)

COUNT function, [84](#219)

keywords used in, [84](#219)

NULL, treatment of, [84](#219)

ProductCatalog database, [428](#1004), [430](#1007)

using with ALL keyword, [84](#219)

using with DISTINCT keyword, [84](#219)

counter data type, [537](#1275)

Course table, [515](#1214)

inserting data, [524](#1240)

CREATE DATABASE command, [330](#784)

InstantUniversity database, [514](#1211)

CREATE FUNCTION command, [137](#356)

CREATE PACKAGE command, [250](#605)

Oracle example, [448](#1038)

CREATE PROCEDURE command, [204](#497)

Access, [215](#522)

DB2, [214](#521)

Oracle, [206](#502)

ProductCatalog database, [433](#1014)

role-based security [470–496](#1093)

SQL Server, [205](#499), [445](#1033)

CREATE ROLE command

Oracle, [319](#762)

CREATE statements

Oracle, [315](#754)

SQL Server, [314](#751)

statement-level permissions, [304](#729)

CREATE TABLE command, [331](#786)

CHECK constraint, [338](#803)

copying tables, [340](#807)

FOREIGN KEY constraint, [359](#853)

InstantUniversity database

Class table, [518](#1225)

Course table, [516](#1219)

Enrollment table, [521](#1232)

Exam table, [520](#1231)

Professor table, [515](#1214)

Room table, [516](#1219)

Student table, [519](#1226)

StudentExam table, [523](#1238)

MySQL, [283](#676)

PRIMARY KEY constraint, [336](#800)

ProductCatalog database

Category table, [398](#935)

Department table, [396](#932)

Product table, [399](#937)

ProductCategory table, [401](#940)

role-based security

Permissions table, [465](#1081)

PermissionsCategories table, [464](#1077)

RolePermission table, [469](#1090)

Roles table, [463](#1073)

UserRoles table, [467](#1088)

Users table, [461](#1068)

UNIQUE constraint, [337](#801)

CREATE TRIGGER command

DB2, [385](#908)

Oracle, [377](#893), [378](#894)

SQL99 syntax, [365](#865)

CREATE VIEW command, [194](#475)

Access, [193](#472)

DB2, [197](#480)

MySQL, [193](#472)

Oracle, [196](#478)

REPLACE statement, [199](#484)

SQL Server, [195](#476)

WITH CHECK OPTION clause, [198](#482)

CROSS JOIN operator, [169](#422)

currency data types, [531](#1259)

Access, [537](#1275)

SQL Server, [532](#1262)

cursors, [234](#568)

cursor options/types , [236–237](#574)

DB2, [236](#574), [244](#592)

declaring, [219](#533), [234](#568)

implicit cursors, [238](#580)

lock type options, [236](#574)

opening, [237](#577)

Oracle, [234](#568), [242](#588)

returning result sets from procedures, [247](#597)

role-based security, [477](#1113)

scope related options, [236](#574)

scrollability related options, [236](#574)

SQL Server, [235](#572), [239](#582)

Transact-SQL syntax, [235](#572)

options, [236](#574)

CURSOR\_ALREADY\_OPEN exception, [256](#618)

# Index

D

data

combining results from queries, [158](#403)

filtering rows

aggregated (see [HAVING clause](#1320)).

individually (see [WHERE clause](#1382)).

unique retrieval (see [DISTINCT keyword](#primaryie_Lib2)).

grouping data (see [GROUP BY clause](#1318)).

inserting data (see [INSERT statement](#1324)).

querying data (see [SELECT statement](#1362)).

removing (see [DELETE statement](#primaryie_Lib3)).

retrieving data (see [SELECT statement](#1362)).

updating data (see [UPDATE statement](#1377)).

Data Control Language (DCL), [3](#35)

Data Definition Language (DDL), [3](#35)

data integrity

see [integrity](#1325).

Data Manipulation Language (DML), [3](#35)

data normalization, [17](#68), [18](#69)

data provider, [5](#39)

Data Query Language (DQL), [3](#35)

data type conversions

casting to numbers, [135](#345)

casting to strings, [133](#337)

data types, [13](#56)

Access, [537](#1275)

binary object, [531](#1259)

bit, [531](#1259)

character, [14](#58), [531](#1259)

currency, [531](#1259)

date and time, [14](#58), [531](#1259)

DB2, [534](#1268)

definition, [10](#49)

floating-point, [14](#58)

for the RDBMS, [531](#1259)

integer, [14](#58)

money, [113](#281)

MySQL, [535](#1271)

numeric, [14](#58), [531](#1259)

autonumbering, [531](#1259)

Oracle, [533](#1265)

SQL Server, [532](#1262)

string, [14](#58)

text, [14](#58)

transferring data, [13](#56)

database transactions

see [transactions](#1374).

databases

see [relational databases](#1354).

date and time data types, [14](#58), [531](#1259)

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

SQL Server, [533](#1265)

DATE data type

InstantUniversity database, [515](#1214)

DATE function, [133](#337)

DATEDIFF function, [128](#322)

datetime calculating, [126](#319)

Access, [132](#334)

date formats, [126](#319)

DB2, [131](#330)

MySQL, [131](#330)

Oracle, [130](#327)

SQL Server, [128](#322)

datetime calculating functions

DATE, [133](#337)

DATEDIFF, [128](#322)

DAYS, [131](#330)

GETDATE, [129](#325)

TO\_DAYS, [131](#330)

datetime data type

InstantUniversity database, [515](#1214)

MySQL, [536](#1274)

SQL Server, [533](#1265)

DAYS function, [131](#330)

DBA role, [316](#756)

dbclob data type, [534](#1268)

deadlocks

isolation levels, [297](#713)

DEALLOCATE keyword

using cursors, [238](#580)

DEC/DECIMAL function, [136](#351)

decimal data types, [14](#58)

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

ProductCatalog database, [400](#939)

SQL Server, [532](#1262)

declarative language, [5](#39)

Declarative Referential Integrity (DRI)

see [referential integrity](#1353).

DECLARE keyword

DB2, [244](#592)

Oracle, [219](#533)

variables, stored procedures, [217](#527)

default INSERT values

DEFAULT keyword, [221](#537)

default values, [15](#63), [69](#188), [334](#796)

DEFAULT VALUES keyword, [72](#193)

DELETE statement, [78](#205)

deleting all rows, [80](#210)

cautionary note, [79](#208)

logging

DB2, [386](#910)

Oracle, [379](#896)

SQL Server, [370](#877)

modifying data with views, [198](#482)

MySQL, [80](#210)

object-level permissions, [305](#732)

ONLY keyword, [80](#210)

Oracle, [80](#210)

permissions

DB2, [321](#766)

Oracle, [317](#759)

SQL Server, [311](#746)

second DELETE FROM clause, [80](#210)

stored procedure, using, [435](#1016), [441](#1027)

subqueries, [154](#392)

DENSERANK function

ProductCatalog database, [414](#972), [423](#992)

DENY command, [311](#746), [313](#750)

Department table, [396](#932)

inserting rows, [403](#944)

updataing data, [432](#1011)

DESC keyword

ORDER BY clause, [46](#138)

DETERMINISTIC keyword, [141](#365)

Development Center, DB2

stored procedures, [208](#507)

dialects, SQL, [6](#41)

DIFFERENCE operator, [158](#403)

disabling triggers, [382](#901)

DISCONNECT statement, [512](#1204)

disconnecting, [512](#1204)

DISTINCT keyword, [47](#139)

Access, [84](#219)

modifying data with views, [198](#482)

ProductCatalog database, [417–419](#979)

using with AVG function, [88](#228)

using with COUNT function, [84](#219)

using with SUM function, [87](#225)

distributed transactions, [298](#715)

double data type

Access, [537](#1275)

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

DOUBLE function, [136](#351)

DROP INDEX command, [357](#848)

DROP PROCEDURE command, [216](#524)

DROP ROLE command, [320](#764)

DROP TABLE command, [331](#786), [332](#790)

DROP TRIGGER command, [365](#865)

DROP USER command, [315](#754)

DROP VIEW command, [201](#489)

DUAL table, [349](#827)

role-based security, [473](#1102), [483](#1129)

DUP\_VAL\_ON\_INDEX exception, [256](#618)

durability of transactions, [268](#639)

DYNAMIC type cursor, [236](#574)

# Index

E

ELSE/ELSEIF keywords, [226](#551)

Embedded SQL (ESQL)

CONNECT statement, [512](#1204)

empty string, [119](#298)

enabling triggers, [382](#901)

encryption, role-based security, [459](#1063)

creating Users table, [460](#1065)

Enrollment table, [521](#1232)

inserting data, [526](#1248)

entities

defining table relationships, [17](#68)

relational databases, [7](#43)

tables, [8](#45)

entity relationship (E-R) diagram

InstantUniversity database, [513](#1209)

enum data type, [536](#1274)

equi-joins, [169](#422)

aliases, [177](#437)

JOIN keyword, [169](#422)

multiple tables, [172](#427)

nested joins, [174](#431)

non-equi joins, [175](#433)

error handling

Oracle transactions, [280](#668)

SQL Server transactions, [277](#662)

stored procedures, [252](#609)

DB2, [258](#621)

Oracle, [255](#616)

SQL Server, [253](#612)

ERROR system variable

SQLServer transactions, [253](#612), [278](#665)

ESCAPE keyword, [59](#164)

escaping reserved characters, [59](#164)

event triggers, [363](#861)

Exam table, [519](#1226)

inserting data, [525](#1244)

EXCEPT operator, [164](#413)

DB2, [165](#415)

EXCEPTION block, [255](#616)

exceptions

see [error handling](#primaryie_Lib4).

exclusive OR keyword, [109](#273)

EXEC/EXECUTE keyword, [203](#495), [204](#497)

object-level permissions

DB2, [321](#766)

Oracle, [317](#759)

SQL Server, [311](#746)

ProductCatalog database, [434](#1015)

executing transactions, [270](#645)

EXISTS operator, [155](#394)

EXIT error handler, [259](#623)

exponents, [113](#281)

expressions

Boolean expressions, [110](#276)

operators, using, [108](#271)

UPDATE statement, [108](#271)

using, [109](#273)

extensibility

bitmasked access mode, [455](#1053)

permissions, [456](#1056)

external data types, [535](#1271)

# Index

F

false, boolean value, [108](#271)

FAST\_FORWARD cursor type, [236](#574)

FETCH FIRST clause, [98](#252)

ProductCatalog database, [410](#963), [422](#989)

FETCH keyword, [237](#577)

FIRST FETCH, [98](#252)

FETCH\_STATUS variable, [239](#582)

filtering rows

aggregated (see [HAVING clause](#1320)).

individually (see [WHERE clause](#1382)).

unique retrieval (see [DISTINCT keyword](#1309)).

FIRST FETCH keyword, [98](#252)

flexibility

bitmasked access mode, [455](#1053)

permissions, [456](#1056)

float data type

MySQL, [536](#1274)

Oracle, [534](#1268)

SQL Server, [532](#1262)

FLOAT function, [136](#351)

FLOOR function, [114](#283)

Access, [118](#295)

DB2, [115](#286)

Oracle, [116](#289), [130](#327)

SQL Server, [115](#286)

FLUSH PRIVILEGES command, [325](#775)

FOR loop, [239](#582)

FOR triggers

see [AFTER triggers](#1282).

foreign key constraint, [23](#84), [358](#850)

creating tables, [331](#786)

dropping tables, [331](#786)

InstantUniversity database, [518](#1225)

many-to-many relationship, [25](#89)

one-to-many relationship, [23](#84)

primary key relationship illustrated, [22](#82)

ProductCatalog database, [392](#922), [398](#935), [399](#937), [401](#940)

referential integrity, [359](#853)

FORWARD\_ONLY cursor option, [236](#574)

FROM keyword, [4](#37)

front end alternatives, [2](#34)

full outer joins, [184](#453)

functions

see also [keywords](#1331).

ABS, [112](#280)

absolute value of a value, [112](#280)

analytic functions, [103](#262)

AVG, [88](#228)

CAST, [115](#286), [136](#351)

CEIL/CEILING, [114](#283)

CHAR, [44](#132)

CHARINDEX, [120](#302), [121](#304)

CONCAT, [43](#128)

CONVERT, [136](#351)

COS, [112](#280)

COUNT, [84](#219)

creating functions, [137](#356)

DB2, [141](#365)

MySQL, [142](#367)

Oracle, [140](#362)

SQL Server, [139](#359)

data type conversions, [133](#337)

DATE, [133](#337)

DATEDIFF, [128](#322)

datetime functions, [126](#319)

DAYS, [131](#330)

DEC/DECIMAL, [136](#351)

DOUBLE, [136](#351)

FLOAT, [136](#351)

FLOOR, [114](#283)

generic casting functions, [136](#351)

GETDATE, [16](#65), [129](#325)

HEX, [114](#283)

INSTR, [120](#302)

INT/INTEGER, [136](#351)

LEFT, [120](#302)

LEN/LENGTH, [120](#302)

logarithmic functions, [112](#280)

LOWER, [120](#302)

mathematical functions, [112](#280)

MAX, [89](#231)

MID, [120](#302)

MIN, [89](#231)

number functions, [113](#281)

parameters, [111](#278)

POSSTR, [120](#302)

power, raising value to a, [112](#280)

random number generation, [112](#280)

RANK, [99](#254)

REPLACE option, [140](#362)

RIGHT, [120](#302)

ROUND, [114](#283)

square root, [112](#280)

stored procedures returning values, [482](#1127)

STR, [40](#121)

string manipulation functions, [119](#298)

SUBSTR/SUBSTRING, [120](#302)

SUM, [87](#225)

TO\_CHAR, [114](#283)

TO\_DAYS, [131](#330)

TO\_NCHAR, [134](#341)

TO\_NUMBER, [135](#345)

trigonometric functions, [112](#280)

UPPER/UCASE, [120](#302)

using, [111](#278)

# Index

G

GENERATED AS IDENTITY columns

ProductCatalog database, [396](#932), [398](#935)

GETDATE function, [16](#65), [129](#325)

GLOBAL parameter, [294](#707)

GLOBAL scope, cursors, [236](#574)

Globally Unique Identifier (GUID)

ProductCatalog database, [395](#929)

GRANT command, [304](#729)

Access, [307](#736)

authorization, [304](#729)

DB2, [324](#772)

MySQL, [325](#775), [326](#776)

object-level permissions, [305](#732)

Oracle, [316](#756), [317](#759), [320](#764)

RDBMSs implementing, [305](#732)

SQL Server, [311](#746), [313](#750)

SQL99 syntax, [305](#732)

statement-level permissions, [305](#732)

WITH GRANT OPTION

DB2, [322](#769)

Oracle, [319](#762)

grant tables

MySQL, [324](#772)

granting permissions

permissions to roles, [469](#1090)

roles to users, [466](#1084)

GROUP BY clause, [90](#234)

ALL keyword, [92](#239)

ProductCatalog database, [428](#1004), [430](#1007)

using aliases with, [96](#248)

grouping data, [90](#234), [322](#769)

GUID data type, [537](#1275)

# Index

H

HAVING clause, [92](#239)

ProductCatalog database, [431](#1010)

WHERE clause compared, [93](#242)

HEAP table type, [283](#676)

HEX function, [114](#283)

hexadecimal numbers, [114](#283)

hyperlink data types, [537](#1275)

# Index

I

IDENTITY keyword

autonumbering, [350](#829), [354](#840)

ProductCatalog database, [396](#932), [398](#935)

IDENTITY variable, [471](#1096), [483](#1129)

IDENTITY\_VAL\_LOCAL function

ProductCatalog database, [440](#1025)

role-based security, [483](#1129)

IF ... ELSE statement, [226](#551)

image data type, [532](#1262)

implicit cursors, [238](#580), [242](#588)

implicit transactions, [275](#657)

see also [automatic-transactions mode](#1290).

IN keyword, [56](#157)

multiple row subqueries, [152](#388)

ProductCatalog database, [424](#994)

subqueries, [147](#378)

INDEX keyword

DB2, [321](#766)

InstantUniversity database, [520](#1231)

Oracle, [317](#759)

ProductCatalog database, [398](#935), [402](#942)

indexes, [355](#843)

creating, [356](#846)

dropping, [357](#848)

performance, [356](#846)

unique or non-unique, [356](#846)

INNER JOIN keyword, [171](#426), [178](#439), [187](#459)

Access, [171](#426)

MySQL, [171](#426), [173](#429)

ProductCatalog database, [415–418](#974), [425–426](#998)

inner joins, [178](#439)

outer joins compared, [428](#1004)

InnoDB table type, [283](#676)

ProductCatalog database, [397](#934)

input/output parameters, [225](#548)

INSERT statement, [67](#183)

columns not specified, [72](#193)

creating tables, [332](#790)

default values, [69](#188)

DEFAULT VALUES keywords, [72](#193)

EXEC keyword, [74](#196)

InstantUniversity database, [523](#1238)

INTO keyword, [68](#186)

logging

DB2, [383](#904)

Oracle, [376](#890)

SQL Server, [368](#872), [370](#877)

modifying data with views, [198](#482)

multi-row insert, [73](#194)

NULL data, [69](#188), [333](#793)

object-level permissions, [305](#732)

permissions

DB2, [322](#769)

MySQL, [325](#775)

Oracle, [318](#761), [319](#762)

SQL Server, [311](#746)

primary keys, [69](#188)

ProductCatalog database, [402](#942), [403](#944)

single row, insert, [68](#186)

stored procedure, using, [435](#1016), [437](#1020), [438](#1022)

subqueries, [154](#392)

timestamping, [69](#188)

InstantUniversity database, [513](#1209)

checking data insertion, [527](#1251)

Class table, [517](#1222)

Course table, [515](#1214)

creating tables, [515](#1214)

Enrollment table, [521](#1232)

entity relationship diagram, [513](#1209)

Exam table, [519](#1226)

INSERT statements, [523](#1238)

Professor table, [515](#1214)

Room table, [516](#1219)

Student table, [519](#1226)

StudentExam table, [522](#1235)

INSTEAD OF triggers, [364](#863), [365](#865)

DB2, [382](#901)

Oracle, [375](#887)

SQL Server, [367](#869)

INSTR function, [120](#302)

ProductCatalog database, [444](#1032)

int/integer data types, [14](#58)

Access, [537](#1275)

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

SQL Server, [532](#1262)

INT/INTEGER functions, [136](#351)

integrated security, [309](#742)

integrity

see also [referential integrity](#1353).

constraints, [11](#52)

enforcing table integrity, [12](#53)

RDBMS role, [11](#52)

relational integrity, [18](#69)

INTERSECT operator, [164](#413)

interval data types, [534](#1268)

INTO keyword

INSERT statement, [68](#186)

INVALID\_NUMBER exception, [256](#618)

IS keyword, [205](#499)

cursors, [234](#568)

ISAM table type, [283](#676)

isolation levels

see [transaction isolation levels](#1373).

isolation property, transactions, [273](#653)

isolation, transactions, [268](#639)

# Index

J

JOIN keyword, [169](#422)

Access, [389](#917)

INNER JOIN, [171](#426)

Oracle, [170](#424)

OUTER JOIN, [180](#444)

subqueries, [151](#386)

joining strings

see [concatenating strings](#1297).

joins, [167](#419)

additional Oracle joins, [190](#464)

Cartesian product, [167](#419)

cross joins, [169](#422)

equi-joins, [169](#422), [172](#427)

full outer joins, [184](#453)

inner joins, [171](#426), [178](#439)

left outer joins, [181](#446)

multiple tables, [172](#427)

natural joins, [190](#464)

nested joins, [174](#431)

non-equi joins, [175](#433)

outer joins, [180](#444)

right outer joins, [183](#450)

self-joins, [419](#983)

simple joins, [167](#419)

junction tables

many-to-many relationship, [24](#86)

ProductCatalog database, [393](#925)

role-based security, [458](#1062)

creating stored procedures, [492](#1150)

RolePermission table, [469](#1090)

UserRoles table, [466](#1084)

# Index

K

KEYSET cursor type, [236](#574)

keywords

see also [functions](#1315); [statements](#1365).

AGGREGATE, [143](#370)

ALL, [156](#397)

ALL (rows), [84](#219)

AND, [54](#152)

ANY, [157](#400)

AS, [35](#112), [205](#499)

ASC, [46](#138)

ATOMIC, [141](#365), [218](#531)

AUTOINCREMENT, [354](#840)

BEGIN ... END, [205](#499)

BETWEEN, [55](#155)

CALL, [203](#495)

CLOSE, [238](#580)

COMMIT, [271](#648)

CONSTRAINT, [520](#1231)

CONTAINS, [442](#1028)

CONTAINS SQL, [141](#365)

CROSS JOIN, [169](#422)

DEALLOCATE, [238](#580)

DECLARE, [217](#527)

DEFAULT, [221](#537), [334](#796)

DEFAULT VALUES, [72](#193)

DELETE, [78](#205)

DESC, [46](#138)

DETERMINISTIC, [141](#365)

DISTINCT, [49](#143), [84](#219)

ELSE/ELSEIF, [226](#551)

ESCAPE, [59](#164)

EXCEPT, [164](#413)

EXISTS, [155](#394)

FETCH, [237](#577)

FETCH FIRST, [98](#252)

GROUP BY, [90](#234)

HAVING, [92](#239)

IN, [56](#157)

INDEX, [520](#1231)

INNER JOIN, [171](#426)

INSERT, [67](#183)

INTERSECT, [164](#413)

INTO, [68](#186)

IS, [205](#499), [234](#568)

JOIN, [151](#386), [169](#422)

LANGUAGE, [248](#600)

LIKE, [57](#159)

LIMIT, [78](#205), [97](#249)

MINUS, [164](#413)

misuse of reserved words, [32](#106)

MODE, [469](#1090)

NOT, [54](#152)

NULL, [63](#174)

ONLY, [78](#205)

OPEN, [237](#577)

OR, [54](#152)

ORDER BY, [46](#138)

OUT, [222](#540)

OUT/OUTPUT, [221](#537)

parsing statements, [26](#92)

PARTITION, [104](#263)

PERCENT, [95](#246)

REFERENCES, [518](#1225)

REGEXP, [62](#171)

RLIKE, [62](#171)

RETURN, [252](#609)

ROLLBACK, [270](#645)

ROWNUM, [100](#256)

SAVEPOINT, [274](#655)

SELECT, [29](#100)

SET, [75](#198), [219](#533)

SOME, [157](#400)

THEN, [226](#551)

TIME, [518](#1225)

TIMESTAMP, [127](#321)

TOP, [94](#243)

TRANSACTION, [275](#657)

UNION, [159](#405)

UPDATE, [75](#198)

USING, [191](#467)

WHERE, [50](#144)

WITH CHECK OPTION, [198](#482)

WITH TIES, [96](#248)

# Index

L

LANGUAGE clause, [248](#600)

languages

declarative, [5](#39)

procedural, [5](#39)

wrapping SQL, [7](#43)

LAST\_INSERT\_ID function, [440](#1025)

LCASE function

see [LOWER function](#primaryie_Lib5).

LEFT function

Access, [125](#315)

DB2, [123](#310)

MySQL, [124](#313)

Oracle, [122](#307)

SQL Server, [121](#304)

string manipulation, [120](#302)

LEFT OUTER JOIN keyword, [189](#463)

left outer joins, [181](#446)

LEN/LENGTH function, [120](#302)

LIKE keyword

complex pattern matching, [61](#167)

escaping reserved characters, [59](#164)

multiple row subqueries, [153](#390)

pattern matching, [57](#159)

ProductCatalog database, [443](#1030)

LIMIT keyword, [97](#249)

DELETE statement, [80](#210)

ProductCatalog database, [409](#960), [411](#966)

UPDATE statement, [78](#205)

LOCAL scope, cursors, [236](#574)

locking

see also [transaction isolation levels](#1373).

deadlocks, [297](#713)

lock type related cursor options, [236](#574)

transactions, [285](#682)

log files, transactions, [269](#642)

TRUNCATE statement, [332](#790)

LOG function, [112](#280)

logging in

see [authentication](#1287).

long data type

Access, [537](#1275)

Oracle, [533](#1265)

long raw data type, [533](#1265)

longbinary data type, [537](#1275)

longblob data type, [535](#1271)

longtext data type, [535](#1271)

loops

FOR loop, [239](#582)

implicit cursors, [239](#582)

stored procedures, [233](#566)

WHILE loop, [233](#566)

LOWER function, [120](#302)

# Index

M

manipulating strings

see [string manipulation](#1368).

many-to-many relationship, [24](#86)

foreign keys, [25](#89)

illustrated, [25](#89)

junction tables, [24](#86)

ProductCatalog database, [393](#925)

mapping table

see [junction tables](#1328).

MAX function, [89](#231)

mediumblob data type, [535](#1271)

mediumint data type, [536](#1274)

mediumtext data type, [535](#1271)

Microsoft MSDN web site, [137](#356)

MID function, [120](#302), [125](#315)

MIN function, [89](#231)

MINUS operator, [164](#413), [165](#415)

MODE keyword, [469](#1090)

modifying data

deleting data (see [DELETE statement](#1308)).

inserting data (see [INSERT statement](#1324)).

updating data (see [UPDATE statement](#1377)).

modifying rows

see [UPDATE statement](#1377).

modulus operator, [108](#271)

money data types, [113](#281), [399](#937)

Access, [537](#1275)

currency data types, [531](#1259)

SQL Server, [532](#1262)

multi-row INSERT, [73](#194)

multiple columns

retrieving, [34](#110)

MyISAM table type, [283](#676)

ProductCatalog database, [397](#934)

MySQL tools

executing SQL statements, [507](#1189)

web site reference, [329](#782)

# Index

N

naming conventions

stored procedures, [457](#1058)

tables, [8](#45)

natural joins, [190](#464)

nchar data type

Oracle, [533](#1265)

SQL Server, [532](#1262)

NCLOB data type, [533](#1265)

negative numbers, [113](#281)

nested joins, [174](#431)

nested queries, [389](#917)

nested transactions, [282](#673)

NEW accessor, [375](#887)

NO CASCASE BEFORE trigger, [382](#901)

non-correlated subqueries, [147](#378), [154](#392)

non-equi joins, [175](#433)

normalization

defining table relationships, [17](#68)

relational databases, [18](#69)

NOT EXISTS keywords

ProductCatalog database, [436](#1019)

NOT FOUND state, [259](#623)

NOT keyword

BETWEEN (NOT BETWEEN), [55](#155)

bitwise operators, [109](#273)

IN (NOT IN), [56](#157)

LIKE (NOT LIKE), [57](#159)

NULL (NOT NULL), [63](#174)

WHERE clause, [54](#152)

NOT NULL constraint, [333](#793)

InstantUniversity database, [515](#1214)

NO\_DATA\_FOUND exception, [256](#618)

ntext data type, [532](#1262)

NULL, [63](#174)

concept explained, [14](#58)

DB2 example, [451](#1043)

INSERT/INSERT INTO statements, [333](#793)

inserting rows, [69](#188)

meaning in COUNT function, [84](#219)

NOT NULL constraint, [333](#793)

primary keys, [336](#800)

showing in group functions, [92](#239)

SQL Server example, [446](#1036)

treatment by AVG function, [88](#228)

treatment by SUM function, [88](#228)

number data type, [534](#1268)

number manipulation

see also [casting](#1296)

arithmetic operators, [108](#271)

bitwise operators, [109](#273)

comparison operators, [108](#271)

converting to strings, [40](#121)

exponents, [113](#281)

functions, [113](#281)

hexadecimal numbers, [114](#283)

negative numbers, [113](#281)

rounding numbers, [114](#283)

numeric data types, [14](#58), [531](#1259)

Access, [537](#1275)

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

ProductCatalog database, [401](#940)

SQL Server, [532](#1262)

nvarchar data type

Oracle, [533](#1265)

SQL Server, [532](#1262)

# Index

O

object-level permissions, [305](#732)

see also [authorization](#1288); [permissions](#1349); [role-based security](#1356); [statement-level permissions](#1364).

DB2, [321](#766)

MySQL, [326](#776)

Oracle, [317](#759)

REVOKE command, [306](#733)

SQL Server, [311](#746)

OLD accessors, [375](#887)

one-to-many relationship, [20](#76)

foreign keys, [23](#84)

ProductCatalog database, [392](#922)

ONLY keyword

DELETE statement, [80](#210)

UPDATE statement, [78](#205)

OPEN keyword, [237](#577)

operators

= operator, [36](#114), [50](#144), [51](#146)

!= operator, [51](#146)

& operator, [45](#134)

\*=, =\*, \*=\* operators, [186](#457)

^= operator, [51](#146)

|| operator, [41](#124), [43](#128)

ALL, [156](#397)

ANY, [157](#400)

arithmetic operators, [108](#271)

assignment operator, [219](#533)

bitwise operators, [109](#273)

comparison operators, [108](#271)

CROSS JOIN operator, [169](#422)

DIFFERENCE operator, [158](#403)

EXCEPT, [164](#413)

EXISTS, [155](#394)

INTERSECT, [164](#413)

MINUS, [164](#413)

modulus operator, [108](#271)

precedence, [109](#273)

set operators, [158](#403)

using in expressions, [108](#271)

WHERE clause, [51](#146)

OPTIMISTIC cursor type, [236](#574)

OPTION clause, [77](#203)

OR keyword

bitwise operators, [109](#273)

WHERE clause, [54](#152)

XOR (exclusive OR), [109](#273)

OR REPLACE option, [140](#362)

ORDER BY clause

accuracy of rounding, [96](#248)

ASC keyword, [46](#138)

DESC keyword, [46](#138)

ordering rows before sampling

Access, [95](#246)

DB2, [98](#252)

MySQL, [97](#249)

Oracle, [101](#258)

SQL Server, [95](#246)

ProductCatalog database, [406](#951), [407](#956), [422](#989), [423](#992)

sorting data, [46](#138)

use with OVER keyword, [104](#263)

using aliases with, [96](#248)

OUT/OUTPUT keywords, [221](#537)

DB2, [224](#545)

Oracle, [222](#540)

role-based security, [479](#1119), [485](#1135)

OUTER JOIN keyword, [180](#444)

outer joins, [180](#444)

alternative syntax, [186](#457)

full outer joins, [184](#453)

inner joins compared, [428](#1004)

left outer joins, [181](#446)

Oracle syntax, [186](#457)

ProductCatalog database, [427](#1002)

right outer joins, [183](#450)

output parameters, [221](#537)

output.put\_line function, [223](#543)

OVER keyword

analytic functions, [103](#262)

RANK function, [102](#260)

# Index

P

packages, [457](#1058)

parameters

default values, [220](#535)

Oracle, [221](#537)

functions, [111](#278)

input/output parameters, [225](#548)

OUT/OUTPUT keywords, [221](#537)

output parameters, [221](#537)

DB2, [224](#545)

Oracle, [222](#540)

SQL Server, [221](#537)

stored procedures, [220](#535)

parsing SQL statements, [26](#92)

PARTITION keyword

ProductCatalog database, [422](#989), [423](#992)

use with OVER keyword, [104](#263)

PASSWORD function, [325](#775)

passwords

see [authentication](#1287).

pattern matching, [57](#159)

see also [LIKE keyword](#1333).

$ character, [62](#171)

\* character, [29](#100)

% character, [58](#162), [59](#164)

^ character, [62](#171)

\_ character, [58](#162), [62](#171)

{} characters, [62](#171)

Access, [61](#167)

case-sensitivity, [58](#162)

escaping reserved characters, [59](#164)

MySQL, [62](#171)

SQL Server, [61](#167)

wildcards, [58](#162)

PERCENT keyword, [95](#246)

performance

indexes, [355](#843)

Oracle triggers, [382](#901)

performance-testing plan, [356](#846)

SERIALIZABLE isolation level, [292](#701)

SQL Server triggers, [375](#887)

stored procedures, [262](#628)

triggers, [366](#867)

PermissionCategories table, [464](#1077)

permissions

see also [authorization](#1288); [object-level permissions](#1342); [role-based security](#1356); [security](#1361); [statement-level permissions](#1364).

bitmask values, [456](#1056)

DELETE statement

DB2, [321](#766)

Oracle, [317](#759)

SQL Server, [311](#746)

extensibility, [456](#1056)

flexibility, [456](#1056)

granting permissions to roles, [469](#1090)

granting roles to users, [466](#1084)

INSERT statement

DB2, [322](#769)

MySQL, [325](#775)

Oracle, [318](#761), [319](#762)

SQL Server, [311](#746)

SELECT statement

DB2, [322](#769)

object-level permissions, [305](#732)

Oracle, [318](#761)

SQL Server, [311](#746)

stored procedures

creating permissions, [487](#1140)

deleting permissions, [488](#1143)

granting permissions to roles, [492](#1150)

loading permissions, [488](#1143)

modifying permissions, [487](#1140)

querying permissions, [490](#1147)

querying permissions granted to roles, [493](#1153)

querying users permissions, [493](#1153)

querying users roles, [496](#1161)

UPDATE statement

DB2, [321](#766)

Oracle, [320](#764)

SQL Server, [311](#746)

Permissions table, [465](#1081)

phantoms, [291](#697)

PL/SQL, [7](#43)

POSSTR function, [120](#302), [123](#310)

POWER function, [112](#280)

precedence between operators, [109](#273)

precision data type, [534](#1268)

PRIMARY KEY constraint

creating tables, [335](#798)

InstantUniversity database, [515](#1214)

ProductCatalog database, [401](#940)

primary keys

constraints, [11](#52)

defining relationships, [17](#68)

definition, [10](#49)

foreign key relationship illustrated, [22](#82)

inserting rows, [69](#188)

NULL, [336](#800)

ProductCatalog database, [394](#928)

relationships illustrated, [22](#82)

procedural language, [5](#39)

procedures

see [stored procedures](#1366).

Product table, [399](#937)

inserting rows, [404](#947)

querying data, [406](#951)

ProductCatalog database, [389](#917)

adding data, [402](#942)

creating data structures, [395](#929)

creating tables

Category table, [398](#935)

Department table, [396](#932)

Product table, [399](#937)

ProductCategory table, [401](#940)

example query, [424](#994)

querying data, [442](#1028)

relationships, [390](#919)

requirements, [390](#919)

retrieving data, [406](#951)

updating data, [432](#1011)

ProductCategory table, [394](#928), [401](#940)

inserting rows, [405](#949)

querying data, [415](#974)

Professor table, [515](#1214)

inserting data, [524](#1240)

profiles, [315](#754)
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Q

queries

combining results, [158](#403)

multiple tables (see [joins](#1327)).

subqueries, [147](#378)

Query Analyzer, SQL Server, [310](#744)

executing SQL statements, [499](#1168)

querying database

see [SELECT statement](#1362).

# Index

R

RAISERROR statement, [253](#612)

RAND function, [112](#280)

ranges, selecting data in, [55](#155)

RANK function, [99](#254), [102](#260)

ProductCatalog database, [414](#972), [423](#992)

raw data type, [533](#1265)

RDBMS (Relational Database Management Systems)

see [relational databases](#primaryie_Lib6).

READ COMMITTED isolation level, [289](#691)

concurrency, [298](#715)

data consistency problems, [289](#691)

performance, [285](#682)

reading uncommitted data, [288](#689)

READ UNCOMMITTED isolation level, [287](#685)

concurrency, [298](#715)

data consistency problems, [287](#685)

Oracle, [288](#689)

performance, [285](#682)

read-only/read-write transactions, [287](#685)

transaction isolation levels, [286](#684)

READ\_ONLY cursor type, [236](#574)

real data type

DB2, [535](#1271)

Oracle, [534](#1268)

SQL Server, [532](#1262)

REFERENCES keyword

DB2, [321](#766)

InstantUniversity database, [518](#1225)

Oracle, [317](#759)

ProductCatalog database, [398](#935), [399](#937), [401](#940)

SQL Server, [311](#746)

REFERENCING clause, [382](#901)

referential integrity, [358](#850)

see also [integrity](#1325).

FOREIGN KEY constraint, [359](#853), [433](#1014)

triggers, [366](#867)

REGEXP keyword, [62](#171)

relational databases

abstraction layer, [5](#39)

attributes, [7](#43)

columns, [9](#47)

communicating with, [2](#34)

concurrency, [5](#39)

CONNECT command, [331](#786), [511](#1201)

connecting to

Access, [508](#1191)

DB2, [505](#1184), [512](#1204)

MySQL, [507](#1189)

Oracle, [501](#1174), [511](#1201)

SQL Server, [499](#1168), [512](#1204)

creating, [330](#784)

Access, [331](#786)

InstantUniversity database, [514](#1211)

ProductCatalog database, [395](#929)

data provider, [5](#39)

data types, [531](#1259)

database access

DB2, [321](#766)

Oracle, [315](#754), [316](#756)

SQL Server, [310](#744)

database engine, [5](#39)

database schemas, [8](#45), [361](#855)

database-level triggers, [376](#890)

diagrammatic summary of terminology, [12](#53)

dropping, [331](#786)

entities, [7](#43)

key concepts, [7](#43)

normalization, [17](#68), [18](#69)

performance-testing plan, [356](#846)

primary keys, [10](#49)

RDBMS introduced, [5](#39)

relationships between tables, [16](#65)

rows, [10](#49)

security, [301](#722)

tables, [8](#45)

transferring data between, [13](#56)

values, [8](#45)

relational integrity

see [integrity](#1325).

relationships

between tables, [16](#65)

types, [19](#73)

many-to-many, [24](#86)

one-to-many, [20](#76)

primary keys, [17](#68)

ProductCatalog database, [390](#919)

removing rows

see [DELETE statement](#1308).

REPEATABLE READ isolation level, [290](#695)

concurrency, [298](#715)

data consistency problems, [291](#697)

performance, [285](#682)

reading uncommitted data, [288](#689)

REPLACE statement

CREATE OR REPLACE, [206](#502)

CREATE VIEW command, [199](#484)

creating functions, [140](#362)

requirements

ProductCatalog database, [390](#919)

RESOURCE role

Oracle, [316](#756), [320](#764)

responsibilities

see [roles](#primaryie_Lib7).

result sets, [247](#597)

Access, [247](#597)

DB2, [248](#600)

Oracle, [250](#605)

SQL Server, [247](#597)

retrieving data

see [SELECT statement](#1362).

RETURN keyword, [252](#609)

RETURNING clause

DELETE statement, [80](#210)

UPDATE statement, [78](#205)

REVOKE command, [306](#733)

Access, [307](#736)

authorization, [304](#729)

DB2, [322](#769), [323](#771)

MySQL, [326](#776)

Oracle, [316](#756), [319](#762), [320](#764)

SQL Server, [311](#746)

SQL99 syntax, [306](#733)

RIGHT function, [120](#302)

Access, [125](#315)

DB2, [123](#310)

MySQL, [124](#313)

Oracle, [122](#307)

SQL Server, [121](#304)

RIGHT OUTER JOIN keyword, [188](#462)

right outer joins, [183](#450)

RLIKE keyword, [62](#171)

role-based security, [453](#1048)

see also [object-level permissions](#1342); [permissions](#1349); [roles](#primaryie_Lib7); [statement-level permissions](#1364).

bitmasked access mode, [455](#1053)

creating tables

Permissions table, [465](#1081)

PermissionsCategories table, [464](#1077)

RolePermission table, [469](#1090)

UserRoles table, [466](#1084)

Users table, [460](#1065)

encryption, [460](#1065)

implementing, [454](#1051)

permissions, [453](#1048), [464](#1077)

reasons for implementing, [454](#1051)

roles, [463](#1073)

stored procedures, [470](#1093)

creating permissions, [487](#1140)

creating roles, [483](#1129)

creating users, [471](#1096)

deleting permissions, [488](#1143)

deleting role, [484](#1132)

deleting users, [474](#1104)

loading permissions, [488](#1143)

loading role description, [485](#1135)

loading user details, [478](#1116)

querying a roles permissions, [493](#1153)

querying permissions, [490](#1147)

querying roles, [485](#1135)

querying users, [476](#1110)

querying users permissions, [493](#1153)

querying users roles, [496](#1161)

setting a roles permissions, [492](#1150)

updating permissions, [487](#1140)

updating role, [484](#1132)

updating users, [474](#1104)

validating login, [480](#1122)

users, [459](#1063)

RolePermission table, [469](#1090)

roles

see also [role-based security](#primaryie_Lib8).

authorization/permissions, [303](#726)

DB2, [322](#769)

Oracle, [316](#756), [319](#762)

RDBMSs supporting roles, [303](#726)

SQL Server, [312](#748), [313](#750)

SQL99 commands, [304](#729)

ROLLBACK command

autocommit mode, [272](#652)

automatic-transactions mode, [272](#652)

DB2, [282](#673)

MySQL, [283](#676)

Oracle, [279](#666)

SQL-99 syntax, [270](#645)

SQLServer, [275](#657)

transaction rollback, [267](#638)

Room table, [516](#1219)

inserting data, [524](#1240)

ROUND function, [114](#283)

rounding

accuracy of ORDER BY clause, [96](#248)

rounding numbers, [114](#283)

Access, [118](#295)

DB2, [115](#286)

MySQL, [117](#292)

Oracle, [116](#289)

SQL Server, [115](#286)

row-level triggers, [364](#863)

DB2, [382](#901)

Oracle, [375](#887), [377](#893)

SQL Server, [367](#869)

ROWCOUNT keyword

ProductCatalog database, [408](#958)

rowid data type, [533](#1265)

ROWNUM keyword, [100](#256)

ordering rows before sampling, [101](#258)

ProductCatalog database, [409](#960), [411](#966)

ROWNUMBER function

ProductCatalog database, [414](#972), [422](#989), [423](#992)

rows, [8](#45), [10](#49)

adding (see [INSERT statement](#1324)).

aggregated (see [GROUP BY clause](#1318)).

amending (see [UPDATE statement](#1377)).

counting (see [COUNT function](#1299)).

counting all rows (see [ALL keyword](#1285)).

counting unique rows (see [DISTINCT keyword](#1309)).

filtering

aggregated (see [HAVING clause](#1320)).

individually (see [WHERE clause](#1382)).

unique retrieval (see [DISTINCT keyword](#1309)).

grouping (see [GROUP BY clause](#1318)).

ordering (see [ORDER BY clause](#1344)).

removing (see [DELETE statement](#1308)).

retrieving (see [SELECT statement](#1362)).

sorting (see [ORDER BY clause](#1344)).
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S

sample number of rows, retrieving, [94](#243)

SAVEPOINT command, [274](#655)

DB2 transactions, [283](#676)

Oracle transactions, [280](#668)

RDBMSs supporting savepoints, [274](#655)

transaction savepoints, [270](#645), [274](#655)

schema-level triggers, [376](#890)

schemas

see [database schemas](#Top_of_LiB0129_html).

scope related cursor options, [236](#574)

scripts, SQL, [27](#93)

SCROLL cursor option, [236](#574)

scrollability related cursor options, [236](#574)

SCROLL\_LOCKS cursor type, [236](#574)

SearchCatalog stored procedure, [445](#1033)

DB2, [449](#1040)

Oracle, [448](#1038)

SQL Server, [445](#1033)

security

see also [authentication](#1287); [authorization](#1288); [permissions](#1349); [role-based security](#1356).

Access, [307](#736)

DB2, [321](#766)

integrated security

SQL Server, [309](#742)

MySQL, [324](#772)

Oracle, [315](#754)

permissions, [302](#723)

RDBMS, [301](#722)

SQL Server, [308](#739)

stored procedures, [262](#628)

users, [301](#722), [302](#723)

views, [193](#472), [303](#726)

SELECT statement, [29–35](#100)

\* character, [4](#37)

aliases, [35](#112)

basic query structure, [4](#37)

calculations on columns, [37](#115)

combining results from queries, [158](#403)

concatenating strings

Access, [45](#134)

DB2, [43](#128)

MySQL, [41](#124)

Oracle, [43](#128)

SQL Server, [40](#121)

DISTINCT keyword, [47](#139)

EXCEPT operator, [164](#413)

FROM keyword, [4](#37)

GROUP BY clause, [90](#234)

INTERSECT operator, [164](#413)

MINUS operator, [164](#413)

permissions

DB2, [322](#769)

object-level permissions, [305](#732)

Oracle, [318](#761)

SQL Server, [311](#746)

retrieving multiple columns, [34](#110)

retrieving sample number of rows

Access, [94](#243)

DB2, [98](#252)

MySQL, [97](#249)

Oracle, [100](#256)

SQL Server, [94](#243)

retrieving single column, [33](#108)

specifying database within SELECT, [31](#104)

subqueries, [148](#380)

UNION operator, [159](#405)

use with OVER keyword, [103](#262)

WHERE clause, [4](#37), [50](#144)

self-joins

ProductCatalog database, [419](#983)

sequences

see [autonumbering](#1291).

SERIALIZABLE isolation level, [292](#701)

concurrency, [298](#715)

performance, [285](#682)

reading uncommitted data, [288](#689)

SESSION optional parameter, [294](#707)

SET commands

AUTOCOMMIT, [273](#653)

IMPLICIT\_TRANSACTIONS, [273](#653)

TRANSACTION, [286](#684)

set data type, [536](#1274)

SET keyword

ProductCatalog database, [408](#958)

stored procedures, [219](#533)

UPDATE statement, [75](#198)

set membership

see [IN keyword](#1322).

set operators, [158](#403)

SHOW ERRORS command, [207](#504)

ProductCatalog database, [434](#1015)

triggers, [376](#890)

simple joins, [167](#419)

SIN function, [112](#280)

single column retrieval, [33](#108)

single data type, [537](#1275)

single row INSERT, [68](#186)

smalldatetime data type, [533](#1265)

smallint data type

DB2, [449](#1040), [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

ProductCatalog database, [400](#939)

SQL Server, [532](#1262)

smallmoney data type, [532](#1262)

SOME operator, [147](#378)

sorting data

see [ORDER BY clause](#1344).

spaces in names

use of quotes/square brackets, [32](#106)

special characters

see [operators](#1343); [pattern matching](#1348).

sprocs

see [stored procedures](#primaryie_Lib10).

SQL (Structured Query Language)

background, [3](#35)

basic statements, DML, [3](#35)

description, [1](#32)

dialects, [6](#41)

pronunciation, [1](#32)

querying database, [4](#37)

RDBMS variations, [6](#41)

entering SQL, [499](#1168)

executing SQL, [499](#1168)

SQL scripts, [27](#93)

SQL\*Plus, Oracle, [501](#1174)

SQL99 standard, [3](#35)

wrapping, [7](#43)

SQLCODE variable, [258](#621)

SQLEXCEPTION state, [259](#623)

SQLSTATE variable, [258](#621)

SQLWARNING state, [259](#623)

SQRT function, [112](#280)

START TRANSACTION statement, [269](#642)

statement-level permissions, [304](#729)

see also [authorization](#1288); [object-level permissions](#1342); [permissions](#1349); [role-based security](#1356).

DB2, [324](#772)

Oracle, [320](#764)

REVOKE command, [306](#733)

SQL Server, [314](#751)

statement-level triggers, [364](#863)

DB2, [382](#901)

Oracle, [375](#887)

SQL Server, [367](#869)

statements, [26](#92)

see also [keywords](#1331).

ALTER PROCEDURE, [216](#524)

ALTER SESSION, [293](#703)

ALTER TABLE, [340](#807)

ALTER TRIGGER, [370](#877)

ALTER VIEW, [199](#484)

BEGIN, [272](#652)

BEGIN TRANSACTION, [275](#657)

basic SQL statements, [3](#35)

CASE ... WHEN, [226](#551)

COMMIT, [271](#648)

CONNECT, [331](#786)

CREATE DATABASE, [330](#784)

CREATE FUNCTION, [137](#356)

CREATE OR REPLACE VIEW, [199](#484)

CREATE PACKAGE, [250](#605)

CREATE PROCEDURE, [204](#497)

CREATE ROLE, [319](#762)

CREATE TABLE, [331](#786)

CREATE TRIGGER, [365](#865)

CREATE VIEW, [194](#475)

DELETE, [78](#205)

DROP TABLE, [331](#786)

DROP TRIGGER, [365](#865)

DROP VIEW, [201](#489)

executing SQL statements, [499](#1168)

Access, [508](#1191)

DB2, [505](#1184)

MySQL, [507](#1189)

Oracle, [501](#1174)

SQL Server, [499](#1168)

GRANT, [304](#729)

INSERT, [67](#183)

keywords, benefit of, [26](#92)

RAISERROR, [253](#612)

REVOKE, [304](#729), [306](#733)

ROLLBACK, [270](#645)

SAVEPOINT, [274](#655)

SELECT, [29](#100)

SET TRANSACTION, [286](#684)

SHOW ERRORS, [376](#890)

START TRANSACTION, [269](#642)

substituting using triggers, [366](#867)

TRUNCATE, [80](#210), [332](#790)

UPDATE, [75](#198)

STATIC cursor type, [236](#574)

stored procedures, [203](#495)

Access, [215](#522)

ALTER PROCEDURE command, [216](#524)

coding, [225](#548)

conditional statements, [226](#551), [228](#554)

creating, [204](#497)

DB2, [207](#504), [449](#1040)

DECLARE keyword, [217](#527)

DELETE statement, [441](#1027)

DROP PROCEDURE command, [216](#524)

error handling, [252](#609)

executing, [203](#495)

functions, [482](#1127)

INSERT statement, [438](#1022)

loops, [233](#566)

MySQL, [203](#495), [389](#917)

naming conventions, [457](#1058)

Oracle, [206](#502), [448](#1038)

packages, [457](#1058)

parameters, [220](#535)

permissions

DB2, [321](#766), [324](#772)

MySQL, [326](#776)

Oracle, [316](#756), [317](#759), [320](#764)

SQL Server, [308–314](#739)

ProductCatalog database, [432–434](#1011), [436–437](#1019), [445](#1033)

returning result sets, [247](#597)

returning values, [481](#1125), [482](#1127)

role-based security, [453](#1048)

creating, [470](#1093)

granting permissions to roles, [492](#1150)

permissions related sprocs, [486](#1138)

role related sprocs, [483](#1129)

user related sprocs, [471](#1096)

security, [262](#628)

SQL Server, [205](#499), [445](#1033)

syntax, [204](#497)

triggers, [351](#832), [363](#861)

UPDATE statement, [432](#1011)

variables, [217](#527)

WHILE loop, [233](#566)

STR function

Access, [135](#345)

SQL Server, [134](#341)

numeric value conversion, [40](#121)

string data types, [14](#58)

Access, [537](#1275)

string manipulation

see also [casting](#1296).

Access, [120](#302), [125](#315)

DB2, [120](#302), [123](#310)

MySQL, [120](#302), [124](#313)

Oracle, [120](#302), [122](#307)

SQL Server, [120](#302), [121](#304)

string manipulation functions, [119](#298)

CHARINDEX, [120](#302)

CONCAT, [41](#124)

INSTR, [120](#302)

LEFT, [120](#302)

LEN/LENGTH, [120](#302)

LOWER, [120](#302)

MID, [120](#302)

POSSTR, [120](#302)

RIGHT, [120](#302)

STR, [40](#121)

SUBSTR/SUBSTRING, [120](#302)

TO\_CHAR, [134](#341)

TO\_DAYS, [131](#330)

TO\_NCHAR, [134](#341)

TO\_NUMBER, [135](#345)

UPPER/UCASE, [120](#302)

strings

empty string, [119](#298)

Student table, [519](#1226)

inserting data, [525](#1244)

StudentExam table, [522](#1235)

inserting data, [526](#1248)

subqueries, [147](#378)

ALL operator, [156](#397)

ANY operator, [157](#400)

calculated columns, [148](#380)

correlated subqueries, [147](#378)

EXISTS operator, [155](#394)

IN keyword, [147](#378)

JOIN keyword, [151](#386)

multiple row returned, [152](#388)

MySQL, [151](#386)

non-correlated subqueries, [147](#378), [154](#392)

single row returned, [151](#386)

using aliases with subqueries, [150](#384)

WHERE clause, in, [151](#386)

SUBSTR/SUBSTRING functions, [120](#302)

DB2, [123](#310)

MySQL, [124](#313)

Oracle, [122](#307)

SUM function, [87](#225)

using with DISTINCT keyword, [87](#225)

NULL, treatment of, [88](#228)

using with ALL keyword, [87](#225)

summarizing data

see [aggregate functions](#1283).

SYS/SYSTEM users, [315](#754)

system administrator role, [303](#726)
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T

table aliases, [35](#112)

ProductCatalog database, [418](#981)

tables

see also [entities](#1311); [temporary tables](#primaryie_Lib11).

altering (see [ALTER TABLE command](#1286)).

constraints, [331](#786)

CHECK constraint, [338](#803)

foreign key, [23](#84), [331](#786), [358](#850)

NOT NULL constraint, [333](#793)

primary key, [11](#52), [335](#798)

unique constraints, [16](#65), [337](#801)

copying, [339](#805)

creating (see [CREATE TABLE command](#1300)). [data integrity](#1304), [11](#52)

DEFAULT values, [334](#796)

defining relationships between, [16](#65)

definition, [8](#45)

DROP TABLE command, [331](#786), [332](#790)

DUAL table, [349](#827)

indexes, [355](#843)

INSERT/INSERT INTO statements, [332](#790)

InstantUniversity database, [523](#1238)

junction table, [393](#925)

multiple triggers, [377](#893)

relationship types, [19](#73)

self-joins, [419](#983)

temporary tables

DB2, [345](#818)

MySQL, [347](#822)

Oracle, [343](#813)

SQL Server, [342](#810)

triggers, [363](#861)

temporal data types

see [date and time data types](#1306).

temporary tables, [342](#810)

text data type, [14](#58)

MySQL, [535](#1271)

SQL Server, [532](#1262)

THEN keyword, [226](#551)

time data type

see [date and time data types](#1306).

TIME keyword, [518](#1225)

timestamp

inserting rows, [69](#188)

timestamp data type

DB2, [535](#1271)

MySQL, [536](#1274)

Oracle, [534](#1268)

TIMESTAMP keyword, [127](#321)

tinyblob data type, [535](#1271)

tinyint data type

MySQL, [535](#1271)

SQL Server, [532](#1262)

tinytext data type, [535](#1271)

TNS descriptor, [502](#1178)

TO CLIENT cursor option, [237](#577)

TOO\_MANY\_ROWS exception, [256](#618)

TOP keyword, [94](#243)

including ties (WITH TIES), [96](#248)

modifying data with views, [198](#482)

ordering rows before sampling, [95](#246)

ProductCatalog database, [408](#958), [412](#969), [422](#989)

selecting TOP x PERCENT, [95](#246)

TO\_CHAR function, [134](#341)

TO\_DAYS function, [131](#330)

TO\_NCHAR function, [134](#341)

TO\_NUMBER function, [135](#345)

Transact-SQL, [7](#43)

transaction isolation levels, [285](#682)

concurrency, [295](#710)

DB2, [294](#707)

deadlocks, [297](#713)

isolation, [268](#639)

isolation property, [273](#653)

MySQL, [294](#707)

Oracle, [293](#703)

READ COMMITTED, [285](#682), [289](#691)

concurrency, [298](#715)

data consistency, [289](#691)

READ UNCOMMITTED, [285](#682), [287](#685)

concurrency, [298](#715)

data consistency, [287](#685)

read-only transactions, [286](#684)

read-write transactions, [286](#684)

REPEATABLE READ, [285](#682), [290](#695)

concurrency, [298](#715)

data consistency, [291](#697)

SERIALIZABLE, [285](#682), [292](#701)

concurrency, [298](#715)

SQL Server, [293](#703)

TRANSACTION keyword

see [transactions](#primaryie_Lib12).

transactions, [265](#635)

Access, [284](#678)

ACID properties, [268](#639)

atomicity, [265](#635), [268](#639)

autocommit mode, [271](#648)

BEGIN command, [272](#652)

COMMIT command, [271](#648)

Commit Coordinator, [298](#715)

concurrency, [285](#682)

consistency of, [268](#639)

database transactions, [268](#639)

DB2, [282](#673)

described, [266](#636)

distributed transactions, [298](#715)

durability of, [268](#639)

executing, [270](#645)

implicit transactions, [275](#657)

isolation levels (see [transaction isolation levels](#primaryie_Lib13)).

isolation of, [268](#639)

isolation property, [273](#653)

locking, [285](#682)

log files, [269](#642)

MySQL, [283](#676)

nested transactions, [282](#673)

Oracle, [279](#666)

error handling, [280](#668)

phantoms, [291](#697)

RDBMSs supporting, [269](#642)

specific RDBMS examples, [293](#703)

read-only, [287](#685)

read-write, [287](#685)

ROLLBACK command, [267](#638), [270](#645)

SAVEPOINT command, [274](#655)

savepoints, [270](#645), [274](#655)

SQL Server, [275](#657)

error handling, [277](#662)

starting, [269](#642)

two-phase commit, [298](#715)

UPDATE statement, [265](#635)

transferring data, [13](#56)

triggers, [363](#861)

Access, [363](#861)

AFTER triggers, [364](#863), [365](#865), [367](#869)

DB2, [383](#904)

Oracle, [375](#887), [376](#890)

SQL Server, [368](#872)

ALTER TRIGGER command

Oracle, [382](#901)

SQL Server, [370](#877), [372](#881), [374](#885)

BEFORE triggers, [364](#863), [365](#865)

Oracle, [375](#887)

SQL Server, [367](#869)

conditional triggers

DB2, [385](#908)

Oracle example, [378](#894)

CREATE TRIGGER command, [365](#865)

Oracle, [377](#893)

SQL99

syntax, [365](#865)

database-level triggers, [376](#890)

DB2, [382](#901), [383](#904), [386](#910)

DROP TRIGGER command, [365](#865)

enabling/disabling

disabling temporarily, [388](#914)

Oracle, [382](#901)
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